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PREFACE

This effort investigated methods of producing training hypermedia that could be more cost-effective than traditional methods. It is one component of a research program being conducted by the U.S. Air Force's Armstrong Laboratory into the use of advanced computer technology to create and deliver technical instruction.
SUMMARY

A research effort was conducted to analyze the potential for using autoauthoring training hypermedia in teaching students to perform procedures. In this effort, autoauthoring involved automating the creation of training material from a description of a procedure rather than using traditional methods such as flowcharting and programming. The Prototype Animated Training Hypermedia System (PATHS) was the computer program developed to perform this process. Sample applications were produced using PATHS, demonstrating the feasibility of this concept for procedural training. PATHS rapidly generates training hypermedia. A prototype, PATHS needs further testing and development before it can become an operational system.
APPLICATION OF DIGITAL VIDEO TO HYPERMEDIA TRAINING SYSTEMS

I. INTRODUCTION

Objective

The objective of this project was to investigate the application of digital video in the design and delivery of hypermedia. The objective of the hypermedia content was to teach students to perform procedures and the process of creating training hypermedia seemed a likely candidate for autoauthoring. Autoauthoring automatically produces a full set of hypermedia screens from procedural data stored in a database. The contract specifications required formatting the screens with algorithms to produce demonstrations, simulations, scored exercises and tests, and job performance aids incorporating valid learning principles. By eliminating labor intensive steps in designing training hypermedia through the use of autoauthoring, development costs were expected to be substantially reduced.

Background

Traditional methods of developing interactive courseware involve extensive preparation of flowcharts and storyboards to organize information in the training application design. (Bunzel, 1992) This development strategy results in a stack of paper documents describing technical content to be taught and instructional treatment. The design is then implemented by programming lessons using an authoring system. Often, the same data is entered at various locations as part of different instructional "treatments". When changes to a procedure occur, these lessons become difficult to maintain because each element of information to be updated, such as a step in the procedure, is repeated many times throughout the
various demonstrations, exercises, tests, and job aids. Each instance must be separately edited.

The author's task becomes especially difficult when the requirement is to develop hypermedia with extensive linking and cross-referencing. Hypermedia is the combination of hypertext and multimedia and includes the ability to navigate through a linked multimedia document. Hypertext refers to a computer-based document composed of text and graphics which contains links making it possible for a user to navigate through the document in a non-linear fashion. Multimedia refers to the presentation of a variety of media including text, still graphics, video, audio, and animation.

The purpose of all hypermedia is to convey information, but a subset of these documents is tailored toward training. Training hypermedia refers to hyperdocuments (hypermedia documents) which are designed to be used in technical training programs. Quality training hypermedia must contain the types of presentations needed for training including instructional support features which assist the user in learning the material.

Training hypermedia offers several advantages over traditional computer-based instruction. By including additional media, such as video and animation, students find the material realistic and more interesting to use. By supporting learner control (the ability for the student to determine a path through the subject matter) students experience increased motivation. (Jonassen, 1988)

However, problems have been documented concerning the development and use of training hypermedia. A primary problem is that hypermedia-based instruction is difficult to develop. A great deal of time must be spent in media preparation and in programming the links that connect individual nodes in the hyperdocument. Many hypermedia systems begin as rapid prototypes. It is often difficult to develop a usable
system from a prototype stage product. (Glushko, 1992) Other problems relate to the use of training hypermedia. Users of hypermedia often get lost in "hyperspace". They are unable to determine their location in the hyperdocument, and they are uncertain which node to visit next. (Marchionini, 1988)

If an efficient form of hypermedia could be developed to support students in learning to perform procedures, it would spawn many spinoff applications because a major component of technical training deals with teaching students to perform procedures; more efficient ways of achieving this type of learning are always of interest to training system designers. Applications are easily identified. For instance, various medical practitioners must learn operating procedures for medical equipment. In addition to the general task of learning to operate equipment, most equipment maintenance actions have been proceduralized.

Procedures which are candidates for use in autoauthored instruction are characterized by discrete steps performed on a system. This proceduralized process can be easily represented in a computer database. Experience has shown that this type of database is best authored by an expert on the procedure, rather than by a programmer. (Clark, 1991)

The concept tested in this project was whether training material could be generated using a database containing procedural information and the required formatting algorithms. It was further proposed that each of these training formats could be designed to incorporate features that support efficient learning. For instance, simple simulations could be designed to provide students with an opportunity to practice performing a procedure. Often a "cause and effect" type of simulation is sufficient for conveying a concept. (Mears, 1989) An object, such as a switch, can have an associated initial view which changes to a resulting view when an action is performed on the object. These simulations should also be capable of presenting secondary effects (responses) as a result of the desired action. For example, when
a student performs a "power up" step, an "off" view of a toggle switch could be changed to an "on" view when the student clicks on the switch object. Then the "power on light" would be illuminated as the response.

The hypothesis was that by using computer routines to create a database on procedures performed on a system, and then generating hypermedia using the autoauthoring routines, first draft training hyperdocuments could be generated. These draft hyperdocuments could be used to replace the output of traditional flow charts and storyboards in the review process of developing interactive courseware. By reviewing and editing the database and rapid prototypes, final hypermedia could be efficiently generated.

Organization of Report

This report describes the development and demonstration of the Prototype Animated Training Hypermedia System (PATHS), a prototype autoauthoring system, with the characteristics outlined in the preceding paragraphs. This final report is divided into five major sections. In addition to this Introduction, other sections included in this final report are the Technical Approach, Results, Conclusions and Recommendations. The Technical Approach section describes the activities conducted as part of this effort. The Results section describes the hardware, software, and documentation resulting from this effort. The Conclusions section lists major insights gained during the process of developing and initially testing the system. And the Recommendations section lists suggestions for the future application and improvement of PATHS.
II. TECHNICAL APPROACH

This effort included research, rapid prototyping, design, coding, application development, and testing of PATHS. Research was conducted to define the goals of the effort. The requirements were further refined by rapid prototyping. PATHS was then designed and coded using lessons learned from the rapid prototyping phase. Sample applications were developed using the system. The system was tested and the autoauthoring routines were iteratively refined during the development of the sample applications, and by repeated trials, the various computer routines.

Research

A literature search was conducted to investigate related efforts and to obtain information concerning training hypermedia systems. Subjects of investigation included training hypermedia, instructional development, and digital video technology. Many of the books and articles reviewed are listed in the Bibliography.

A related effort which significantly impacted the design of PATHS was identified during the research phase. A tri-service initiative called the Interactive Electronic Technical Manual (IETM) effort is involved in defining standards for the interactive presentation of technical manual information for operational and training purposes.

The research phase helped refine the requirements of the system. For example, the research literature on browsers influenced the browser user interface and type of hypermedia to be used. Also, the need for a "back on track" icon was identified which guides the student's return to a predefined path. The refined requirements were documented in a Software Requirements Specification (SRS).
Rapid Prototyping

Rapid prototypes of the PATHS hardware/software configuration were developed to determine the usability of digital video using the Intel ActionMedia I board. Rapid prototypes are temporary configurations created outside the traditional development process in order to quickly identify potential problem areas and investigate solutions. Although Intel's Digital Video Interactive (DVI®) technology had been selected to support digital video presentation requirements, it was not clear how extensively DVI could be used for user-interface support. As a result of rapid prototyping, it was decided that DVI graphics would be used for the browser user interfaces, and that video would be shown in full-screen mode to avoid lip-syncing problems.

Design

The goal of the design phase was to plan the implementation of PATHS based on the requirements described in the SRS. A heavy emphasis was placed on providing complete functionality and documenting the approach in a detailed design document prior to the beginning of software coding.

A design was developed which incorporated a concept similar to "view packages" in interactive electronic technical manual (IETM) systems (See Figure 1). An instructional developer created the conceptual structure of a database, referred to as the Application Knowledge Base (AKB). This database structure was then used to create the autoauthoring routines used to generate a hyperdocument. A design goal was to make the hyperdocument generic enough so that a commercial off-the-shelf (COTS) browser could eventually be used to view and modify the hyperdocument. Because the U.S. Air Force (USAF) did not want to select a target COTS browser at this stage in the research, a custom hypermedia editor browser was designed for
PATHS. The problem in making the hypermedia browser generic is that the browser cannot perform intelligently based on the type of data (procedural training) that it is manipulating.

A basic concept supported in this design phase was that data stored in the AKB could conceivably be imported from external sources. Similarly, the hyperdocument might be exported to other browsers. Therefore, a standard file format was desired to represent both databases. The Standard Generalized Markup Language (SGML) was selected for representing these databases. An international standard for defining hypermedia DTDs, the Hypermedia/Time-based (HyTime) standard was used to define the Data Type Definitions (DTDs) for the databases. The PATHS DTDs were developed with the assistance of the HyTime author, Dr. Steven Newcomb. The PATHS DTDs are presented in the PATHS Software Detailed Design (SDD). Although PATHS is not fully SGML-compliant, the data is tagged and stored in an ASCII file.

Once the design overview and file representations were determined, a detailed design was conducted. The design centered around providing the functionality of the four processes: AKB editing, autoauthoring, hypermedia editing, and browsing.

The AKB editing functionality was to allow users to create and modify the contents of the AKB. Therefore, the design of the AKB editing routines was centered around developing a minimal set of screens to allow the user to easily enter all the
required data without redundancy. Descriptions of the AKB editor screens are presented in the SDD.

The design of the PATHS autoauthoring routines are based on instructional strategy algorithms developed for this effort. These algorithms establish standard formats for the procedure demonstration, simulation, performance tests, and other procedural presentations. They also control what elements of information are pulled from the AKB for use in filling in the formats. They also structure the student’s interaction with these displays. Flowcharts which represent these algorithms are presented in the SDD.

The AKB is populated using the AKB editor prior to autoauthoring. However, there may be occasions when the standard text built into the formats by the autoauthoring routines must be edited for specific applications. The design of the hypermedia editor was similar to the AKB editor. For both editors, screen designs were the primary focus. The screens for the hypermedia editing portion of the system are presented in the SDD.

The browser design effort was focused on presenting generic hypermedia material in a non-frame-based hypermedia browser with traditional navigation capabilities. The generic hypermedia material to be presented included text, still graphics, audio, and video. The navigation capabilities included linking through text buttons, hot spots on graphic stills, and icons.

Based on the data elements in the DTDs and the user interface elements in the screen designs, an object-oriented design was developed. There are four major groups of objects in the design:

- User Interface objects
- Application Knowledge Base objects
• Hypermedia primitive objects
• Student Records objects

The user interface objects include items such as menus, forms, fields, and windows. These objects were designed to map closely to the COTS user interface support libraries selected for this effort.

The application knowledge base objects were designed to match the structure of knowledge used to describe the AKB (See figure 2).

The hypermedia primitive objects were intended to represent the primitive data types used for presentation in the browser. The primitive data classes are tied closely to support from the Intel ActionMedia software libraries. These libraries provide low-level support for the Intel ActionMedia I (DVI). The DVI board provides not only full-screen full-motion digital video, but provides graphics primitives.

Student records objects are used to manipulate the student registration and student session data.

The detailed results of the design process, updated to reflect the "as-built" product, are presented in the Software Design Document (SDD).
Coding

Once the design was approved at an informal Critical Design Review (CDR), the coding phase began. The initial version of the software was generated by translating Program Design Language (PDL) into "C" statements. Detailed PDL was included in the preliminary version of the SDD. The detailed PDL was easily translated and the conversion process was accelerated by converting word processing documents containing PDL to ASCII files which eventually contained "C" code.

PATHS was developed using Microsoft® "C" version 5.1. Commercial off-the-shelf software libraries were used to avoid writing low-level code for user interface support. The libraries used were Vermont Views™ version 2.0 and the ActionMedia™ 750 (DVI) Software Libraries. The project was originally intended to be written in "C++". However, the DVI libraries could only be linked to Microsoft "C" compiled code, and were incompatible with Microsoft's "C++" (Version 7) compiler when it became available.

During the creation of early versions of PATHS, the size of the executable file resulting from the linking process continued to grow, and it became clear that advanced memory management strategies must be employed. The first attempt at freeing memory was performed by optimizing the environment. DOS 5.0, which has a small kernel, was installed. The 386MAX®6 utility was also installed to move some of the device drivers to high memory; it freed a considerable amount of memory, but not enough. An overlay linker, .RTLink®Plus, was employed to swap code in and out of memory. However, both the Vermont Views software library routines and the ActionMedia Software Library routines would not function properly unless they were allowed to remain in memory. The largest portion of memory was used by these libraries; because the benefit of the overlay linker was negligible, it was eventually discarded.
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The application was broken into five separate executables in order to overcome memory constraints. None of the five required both the Vermont Views libraries and the ActionMedia Software Libraries. The functionality of the five executables was selected based on the modularity of the design. Many of the software modules are shared between the five executables. A matrix describing the reuse of the modules is presented in the SDD.

As code was generated, test data sets were created to test the executables. All PATHS data is tagged ASCII data, which makes it easier to debug the data entry, autoauthoring, and browsing features because the data can be easily viewed in an editor. A design goal was to allow a developer to partially specify a procedure, and then review the resulting hyperdocument. The lack of data in these test data sets called attention to the need for and development of graceful degradation features. The code was iteratively refined as features were added and test data sets were modified and used.

The detailed results of the coding effort are documented in the Training User's manual and the Software Product Specification (SPS). The Training User's Manual provides the steps for using each of the five executables. The SPS contains the SDD and code listings. The code listings are generated from the baseline version of the software. The baseline is maintained using the Polytron Version Control System (PVCS). Using PVCS, each modification to baseline code can be tracked.

Problems in coding resulted primarily from DOS limitations and the ActionMedia 750 Software Libraries. New support software is now available for DVI in the Microsoft Windows™ environment. The memory management features of Windows allow simpler access to all system memory, and they are more advanced than DOS. These features should enable developers to create much larger DVI-based applications than they could in DOS. Also, new standards for interacting with digital video under Windows, such as Video for Windows, are emerging. The inability to link "C++"
code to the ActionMedia libraries was very unfortunate because the advantages of "C++" would have benefited the elegance of the design and the reusability of the code. The use of "C++" would be possible for a system operating under Windows 3.1+ and Video for Windows.

**Application Development**

The purpose of the PATHS software is to allow instructional developers to develop training hypermedia applications which can be used by students. Applications are developed using PATHS' five executable routines. Detailed instructions for using these routines can be found in the PATHS User's Manual.

Using PATHS, the emphasis in instructional development is on media preparation and data management instead of design and programming. The media must be properly located on the hard disk for the autoauthored hyperdocument to access the media for presentation. Although applications can be developed in a number of ways, a preferred method is described below.

First, the steps of a procedure are entered by filling form screens in the AKB editor. References to associated media are also entered. The media must be captured, converted to the required format, and stored in the proper locations on the hard disk. Processes are made up of individual steps, which may have associated responses.

Graphic stills associated with the steps can be generated in a number of ways. In this effort, stills were created by using a color scanner to digitize photographs of the subject material. A translation process was used to convert the digitized photographs to the desired size and format for the hypermedia browser.
Video clips can be generated in two ways. The DVI capture board can be used to create a low quality compression. Alternatively, a high quality compression facility can be used to create high quality digital files from the video. Most of the video clips created for this effort were digitized directly from an output of a professional video camera. Others were made by digitizing from videodisc and a VHS video tape.

A demonstration video was prepared as part of the task of documenting the results of this effort. The 5-minute video describes the overall concepts of the PATHS system and shows sample screens from each of the five PATHS executable programs.

**Testing**

Several types of software testing were conducted including graceful degradation tests, and tests to verify the completeness of sample applications, and correct implementation of the design.

Graceful degradation is desirable in order to create review hyperdocuments from partially specified procedures and media. Sample applications assisted the testing process by providing test data. Analyses were made of the PATHS hyperdocuments to ensure that they conformed to the instructional strategy described in the design information.
III. RESULTS

PATHS Hardware and Software

Off-the-shelf hardware components were assembled into a PC-based multimedia workstation. COTS software packages were installed on the hardware. This hardware/software configuration was used to develop and host custom software generated to provide the PATHS functionality.

Five executable programs were created and demonstrated. They are:
- PATHS AKBEDIT, a database editor
- PATHS AUTOAUTH, an autoauthoring function
- PATHS TOCIT, a table of contents generator
- PATHS HYPERED, an editor of hypermedia screens
- PATHS BROWSE, the student's interface with hyperdocuments

These executable programs are compiled from approximately 15,000 source lines of code. All of these programs are functional, although memory problems limit the size of the applications that can be generated and used.

The PATHS AKBEDIT program is used to populate the AKB with text and graphic data which describe a procedure, and the equipment on which the procedure is performed. AKBEDIT is also used in editing the contents of the AKB, once it is generated. Data on a procedure is entered with limited regard to how or where it will be used in the various training applications of the data.
The PATHS AUTOAUTH software is used to autoauthor the hyperdocument, including a sequence of displays for procedure demonstrations, practice exercises, tests and job performance aids. This function replaces the labor intensive task of programming with an authoring system to create a hyperdocument. As an example of its speed, over a thousand screens of a hyperdocument, including all links, can be reliably generated in less than a minute.

The PATHS TOCIT program is used to create a table of contents map of the hyperdocument so that students can determine their location and move around within the hyperdocument. This textual table of contents provides a detailed picture of the hyperdocument structure.

The PATHS HYPERED software is used to edit the hyperdocument created by AUTOAUTH. It is used to respond to unique situations and customize applications and should be used only when necessary; the changes made with this program do not survive when the AUTOAUTH program is repeated. Its purpose is to allow changes to be made to a final version of a hyperdocument before it is used by students.

The PATHS BROWSE program is used to present a hyperdocument to the student, and to allow the student to interact with the hyperdocument. The primary screen from this program is shown in Figure 3.
Sample Lessons

Two sample hyperdocuments were created to demonstrate the PATHS hardware and software.

The first sample application presented a procedure performed on the MiniOxIII, an oxygen analyzer used by medical personnel to monitor the flow of oxygen being given to patients being evacuated by aircraft. Altitude changes make it necessary to closely monitor this function. The particular procedure presented is one for calibrating the MiniOxIII at the homestation. This procedure is typical of a general procedure performed on electronic equipment.

The second procedure concerns the use of a mechanical bracket used to hold one corner of a stretcher during an air evacuation mission. It is a six-step procedure performed on a piece of mechanical equipment, typical of many mechanical operations performed on small pieces of equipment.

In the development and testing of these two applications, all system functions were evaluated.

Documentation

Documentation was generated to guide USAF personnel in using and maintaining PATHS. A User’s Manual was created containing detailed directions for using PATHS programs to produce and use hyperdocuments. A short videotape was
produced to introduce the PATHS system to new users. PATHS has been described in papers presented at professional conferences and published in the conference proceedings. Articles appear as:


and


Observations were made on the significance of this effort, and how to approach the further development of the autoauthoring concept.

The software development effort was documented to MIL-STD-2167A/T specifications. Documentation included:

• Software Requirements Specification (SRS)
• Software Detailed Design (SDD)
• Software Product Specification (SPS)
IV. CONCLUSIONS

There were several conclusions derived from this research effort. They are presented in the following sections, along with supporting information.

*Conclusion #1: Autoauthoring techniques for creating hyperdocuments to teach procedures have been proven technically feasible.*

- Procedures are an acceptable domain for autoauthoring
  Procedures (tasks) are made up of individual steps composed of actions and responses. The inherent structure of procedures makes it possible to create a database containing the procedure's elements; the database can provide these data elements to construct algorithms.

- Instructional design algorithms are codeable
  The algorithmic production of hypermedia from data in a database utilizes simple compiler technology and does not require artificial intelligence techniques such as neural networks or expert systems rule-based systems.

- User-friendly hypermedia can be generated
  Often, the output of computer processes is terse and presents too much information on a single screen. However, computer programmers can design user-friendly training screens that are much less threatening to the student.
Meaningful instructional sequence can be generated
Algorithm-driven sequencing of instruction can determine what information is available, and which screens should precede or follow others.

Graceful degradation can be utilized
During early stages of development, some information may be missing. Autoauthoring routines can be created to generate as much material as possible (given the existing data at the time of autoauthoring) that do not require a set amount or type of data to generate a hyperdocument.

Conclusion #2: Autoauthoring techniques can substantially reduce the cost of producing procedure-oriented interactive courseware.

Traditional methods require substantial investment
Hand-crafting training hypermedia involves the use of flowcharts, storyboarding, and programming. These methods often take hundreds of hours and thousands of dollars to create an hour of quality instruction.

Autoauthoring can rapidly generate consistent hypermedia
PATHS can generate over a thousand frames of hypermedia in less than a minute. The created hyperdocument does not require traditional testing for branching and sequencing because the material is computer-generated.
Emphasis shifts to data management from programming

Although the coding portion of PATHS instructional development is automated, information is still required to perform the automation. Procedures must be entered, and media must be prepared.

Algorithms define the learning strategy

Traditional design work is eliminated because PATHS contains learning strategies which do not have to be redesigned for each domain.

Conclusion #3: User trials are needed for further development and new hardware/software is needed to support these tests.

There is a new generation of DVI boards

The current PATHS configuration uses ActionMedia I boards; ActionMedia II boards generate improved digital video.

New memory management is available through Windows

PATHS is implemented in five separate executables due to memory limitations of DOS. By migrating the software to the Windows environment, the system can be combined into a single application and can take advantage of digital video standards such as Video for Windows.

User trials should be performed to tune the system

PATHS should be used by instructional developers, students, and instructors to determine changes required to meet the needs of each user group. No such tests were conducted as part of this effort. These trials should be performed informally on the existing version of PATHS before the next version is developed.
**Conclusion #4:** Generic Browsers which present non-frame-based hypermedia from a compiled format should be used to present training.

- Generic hypermedia can be exported to COTS browsers
  The design PATHS hyperdocuments was kept as generic as possible to allow for future use of COTS hypermedia browsers. A COTS browser reduces cost, and has greater availability and more advanced features.

- Non-frame-based hypermedia is superior to frame-based systems
  Hypermedia should be created using a non-frame-based approach. When media is inserted into the frame of a frame-based hyperdocument, the frames may require editing. Non-frame-based hypermedia is formatted on-the-fly and does not require modification.

- Results of autoauthoring process should be modifiable
  By compiling the instructional material to a "view package", modifications can be made to the generated material, rather than having to accept the computer's choices for every screen.

**Conclusion #5:** Developing Autoauthoring software presents unique challenges.

- A flowcharting tool could improve the development process
  A Computer Aided Software Engineering (CASE) flowcharting tool would greatly simplify descriptions of the instructional flow which makes up the hypermedia web. Automating this process would also simplify the process of verifying connectivity between flowcharts.

- The use of an instructional strategist is critical
  It is important to employ an expert at instructional strategy when developing and coding instructional sequence and learning strategies. All
of the applications generated will reflect the design strategies programmed into the autoauthoring routines.

- Developers should keep up with "bleeding edge" technology
  Multimedia and hypermedia technology continues to develop rapidly, and solutions are becoming available to many of the deficiencies of current technology. By investing in evolving baselines, the resulting product will remain current and marketable at the conclusion of the development effort.

**Conclusion #6: DoD Autoauthoring tools should import IETM data.**

- Importing data reduces costs
  New DoD standards have been developed for describing the format of electronic technical manual data (including procedures). This data should be input into autoauthoring of training materials to reduce the data entry requirement and create consistency between operational and training uses of the data. This methodology can lower costs arising from reduced data-entry verification and maintenance requirements when system changes occur.

- COTS Software Components support SGML processing
  COTS software libraries are becoming available for importing and exporting CALS SGML-tagged data into applications. The use of these libraries can reduce the cost of system development by reducing the amount of custom code required.
V. RECOMMENDATIONS

Based on the results and conclusions of this effort, several recommendations are listed below.

**Recommendation #1. An informal evaluation of PATHS hyperdocuments should be conducted.**

Students and instructors should be asked to comment on the usefulness of sample hyperdocuments, and suggest improvements. The current version of PATHS should be used for this evaluation.

**Recommendation #2. Develop a second generation PATHS**

The lessons learned from this effort and new related technology should be integrated in a second generation system. This system should include an IETM interface to input procedures, and it should create hyperdocuments that can be read by COTS browsers. The systems should use the new DVI II boards and Video for Windows, operating under Windows 3.1+. It should be written in "C++" using Object-oriented Design principles.

**Recommendation #3. Conduct a formal field test of the second generation PATHS.**

A practical set of hyperdocuments should be developed using the new system. The instructional developer’s process using the new system should be compared to traditional methods. Similarly, the performance of students using PATHS hyperdocuments should be compared with the performance of students using traditional methods. The author’s productivity in terms of resources (time/funds) required to produce hyperdocuments with PATHS and with traditional hyperdocument authoring systems should be analyzed.

All company and product names are trademarks or registered trademarks of their respective owners.
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