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COMPUTER SCIENCES VS SOFTWARE ENGINEERING

ABSTRACT

In this editorial written for COMPUTER DECISIONS, we advance the thesis that computer science departments in the U.S. are not fulfilling the needs of the software industry. We propose a new program called "software engineering" to fill the void. Software engineering stresses the pragmatic side of computer systems design and could be established as an independent program with either existing electrical engineering or computer sciences departments.
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There are about 100 computer science departments, most of them offering graduate degrees, in American universities today. Many are interdisciplinary in structure. However, the "core subjects" offered by these departments are in the computer sciences. Without attempting to define precisely what computer science is, we can list a number of core courses common to most of the departments' curricula. These courses include: automata theory, formal languages and syntactic analysis, artificial intelligence and heuristic programming, theory of computability, etc. For a complete list, the reader should refer to the report of the ACM Curriculum Committee on Computer Science, CURRICULUM 68*.

With all of the above courses, one would think that the computer science graduate of 1969 would be well equipped to tackle the intricacies associated with third or fourth generation computer systems - both in hardware design and software implementation. However,

---
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this is hardly the case. The reason is that most computer science
departments do not emphasize enough the practical aspects of computer
systems design. Many computer science departments reside either in
the graduate school or in the college of liberal arts and sciences.
Therefore, it is not inconsistent for these departments to emphasize
the "science" aspects of computers and computing. However, we must
realize that computer sciences in the academic sense have very little
to do with real computers. The relationship between the abstract and
applied sides of computer sciences is increasingly similar to that
which exists between pure and applied mathematics.

Computer sciences is becoming more involuted. Theorems are
generated which depend only upon previous theorems. There is beauty
in them for the scientist - but there is (usually) little utility.
For the academician an abstract approach to computer sciences also
serves in writing technical papers - with the accompanying prestige
and fame. On the other hand there is little publications mileage
to be gained in designing and implementing a special software package.
The time required to implement this package might be two or three
times that of doing the research and writing a paper in a field such
as automata theory. In most universities, promotions and other
tangible rewards come as the result of publications. An efficient
compiler is hardly regarded as a respectable publication.

The computer scientists claim that they are seeking to under-
stand the fundamental nature of computers and that what they are
doing will ultimately benefit computing, society and mankind. I
see little evidence of these benefits, but perhaps I haven't held my breath long enough. This standard argument, however, cannot be refuted by counter-examples. If we recognize the trend towards abstractness that prevails in most computer science departments and if we view this trend as irreversible - then we must decide on an alternative means of training the computer systems people that industry so desperately needs.

My suggestion is to establish a curriculum called software engineering (or something equivalent as computer systems engineering, or have an option in the standard computer science curriculum with an asterisk (*) denoting practical). This suggestion, by no means original, is based upon the widely held opinion that a computer system is an integrated entity involving both hardware and software. To design effective software, one must have a real understanding of the hardware capabilities of the system. Therefore the approach we must adopt to write efficient software is engineering methodology. In the software engineering curricula, courses such as machine organization, compiler construction, systems programming, system simulation and switching theory will be given considerable emphasis. I realize that not many software engineering curricula exist today. However, they can readily be established by an amalgamation of electrical engineering and computer science departments and exist as a separate program within either or both departments. The need for software engineers is critical. It is time to stop kidding ourselves, computer science departments as a whole, are simply not meeting this need.
Finally, I am reminded of a statement a friend of mine made 11 years ago when the Russians had just put up their Nth sputnik. "Don't worry," he said, "we'll catch up in space for sure. The Russians are becoming interested in information theory." The situation is reversed today when we look at computers in the U.S. and the Soviet Union. I have a feeling that the Russians will catch up with the U.S. in computer power because some of our best men have gotten into computer sciences.
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