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One of the key assumptions behind most Model-Based Development (MBD) efforts is the selection of Unified Modeling Language (UML) for the design language. While popular, more than 90 percent of all MBD efforts choose UML. This choice is often taken for granted. Typically, no trade studies are provided to support the choice of UML, especially the evaluation of UML traits that would make it adequate for use in MBD for safety-critical applications. Given that UML is selected for MBD, this report seeks to look at some of UML’s traits in light of safety related expectations. Moreover, this report recommends practices for using UML on safety-critical applications and makes an appeal to the MBD community for additional suggested safe practices.
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I. INTRODUCTION

Unified Modeling Language (UML) appears to be ubiquitous with software design for efforts requiring minimal maturity to programs with mandatory regulatory rigor [1]. On programs using Agile processes [2, 3] where minimal formal documentation is mandated, UML is highlighted as a good communication tool to use between all stakeholders. UML also continues to gain a foothold in larger scale programs where spiral, waterfall, mature Agile [4], or other mature practices are used, for example, Rational Unified Process (RUP) [5]. Beyond that, UML is used in safety-critical applications from the automotive to medical industries and flight critical fields from manned to unmanned applications. Moreover, college and university courses use UML to help teach software and system design principles, as shown in Reference 6. Thus, it is easy to see that there is something easily accessible and appealing about representing design elements using graphical symbols.

With the growth of Model-Based Development (MBD), especially with the ability to generate code from the design, the software life cycle will make great use of UML. UML will be used to represent system models, subsystem models, and even some low-level models. When thinking about a waterfall software life cycle, both the early and middle steps in the software life cycles could be represented by models, for example, systems and high-level requirements development phases. Although not fully realized today, the direction seems to be to produce fewer stacks of paper documents and have the model be the artifact or be able to be used to produce the artifacts. Naturally, this produces fewer stand-alone paper artifacts and makes greater use of a centralized model. For example, with MBD, a stand-alone system requirements document will exist as a System Modeling Language (SysML) model. SysML is a UML profile. A SysML model could then be used to automatically produce the appropriate system level artifacts, for example, System Subsystem Design Document (SSDD).

The use of MBD and UML must meet the needs of the safety and flight certification authorities. MBD must work with certification authorities to show equivalency between MBD artifacts and those artifacts expected by certification authorities. Additionally, MBD must be able to demonstrate rigor and maturity by producing artifacts required for the appropriate certifying authority. For example, most safety authorities will require some demonstration of bi-direction traceability, showing that standards were followed and verification and validation was accomplished. This report lists some concerns with using UML in safety-critical environments, and some concerns about UML’s ability to meet the needs of certification authorities. However, the report also provides some suggested practices to address those concerns. Recognizing that this report is not a comprehensive list of good practices, this report makes an appeal to the MBD community for additional suggested practices and considerations for the use of UML in safety-critical applications. While safety-critical terminology is used throughout this report, the concepts presented are also applicable to flight critical applications. In order to help facilitate access to the material presented in this report, a briefing package was assembled and is provided in the appendix.
II. BACKGROUND

A. Model

What are models? The definition of models is as varied as the subjects being represented by them. The use of models varies from the highly abstract computational intensive to intricate representations of complex physical phenomena. Likewise, there are definitions of the term model to justify each of those uses being called a model. For the purpose of this report, two definitions of model are presented. The first is provided by Radio Technical Commission for Aeronautics (RTCA) and found in Reference 7. Reference 8 provides the following definition of model:

“An abstract representation of a given set of aspects of a system that is used for analysis, verification, simulation, code generation or any combination thereof. A model should be unambiguous, regardless of its level of abstraction” [8].

Moreover, to be unambiguous, the model should provide sufficient detail to describe and verify the desired response to both normal and abnormal stimuli.

The RTCA definition was provided because this report targets the use of UML models in safety-critical environments. RTCA provides forums that help produce guidance materials for avionics, specifically performance standards and considerations for avionics equipment certification. Most notable for this report is that RTCA is shepherding the generation and update of RTCA Document (DO) 178.

Likewise, for the context of this report, a definition of model provided by the Object Management Group® (OMG®) is equally valuable. Unfortunately, the definition of model provided by OMG® seems to vary from source to source [9, 10, 11], so the following one from Reference 9 has been selected:

“Models in the context of the [Model Driven Architecture] MDA Foundation Model are instances of [Meta-Object Facility] MOF™ metamodels and therefore consist of model elements and links between them. This required MOF compliance enables the automated transformations on which MDA is built. UML compliance, although common, is not a requirement for MDA models. (This means, for example, that a suitable development process based on OMG’s Common Warehouse Metamodel [CWM] can be MDA-compliant, since CWM is based on MOF.)” [9].

It is unfair to judge the RTCA definition against the OMG® definition, but they should be compared. RTCA provides a descriptive definition, while OMG® provides a prescriptive definition. For OMG®, in order to be considered a model, it must be founded on MOF™. Note that the MOF™ specification is managed by OMG® [12] and is also an international standard [13]. A full explanation of MOF™ is beyond the scope of this report (the specification is 88 pages), but it can be summarized this way: MOF™ is the architecture underlying MBD and thus UML.
B. Model-Based Development

For this report, an applicable definition of MBD is provided in RTCA DO-331 [8]:

“A technology in which models represent software requirements and/or software design descriptions to support the development and verification process.”

Note that this definition acknowledges that requirements and designs are represented within the model, but it is curious that this definition is limited to “software requirements and/or software design” [8] being represented in the model. It is speculated that the limitation to only software is due to the hierarchy of avionic specifications, that is, SAE ARP4754A [14] and SAE ARP4761 [15] address system level avionics concerns.

In order to push the discussion of MBD further, a discussion of the architecture used within MBD is necessary. Again, refer to OMG® [1]:

“The MDA is a new way of developing applications and writing specifications, based on a platform-independent model (PIM) of the application or specification's business functionality and behavior. A complete MDA specification consists of a definitive platform-independent base model, plus one or more platform-specific models (PSM) and sets of interface definitions, each describing how the base model is implemented on a different middleware platform. A complete MDA application consists of a definitive PIM, plus one or more PSMs and complete implementations, one on each platform that the application developer decides to support” [1].

Moreover,

“Any modeling language used in MDA must be described in terms of the MOF language, to enable the metadata to be understood in a standard manner, which is a precondition for any ability to perform automated transformations” [1].

Unfortunately, the concept of the PIM and PSM are a bit different than the concept of specification and design model discussed in RTCA DO-331. A specification model represents a high-level view of the software component. This can be independent of the Hardware (HW), like a PIM, or it can include details of the target HW. For RTCA DO-331, the design model provides the low-level requirements for a software component, while a PSM may include the details for a software component or the whole system. These differences pose some challenges when comparing the expectations within RTCA DO-331 with the Model Driven Architecture (MDA®) approaches laid out by OMG®. The formal MBD/MDA® definitions provided by RTCA and OMG® are important, but it can also be described as the following:

“Model-driven development is simply the notion that we can construct a model of a system that we can then transform into the real thing” [16].

C. Unified Modeling Language

UML is a General Purpose Modeling Language (GPML) that uses a set of graphic notations to specify, constrain, and document visual models. Like the MDA®, UML is managed
by OMG® and is an International Organization for Standardization (ISO) standard. OMG® UML is described in References 17 through 20.

The Object Constraint Language (OCL) specification is most applicable to the topics covered in this report. However, both the infrastructure and superstructure documents indicate the following UML trait:

“Not all of its modeling capabilities are necessarily useful in all domains or applications. This suggests that the language should be structured modularly, with the ability to select only those parts of the language that are of direct interest” [17].

OCL brings a formal constraint language to UML expressions. The constraints added by OCL are invariant conditions and do not have side effects, that is, they cannot alter the executing state or values of the model. For example, for the Ground Control Station (GCS) to specify a precondition constraint that the number of Unmanned Air Vehicles (UAVs) under control must be greater than or equal to 1 has the following syntax: \( \text{self.NumControlUA} \geq 1 \). Mature UML tools treat the OCL as a query language and thus make queries on the UML model. Being a formal language by design, OCL lacks some of the ambiguities associated with natural languages, so it can be used to clearly describe required safety guard conditions and exit threshold inhibits.

Most people do not immediately think about OCL when considering UML. Most people think diagrams, which, as shown in Figure 1, are divided into two major categories: structural (also known as static) or behavioral (also known as dynamic).

![Figure 1. UML Diagram Overview [21]](image)

For the purpose of this report, only one example from each category is discussed. From the static diagram category, the class diagram is discussed, and from the dynamic category, the state machine diagram is discussed. Despite only representing static features, as shown in Figure 2, a class diagram can show the following features: attributes (with type, visibility, and default), operations (with input and return type), inheritance, and associations. Extensive
explanation of all of the features of the class diagram are beyond the scope of this report; however, there are extensive introductory and expert discussions available [22, 23].

Figure 2. Class Diagram

In Figure 2, the ControlStation class has three attributes (ID, Type, and NumControlUA) and four operations (getCSID, getType, controlUA, and numUAControlled). Likewise, notice that each attribute has an indicated type, for example, Type is a CType, which is an enumeration. UML does not require that all types be listed for attributes, that is, unspecified types are allowed.

Figure 3 presents a simple example of a state machine diagram of a ControlStation switching between control and monitor states. The black dot indicates the initial transition. Once in the monitor state, the ControlStation can remain in that state or transition to the control state. Then, from the control state, the ControlStation can remain there or transition back to the monitor state.

Figure 3. State Machine Diagram
Constraints can be added to clarify the class and state machine diagrams. Consider the additional natural language requirement placed on the class diagram shown in Figure 2: A ControlStation (owner) shall control three or fewer UAV. To capture that constraint in UML, the following OCL code would be added to the model:

context: ControlStation
inv: self.NumControlUA<=3 or self.fleet->size<=3

Likewise, OCL could be used to specify that all UAVs controlled by the ControlStation are BigFixedWing UAVs:

context: ControlStation
inv: self.fleet->forAll(av.Type=#BigFixedWing)

In the previous OCL code, context indicates the elements (for example, the class), inv indicates the invariant statement, and self indicates the current context.

Likewise, as shown in Figure 4, constraints can be added to a state machine. For even a simple example, the constraints necessary to capture the appropriate level precision become involved. For example, the ControlStation can only transition to the control state if the NumControlUA is greater than zero. Moreover, once in the control state, the ControlStation can reduce the number of UAVs controlled by calling requestReleaseUA or control an additional UAV by calling requestControlUA. Then, the NumControlUA value is either reduced or increased, respectively. For either of those cases, the NumControlUA, as shown in the square brackets, is checked against the appropriate guard condition, that is, greater than zero or less than or equal to three, respectively.

Figure 4. Constraints Added to State Machine Diagram

Extensibility, as described in the OMG® UML superstructure, is one of the key characteristics of UML Version 2. As with previous versions of UML, UML Version 2 still allows the use of tagged values, constraints, and stereotypes as a standard extension mechanism (also known as standard stereotypes). Tagged values capture additional information from administrative (for example, process details) or to architectural (for example, details to help with PIM to PSM translations) and can be attached to various UML graphical elements. While most UML extensions will take advantage of the standard extensions, other core UML extensions can
be made by modifying the underlying MOF™. One way to take advantage of the standard extension is to develop a UML profile.

UML profiles are analogous to spoken language dialects. For example, Cajun is a dialect of North American English. UML profiles can be composed of a namespace and limiting or expanded list of stereotype names, modeling conventions, constraints, tagged values, and other UML conventions. Profiles are created to tailor the GPML features of UML so that the language is targeted at a specific domain of users. For example, SysML is targeted at systems engineers.

While revisions of UML continue to enhance the precision of the syntax, semantics, and definitions, there still exist some cases where language constraints, extensions, and best practices are necessary to qualify UML to be used in safety-critical environments.

D. Safety and Safety-Critical Software

The field of safety is wide, and there are numerous definitions of safety. Reference 24 uses the following definition:

“Safety is defined as the freedom from those conditions [hazards] that can cause death, injury, illness, damage to or loss of equipment or property, or environmental harm” [25].

According to MIL-STD-882E, a hazard is defined as follows:

“A real or potential condition that could lead to an unplanned event or series of events (i.e. mishap) resulting in death, injury, occupational illness, damage to or loss of equipment or property, or damage to the environment” [26].

Next, MIL-STD-882E defines a safety-critical item, either software or HW, as the following:

“Hardware or software that has been determined through analysis to potentially contribute to a hazard with catastrophic or critical mishap potential” [26].

Further, National Aeronautics and Space Administration (NASA) Standard (STD) 8719.13B states that safety-critical software resides in a safety-critical system and has at least one of the following characteristics:

- “Provides controls or mitigations for a hazard
- Controls safety critical functions
- Processes safety critical functions
- Detects and reports, or takes corrective action, if the system reaches a specific hazardous state
- Mitigates damage if a hazard occurs
- Resides on the same system (processor) as safety critical software AND is NOT partitioned from non-essential software” [27].
Once software is identified as being safety critical, depending on the industry, various regulations and guidance material must be followed. In general, that material requires an elevated rigor in the software life cycle process. One example of elevated rigor is that a requirement for software life cycle standards be established and followed and proof (artifacts) be provided that the standards were followed. For example, RTCA DO-178C [7], NASA-STD-8719.13B [27], and International Electrotechnical Commission (IEC) 61508 (specifically, Parts 3 [28] and 7 [29]) all require coding standards. Because government and industry software safety guidance requires the existence of coding standards, various coding standards have emerged: Joint Strike Fighter (JSF), C++ coding standard [30]; Motor Industry Software Reliability Association (MISRA), C [31] and C++ [32] standards; and Jet Propulsion Laboratory (JPL), Institutional Coding Standard for the C Programming Language [33].

Unfortunately, a coding standard alone in a safety-critical software life cycle has several weaknesses, especially in the context of MBD:

- Verification against coding standards occurs after software development, so the application of the coding standard and verification of the accurate application of the standard come too late in the software life cycle. As noted by multiple studies and reports [34, 35], the later in the software life cycle issues are identified, the more costly they are to fix. For example, some studies have shown costs rise exponentially, as shown in Figure 5, with time [36, 37].

- Typical coding standards only address concerns that are discovered by static analysis of the code. That is, typical coding standards capture criteria that could be checked during manual peer reviews (if the reviews are rigorous). For example, coding standards do not address logical errors or other coding weaknesses that are caught during dynamic analysis or rigorous testing.

- Typically, the coding standard does not specifically address error handling, fault detection, traceability, or verification.

![Figure 5. Boehm Curve [36]: Relative Cost to Fix Error Versus Phase in Which Error Detected](image-url)
Given those weaknesses, requirements and design standards, coverage analysis, and other verification procedures (for example, data and control coupling) are also required for safety-critical applications. Of these, this report addresses the importance of the requirements and design standard, where the design standard, as will be discussed in the following sections, is especially important for safety-critical MBD. With the use of the design standard in MBD, those weaknesses previously listed can be addressed earlier in the life cycle.

III. APPLICATION

A. Unified Modeling Language in Model-Based Development

The implementation of MBD can take various approaches, for example, structural, behavioral, abstraction, automation, and so forth. In addition to the various approaches, MBD also does not specify the use of a Domain Specific Modeling Language (DSML) like Simulink® or a GPML like UML. Of course, in order to be compliant with the OMG® MDA® standard, the chosen MBD language must be conformant with MOF™. Regardless or because of the OMG® desire for all MDA®/MBD languages to be conformant with MOF™, it appears that UML is becoming the de facto MBD language. OMG® states the following on the MDA® FAQ page:

“Although not formally required [for MBD], UML is still a key enabling technology for the Model Driven Architecture and the basis for 99% of MDA development projects” [1].

Without finding anything to the contrary, it is assumed that the previous statement is also true for safety-critical MBD/MDA® efforts. The reason for the limited use of DSMLs, like SAE Architecture Analysis and Design Language (AADL), on safety-critical MBD efforts remains unclear. However, MBD tools like Rhapsody, MagicDraw, or Atego Artisan Studio do not support AADL and other DSML, which is likely due to lack of market forces. There appear to be efforts to port AADL to a UML profile, but discussion of the status of those efforts is beyond the scope of this report [38, 39].

B. Models in Model-Based Development

Given the innate characteristics of UML to be extended, subsetted, and for profiles to be developed, the application of UML seems to be limited only by the creativity of the software designer or system architect. However, one limitation of early versions of UML was the ability to represent requirements. In order to address this limitation and exercise the characteristics of UML, the International Council on Systems Engineering (INCOSE) established the SysML profile, which is a UML profile developed by subsetting and extending UML. One of the main goals of SysML was to establish requirements as “first-class model elements” [40]. Doing this allowed for the generation of a requirements table, that is, “traceability information for requirements in a single view” [40].

The SysML profile of UML targets the systems engineering discipline, specifically Model-Based Systems Engineering (MBSE). Being a systems engineering profile, it tailors/extends some of the software engineering characteristics of UML. For example, UML uses DataType, while SysML uses ValueType, which is more neutral. Like UML, SysML has structure and behavior diagrams. In addition to those types of diagrams, SysML adds the requirement diagram, which is used to “display text-based requirements, the relationships
between requirements and the other model elements that satisfy, verify, and refine them” [41]. The requirement diagram merges the traditional textual requirement with graphical features of MBSE, for example, showing traceability between model elements and textual requirements. Those traces can then be used to “autogenerate requirement traceability and verification matrices (RTVMs)” [41]. Relationships in requirement diagram are typically shown using one of the following: containment, trace, derivative, refinement, satisfy, or verify. The satisfy relationship, that is, «satisfy», shows the linkage from a requirement element to a block element. This linkage is for illustrative purposes, so it must still be verified.

The MBD/MDA® approach discussed by OMG® involves translations from PIMs to PSMs, that is, the PIM to PSM translation. The basic meaning behind each of these models is as follows:

- **PIMs**—A representation of the system or subsystem or component that is abstracted from the deployment target.
- **PSMs**—A representation of the system or subsystem or component that includes adequate detail for target deployment.

The translation from PIM to PSM involves refinement of the abstract PIM. This refinement is complete when enough details have been added to the PSM that it can be deployed on the intended target.

Sometimes during this PIM to PSM translation and during the PSM refinement process, using UML to represent low-level and algorithmic behavior (business logic) is difficult. At this point, architects or designers insert code or DSML into UML, for example, Matrix Laboratory (MATLAB®)/Simulink® or SCADE. This is a known limitation [42], so UML users should plan accordingly, especially for safety-critical programs. For example, “models are not used to compute functions, be it numeric (such as factorials) or symbolic (such as text processing)” [43]. Other examples from other major industry players are the following:

- “…the developer actually write[s] the code contained in the state machines. This code provides the “algorithmic details” that actually make the application work” [44].
- “Behavior code is manually input into the Platform Specific Model (PSM) using C++” [45].

For safety-critical programs, insertion of behavior code into the model will have to be monitored very carefully as this is a blending of the design and coding processes. Blending the two separate software processes must be shown to meet all the appropriate criteria, for example, transitional criteria between life cycles, traceability of safety-critical requirements, abiding by both design and coding standards, and verification of the behavior code, design, and low-level requirements.
IV. UNIFIED MODELING LANGUAGE IN MODEL-BASED DEVELOPMENT FOR SAFETY-CRITICAL APPLICATIONS

Given the extent to which UML is being used and will continue to be used for MBD and the likelihood of UML being used on safety-critical MBD efforts, the goal of this report is to provide a short list of initial concerns with UML, start the discussion regarding the development of suggested practices, and make an appeal to the MBD community for help developing UML guiding practices for safety-critical applications.

A. Concerns

The following is a list of concerns regarding the use of UML on safety-critical MBD efforts:

- Informal
  - “UML is not a methodology, it does not require any formal work products” [46].
  - “A UML diagram, such as a class diagram, is typically not refined enough to provide all the relevant aspects of a specification” [18].
  - “All models, both PSM and PIM, should be consistent and precise, and contain as much information as possible about the system. This is where OCL can be helpful, because UML diagrams alone do not typically provide enough information” [47].
  - UML does not enforce rigor or completeness.

- Consistency
  - “UML cannot fully define the relationships between diagrams. The diagrams are developed as separate entities that express different aspects of the software, not as parts of a common construct” [48].
  - “…the current UML spec really does not restrict graphical formats in any way -- it simply provides a standard set of notations, but not at the exclusion of other notations. In other words, there really is no “illegal” UML graphical syntax” [49].

- Extensibility—As previously mentioned, by design, UML is extensible. As long as the new features are conformant to the standards, they can be added ad nauseam: stereotypes, elements, graphics, tags, and so forth.

- Questionable Behavior—“In UML, active objects have their own thread of control, and can be regarded as concurrent threads [with possible unintended safety consequences]. Only extensions of the UML standard, such as the MARTE [Modeling and Analysis of Real Time and Embedded systems] profile, provide mechanisms to model detailed information pertaining to concurrency” [50].
Previously mentioned was the lack of a formal way to represent requirements, tag those requirements as safety critical, and then trace those requirements into high-level and low-level design. Also mentioned was the weakness with only applying a coding standard during the software life cycle.

B. Suggested Practices

After listing some concerns with using UML in a safety-critical environment, the following four sections list some practices for addressing some of those concerns:

- Develop and Document UML Design Standards
- Select Appropriate Tool Chain
- Conduct Reviews, Verification, and Validation
- Develop Safety-Critical Profile (Action for the Safety Community)

1. UML Design Standard

The first task is to develop a UML design standard that includes general good practices as well as formal rules. Within the UML design standard, in accordance with RFC 2119 [51], consider using three levels of imperatives for both good practices and rules: shall (absolute), should (absolute unless justified in particular circumstance), and may (truly optional). Understandably, the UML design standard may need to be tailored to the individual program, but a core list of UML specific design standards should be captured.

First, the UML design standard should address good practices. There are some examples of these in Reference 52, where the first good practice listed is “Apply a subset of UML relevant to your role.” Likewise, DO-331 Section 11.23 provides a list of good practices that should be included in a UML design standard, for example, maximum number of models per diagram. Along these lines, since Object-Oriented (OO) technologies are used in UML MBD, good OO design principles should be applied: inheritance, polymorphism, abstraction, and so forth. Additional OO considerations for safety-critical environments are covered in Reference 53. That document and others provide good practices; however, they are not prescriptive enough to be considered formal rules.

Second, the UML design standard should develop formal binding rules for UML that shall be followed for all safety-critical applications. Those rules should cover all things related to the use of UML to represent safety-critical designs from style (for example, graphical design indicators such as thick red border for all safety critical elements [27]) to classes (for example, not allowing unbounded multiplicity or anonymous instances for classes) and no concurrent states for state diagrams.

The rules should specify the approach that should be taken for a UML model to capture constraints and expressions. According to Reference 54, constraints are “a restriction on one or more values of (part of) an object-oriented model or system.” Constraints can come as either informal additions, for example, natural language comment, or as a formal constraint such as those applied by the OCL. Given the formal declarative nature of OCL which is part of the UML Specification, it is preferred over the informal nature of natural language comments. The
UML design standard rules should detail how invariants, preconditions, and post conditions of operations should be specified in the model. Use of these rules should help make the UML diagrams more precise and if properly implemented, reduce some of the UML concerns, as shown in Figure 4.

Third, the UML design standard should address traceability. NASA-STD-8719.13B [27], RTCA DO-178C [7], MIL-STD-882E [26], AMCOM 385-17 [55], and other software safety regulations discuss the importance of traceability, especially the traceability of safety-critical requirements. “Requirements traceability is defined as the ability to describe and follow the life of a requirement in both directions, towards its origin or towards its implementation, passing through all the related specifications” [56]. Note that one of the updates from RTCA DO-178B [57] to RTCA DO-178C [7] was to clarify the need for bi-directional traceability artifacts, that is, trace data. Moreover, RTCA DO-331 [8] states that when MBD/MDA® is used to represent requirements, as with SysML, the modeling standard for the purpose of this report, the UML design standards, should address rules for representing requirements and also bi-directional traceability tags or markers. Given that the intent of SysML is to capture requirements, the UML design standard must address requirements (including derived requirements) related rules that must be followed in the model. For example, all requirements should state what the system does. Avoid, unless justifiable, negative requirements as they are difficult to verify.

- Not allowed—Red shall not be used in standard text. (This does not specify what color shall be used.)
- Allowed—Red (650 nanometers plus or minus 10 nanometers) shall only be used for alarm messages.

For some initial guidance on best practices for requirements standards, refer to Reference 58.

Model requirements may be linked with functional behaviors, so the UML design standard must identify the method used to link the requirements to the model. This specification must allow bi-directional trace data to be produced. It must support requirements represented within or external to the model and textual or graphical requirements. Figure 6 shows an example of how this trace may look when combining SysML with a UML class diagram. Certain modeling tools can use the «satisfy» stereotype and produce/output trace data artifacts. Notice that the «deriveReqt» stereotype is used to indicate derived requirements. Various modeling tools have ways of addressing external linkages if the requirements are external to the model. For example, Atego’s Artisan Studio uses SysML to allow the Dynamic Object-Oriented Requirements System (DOORS®) requirements module to synchronize with the model. Regardless of the location of the requirements or their format, for safety-critical items, the UML design standard should address, as appropriate, the method used to trace requirements from systems to high-level requirements, high-level to low-level requirements, and low-level to code. Likewise, traceability from requirements to test should also be addressed. Certain modeling tools can use the «satisfy» stereotype and produce/output trace data artifacts [59].
Fourth, the UML design standard should address other language semantics, for example, capture the use of any extensions, unique stereotyping, or non-normative elements. By design, UML can be extended, so if any extensions are used, those should be described in the UML design standard. For example, by default, UML 2.1 contains 28 stereotypes. SysML adds five new stereotypes. Include the appropriate rules to state if any of those stereotypes are prohibited or new stereotypes are added, for example, «safetyCritical». Moreover, document the approach to including Non-Functional Parameters (NFPs) and Non-Functional Requirements (NFRs) in the model, for example, safety, security, reliability, and performance. Figure 7 shows how an NFP can be attached to a class diagram.
2. UML MBD Tool Chain Selection

Like the importance of selecting tools for traditional software development for safety-critical applications, the selection of UML modeling tools is equally important. A full listing of UML tools or adequate tool qualities is beyond the scope of this report. It is the goal of this section to reinforce the importance of selecting a mature tool that is appropriate for the criticality of the target applications. For example, Dia [60], a diagramming tool, may be appropriate for prototyping efforts. Because it is no longer being maintained (no updates since 2011) and has limited functionality, Dia may not be appropriate for the development of a safety-critical release candidate.

If multiple MBD/MDA® tools are being used, tool compliance level is very important. That is, choose tools that support the highest model interchange compliance level, as defined in the OMG® UML superstructure, infrastructure, and OCL specifications. Complications may result even if the tool has high compliance, and insurmountable obstacles may result otherwise.

What follows is a list of other UML MBD tool evaluation criteria to consider:

- Support latest and legacy UML versions
- Support full UML specification, for example, extensions and OCL.
- Provide extensibility interface for user-defined plug-ins
- Interface with domain specific models or domain specific languages
- Perform inter-diagram consistency verification, that is, verifies consistency among diagrams
- Perform static/structural constraint verification
- Perform dynamic/behavioral constraint verification
- Qualifiable mature tool, for example, according to DO-330 tool qualification
- Produce certifiable code
- Support profiles (for example, support SysML)

Dated UML tool evaluation results are provided in Reference 61.

In addition to applying judicious tool selection criteria, once the selection(s) are performed, a full description of the MBD tool chain can be produced. That description could be resident in a Plan for Software Aspects of Certification (PSAC) or Software Development Plan (SDP). Hopefully, that description also includes a brief discussion of the rationale for the selection of the tool(s).

3. Reviews, Verification, and Validation

One of the goals of MBD/MDA® is to help reduce the effort required during the software life cycle (by reducing the number of steps and also level of effort) but not reduce the robustness of the final product. One of the ways to continue to maintain the rigor associated with MBD is to conduct model reviews, verification, and validation, especially for MBD for safety-critical applications. Manual model peer reviews, informal and formal, should be conducted early and often to catch high-level logical modeling errors before low-level modeling is begun. For evaluation criteria, model peer reviews should use the good practices design rules and recommendations in the UML design standards. Manual peer reviews are very effective at identifying missing good practice techniques and some logical errors, for example, good use of abstraction, modularity, cohesion, and coupling, which automated static and dynamic model reviews have difficulty identifying.

In addition to manual peer reviews of the model, conducting automated static and dynamic review of the model is also recommended. There are numerous techniques that can be used for both static and dynamic analysis, but checking model consistency is critical. One of the strengths of UML is the numerous diagrams and various attributes, constraints, stereotypes, and extensions. Unfortunately, this makes evaluating consistency amongst these various structural (for example, class diagram) and behavioral (for example, state diagrams) diagrams difficult. Given that the model is targeted for safety-critical applications, overall model consistency is critical and must be determined.

In addition to consistency checking, many other UML static and dynamic analysis techniques exist. Refer to Reference 62 for a list.

Expressions written in the OCL are used to specify integrity constraints of the model so that OCL constraints can be automatically verified during dynamic analysis. Moreover, during dynamic analysis, OCL expressions can be entered and evaluated to query detailed information about a system state.

Discussion of review, verification, and validation would not be complete without mentioning formal model checking, which is important to the development of software-intensive systems with safety risks, for example, automotive [63] and medical industry [64]. ISO 26262 [65] recommends model checking for both Automotive Safety Integrity Level (ASIL) C and D, the top two risk levels for automotive safety. Model checking is a verification method that
automatically and exhaustively checks that a model meets a given specification. According to NASA-GB-8719.13 [66], model checking checks for the following:

- Reachability (Does a system ever reach a certain state?)
- Lack-of-deadlock (Is deadlock avoided in the system?)
- Safety (Nothing bad ever happens.)
- Liveness (Something good eventually happens.)

Due to most UML modeling tools not including formal model checking, to be checked, UML models must be transformed into formal model checking language. However, Simulink® Design Verifier™ includes some built-in model checker-type capabilities, for example, formal methods [63].

4. Safety-Critical UML Profile

UML and current UML profiles seem to be ill-equipped to address safety-critical needs. For example, after some initial evaluation, the MARTE UML profile does not capture requirements or requirements traceability. As previously mentioned, AADL, currently only a domain specific language, could augment the MARTE profile. Efforts are underway to develop an AADL UML profile, but that effort seems to still be immature and is only targeted at the aviation industry [38, 39].

Although UML profiles are designed to be used together, some deconfliction may be necessary when identical key words or other similar features are used. For example, SysML and MARTE both use FlowPort, but the semantics are different [40]. Note that SysML Version 1.3 deprecates FlowPort, but it was present in SysML Version 1.2.

Moreover, this reference further elaborates on the complexity of possibly combining the SysML and MARTE profiles. Mitigations to merging UML profiles are addressed in Reference 67, while difficulties in combining SysML and MARTE are addressed in Reference 68.

As previously mentioned, OMG® UML superstructure [19] Section 18.1.2 Profile Design Requirements provide some guidance on the characteristics of UML profiles:

- “Well-formedness,” for example, “constraints that are more constraining (but consistent with) those in the reference [UML] metamodel” [19] (that is, only extensions to the metamodel)
- Using UML XMI it must be possible to interchange profiles between tools
- Reference domain-specific UML libraries
- Combine UML profiles and model libraries via extensions
- Specialize semantics of standard UML elements, for example, restrict to single inheritance without having to assign explicit stereotype to each and every instance
- Profiles can be dynamically applied or retracted from a model
A Safety-Critical profile may be formed by extending a current profile (for example, MARTE), combining some existing profiles (for example, MARTE plus SysML) or creating a new profile specifically applicable to the safety-critical domain; for example, pieces of SysML plus pieces of MARTE plus safety and airworthiness extensions and constraints [40].

Figure 8 shows a sketch of the potential design space for a Safety-Critical profile. Security profiles, for example, UMLSec, are not shown in Figure 8 because too little is known about them to know which portions of those profiles could be leveraged. Quality of Service (QoS), which describes signaling speed, maximum turnaround time, data size, and disconnect threshold, should also be included in the Safety-Critical profile (or individual element characteristics of that profile could be added as necessary). Some effort is being undertaken to develop a DO-178 Airworthiness UML profile, but for this report, that work was not evaluated for adequacy or maturity [69].

Figure 8. Safety-Critical UML Profile

V. CONCLUSION

This report provided a primer of UML, MBD/MDA®, and safety. Building on that brief information, a short list of UML’s undesirable traits was provided and some recommended practices to mitigate those traits was suggested; for example, develop a UML design standard, select UML tool chain carefully, and conduct peer reviews, verification, and validation. Next, a sketch was provided for the development of a UML profile for safety-critical applications. Now, a request for feedback is being made to the safety-critical community using UML to determine the adequacy of these recommendations. In some cases, not enough constraints were suggested, while in other cases, the recommendations may be too difficult to address with current technology. In either situation, feedback and meetings are requested with those in the safety-critical industry who have used, are using, or planning to use UML for MBD and have gone, are going, or planning to go through certification or regulatory approval processes.
industry/commercial, civilian, or military. Going forward, the desire is to further refine these recommendations against lessons learned and continue to build a JSF- or MISRA-like standard for using UML in safety-critical applications. Putting in place those types of standards for UML will strengthen the case for the use of UML in MBD for safety-critical applications.

Remember that no single rule, practice, or standard alone is going to address making UML a fit for use on a safety-critical MBD application. Just like coding standards are one small part of an overall software safety program, UML design practices must be integrated into the whole software safety and system safety program. Moreover, to have a successful software safety program, rigorous creative disciplined effort must still be applied by the whole software safety team during the whole software life cycle. Do not become complacent once another best practice is produced. It is just one more tool to help have a successful software safety program.
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<table>
<thead>
<tr>
<th>Abbreviation</th>
<th>Full Form</th>
</tr>
</thead>
<tbody>
<tr>
<td>0..*</td>
<td>zero or more</td>
</tr>
<tr>
<td>AADL</td>
<td>Architecture Analysis and Design Language</td>
</tr>
<tr>
<td>ASIL</td>
<td>Automotive Safety Integrity Level</td>
</tr>
<tr>
<td>CSID</td>
<td>Control Station Identification</td>
</tr>
<tr>
<td>CSType</td>
<td>Control Station Type</td>
</tr>
<tr>
<td>CWM</td>
<td>Common Warehouse Metamodel</td>
</tr>
<tr>
<td>DO</td>
<td>Document</td>
</tr>
<tr>
<td>DOORS®</td>
<td>Dynamic Object-Oriented Requirements System®</td>
</tr>
<tr>
<td>DSML</td>
<td>Domain Specific Modeling Language</td>
</tr>
<tr>
<td>GB</td>
<td>Guide Book</td>
</tr>
<tr>
<td>GCS</td>
<td>Ground Control Station</td>
</tr>
<tr>
<td>GPML</td>
<td>General Purpose Modeling Language</td>
</tr>
<tr>
<td>HW</td>
<td>Hardware</td>
</tr>
<tr>
<td>ID</td>
<td>Identification</td>
</tr>
<tr>
<td>IEC</td>
<td>International Electrotechnical Commission</td>
</tr>
<tr>
<td>INCOSE</td>
<td>International Council on Systems Engineering</td>
</tr>
<tr>
<td>int</td>
<td>Integer</td>
</tr>
<tr>
<td>ISO</td>
<td>International Organization for Standardization</td>
</tr>
<tr>
<td>JPL</td>
<td>Jet Propulsion Laboratory</td>
</tr>
<tr>
<td>JSF</td>
<td>Joint Strike Fighter</td>
</tr>
<tr>
<td>MARTE</td>
<td>Modeling and Analysis of Real Time and Embedded</td>
</tr>
<tr>
<td>MATLAB®</td>
<td>Matrix Laboratory®</td>
</tr>
<tr>
<td>MBD</td>
<td>Model-Based Development</td>
</tr>
<tr>
<td>MBSE</td>
<td>Model-Based Systems Engineering</td>
</tr>
<tr>
<td>MDA®</td>
<td>Model Driven Architecture®</td>
</tr>
<tr>
<td>MISRA</td>
<td>Motor Industry Software Reliability Association</td>
</tr>
<tr>
<td>MOF™</td>
<td>Meta-Object Facility™</td>
</tr>
<tr>
<td>NASA</td>
<td>National Aeronautics and Space Administration</td>
</tr>
<tr>
<td>NFP</td>
<td>Non-Functional Parameter</td>
</tr>
<tr>
<td>NFR</td>
<td>Non-Functional Requirement</td>
</tr>
<tr>
<td>OCL</td>
<td>Object Constraint Language</td>
</tr>
<tr>
<td>Abbreviation</td>
<td>Description</td>
</tr>
<tr>
<td>--------------</td>
<td>-------------</td>
</tr>
<tr>
<td>OMG®</td>
<td>Object Management Group®</td>
</tr>
<tr>
<td>OO</td>
<td>Object-Oriented</td>
</tr>
<tr>
<td>PIM</td>
<td>Platform-Independent Model</td>
</tr>
<tr>
<td>PSAC</td>
<td>Plan for Software Aspects of Certification</td>
</tr>
<tr>
<td>PSM</td>
<td>Platform-Specific Model</td>
</tr>
<tr>
<td>QoS</td>
<td>Quality of Service</td>
</tr>
<tr>
<td>RTCA</td>
<td>Radio Technical Commission of Aeronautics</td>
</tr>
<tr>
<td>RTVM</td>
<td>Requirement Traceability and Verification Matrix</td>
</tr>
<tr>
<td>RUP</td>
<td>Rational Unified Process</td>
</tr>
<tr>
<td>SDP</td>
<td>Software Development Plan</td>
</tr>
<tr>
<td>SRS</td>
<td>Software Requirements Specification</td>
</tr>
<tr>
<td>STD</td>
<td>Standard</td>
</tr>
<tr>
<td>SW</td>
<td>Software</td>
</tr>
<tr>
<td>SysML</td>
<td>System Modeling Language</td>
</tr>
<tr>
<td>UA, UAV</td>
<td>Unmanned Air Vehicle</td>
</tr>
<tr>
<td>UAID</td>
<td>Unmanned Air Vehicle Identification</td>
</tr>
<tr>
<td>UML</td>
<td>Unified Modeling Language</td>
</tr>
</tbody>
</table>
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Goal

Discuss topics and considerations for using the Unified Modeling Language (UML) in Model Based Development (MBD) for Safety-Critical Applications

BLUF: No “silver bullet” – requires creative disciplined effort

Agenda

• Background
  – What is a model?
  – What is model based development?
  – What is UML?
  – What is safety and Safety-Critical SW*?
    • *Also applies to airworthiness

• Application
  – Models in MBD
  – UML in MBD
  – Safety to SW

• UML in Safety-Critical Applications
  – Some UML Concerns
  – Suggested Practices
    • UML Design Standards
    • UML MBD tool(s) chain selection
    • Safety/Airworthiness UML Profile
  – Reviews, Verification and Validation of UML Models

• Conclusions & Wrap-up
• Backup material
• References

Caveat: This briefing only focuses on the use of UML in MBD. Should your MBD effort use a different general purpose modeling language (GPML) or domain specific language (DSL), similar recommendations would apply to its use, especially for safety-critical or flight critical efforts.
What are models?

**Mathematical model ~1895**

Enthalpy or total heat of superheated steam [1]

\[ h_s = \int_{T_1}^{T_2} c_p \, dt = \bar{c}_p (T_2 - T_1) \]


---

**Team Run Production Model**

\[ \text{RPS}_{it} = \beta_1 + \beta_2 \text{OBP}_{it} + \beta_3 \text{SLG}_{it} + \beta_4 \text{NL}_{i} + e_{it} \]

- \( \text{RPS}_{it} \) = number of runs produced by team \( i \) in season \( t \).
- \( \text{OBP}_{it} \) = on-base percentage of team \( i \) in season \( t \).
- \( \text{SLG}_{it} \) = slugging percentage of team \( i \) in season \( t \).
- \( \text{NL}_{i} \) = dummy variable = 1 if team \( i \) is in the National League, 0 otherwise.
- \( e_{it} \) = random error for team \( i \) in season \( t \).

---

Range from Baseball Team Performance Models (a.k.a., Money Ball) to CFD (Computational Fluid Dynamics) using domain specific modeling languages (DSML) to general purpose modeling languages (GPML).
Model

• RTCA DO-331 Model Based Development and Verification Supplement to DO-178C and DO-278A
  – “An abstract representation of a given set of aspects of a system that is used for analysis, verification, simulation, code generation or any combination thereof. A model should be unambiguous, regardless of its level of abstraction.”
    • Note 1: If the representation is a diagram that is ambiguous in its interpretation, this is not considered a model
    • Note 2: The “given set of aspects of a system” may contain all aspects of the system or only a subset.”

• Object Management Group (OMG®)
  – “Models in the context of the [Model Driven Architecture] MDA Foundation Model are instances of [Meta-Object Facility] MOF™ metamodels and therefore consist of model elements and links between them." This required MOF compliance enables the automated transformations on which MDA is built. UML compliance, although common, is not a requirement for MDA models. (This means, for example, that a suitable development process based on OMG’s Common Warehouse Metamodel can be MDA-compliant, since CWM is based on MOF.)”
  (http://www.omg.org/mda/specs.htm#MDAspecSupport)
Model Based Development (MBD)

• RTCA, DO-331 Model Based Development and Verification Supplement to DO-178C and DO-278A
  - “A technology in which models represent software requirements and/or software design descriptions to support the development and verification process.”

• Model Driven Architecture (MDA) is related to MBD
  - OMG® [http://www.omg.org/mda/faq_mda.htm#what%20is%20mda](http://www.omg.org/mda/faq_mda.htm#what%20is%20mda)
    - “The MDA is a new way of developing applications and writing specifications, based on a platform-independent model (PIM) of the application or specification’s business functionality and behavior. A complete MDA specification consists of a definitive platform-independent base model, plus one or more platform-specific models (PSM) and sets of interface definitions, each describing how the base model is implemented on a different middleware platform. A complete MDA application consists of a definitive PIM, plus one or more PSMs and complete implementations, one on each platform that the application developer decides to support.”
    - Any modeling language used in MDA must be described in terms of the MOF language, to enable the metadata to be understood in a standard manner, which is a precondition for any ability to perform automated transformations.

“Model-driven development is simply the notion that we can construct a model of a system that we can then transform into the real thing.” Model-Driven Development, IEEE Software, Published by the IEEE Computer Society, 0740-7459, 2003.
What is UML?

- Unified Modeling Language™ (UML) is a general purpose modeling language (GPML) that uses a set of graphic notations to specify, constrain and document visual models
- UML is managed by the OMG and is an ISO standard
- One key UML 2.x Specifications (of four)
  - Object Constraint Language (OCL)
    - Formal language lacks some of the ambiguities associated with natural languages
    - Defines invariant rules for model element, so, for example could be used to clearly describe required safety guard conditions and exit threshold inhibits
  - The “Big Six Diagrams" of UML fall into two categories
    - Static/structural: Use Case, Class and Composite Structure
    - Dynamic/behavioral: Activity, Sequence and State Machine (or State Diagrams)

Two Separate Examples of UML

• Example 1: UA Control Station Ownership

UA = unmanned aircraft  "*" = multiplicity; i.e., 0 to n, where n is a bunch

• Example 2: Control Station State Transition
What is Safety and Safety-Critical SW?

• Safety
  – “freedom from those conditions [hazard] that can cause death, injury, illness, damage to or loss of equipment or property, or environmental harm”, Handbook of Software Quality Assurance, Chapter 9 Software Safety and Its Relation to Software Quality Assurance, (Schulmeyer)

• Hazard (MIL-STD-882E)
  – A real or potential condition that could lead to an unplanned event or series of events (i.e. mishap) resulting in death, injury, occupational illness, damage to or loss of equipment or property, or damage to the environment.

• Safety-Critical SW (MIL-STD-882E)
  – Software that has been determined through analysis to potentially contribute to a hazard with catastrophic or critical mishap potential
    • Provides controls or mitigations for a hazard
    • Controls safety-critical functions
    • Processes safety-critical functions
    • Detects and reports, or takes corrective action, if the system reaches a specific hazardous state
    • Mitigates damage if a hazard occurs
    • Resides on the same system (processor) as safety-critical software AND is NOT partitioned from non-essential software

Airworthiness and SW Airworthiness is not explicitly addressed here, but the principles presented here are also applicable to flight critical environments.
Applications
UML in MBD

• “Although not formally required [for MBD], UML* is still a key enabling technology for the Model Driven Architecture and the basis for 99% of MDA development projects.”, OMG MDA FAQ

• Code Generation**, “round tripping”, and Verification & Validation

---

*What about SAE Architecture Analysis and Design Language (AADL)? Primarily, AADL is a unique standalone DSL. Efforts have been made to extend MARTE Profile to map to AADL, but adequate discussion of that effort is beyond the scope of this presentation.

** Code Generation Clarification: Code generation is a bit of a misnomer since the developer still actually writes the behavior code in the model. This code provides the "algorithmic details" that actually make the application work. Thus, appropriate low level requirements and design details are necessary for this hand-written behavior code that is included in the model.
Models in MBD

• System Models
  – SysML Profile; i.e., UML Profile* developed by subsetting and extending UML
    • Requirements are included as “first-class model elements”, UML-Based Modeling of Non-Functional Requirements in Telecommunication Systems, M. Saadatmand, et al., 2011
    • Requirements table; i.e., “traceability information for requirements in a single view” (See above reference)

• PIMs and PSMs

• Low Level Models
  – Due to some of the inadequacies of UML, some choose to integrate Domain Specific Models (DSMs) with UML models
    • MatLab®/Simulink®
    • SCADE

*UML Profiles are analogous to dialects; e.g., Cajun is a dialect of North American English. UML Profiles can be composed of a namespace and a list of stereotype names, modeling conventions, constraints and tagged values.
Applications of Safety to SW

- **Example Guiding Documents**
  - Objectives, Activities, Artifacts (e.g., Plans and Standards) and Processes
    - IEEE 12207/IEC 61508
    - 882E/385-17
    - ARP4754/DO-178C
    - NASA-STD-8719.13B/C
    - ISO 26262

- **Coding Standards**
  - JPL Institutional Coding Standard for the C Programming Language
  - MISRA for C and C++
  - JSF for C++
  - [C/C++ Coding Standard Recommendations for IEC 61508](#)
  - Others (e.g., CERT)

- **Weakness of Coding Standards**
  - Come late in the SW Lifecycle (especially for MBD)
    - The later in the SW Lifecycle issues are caught and identified the more costly to fix (see Boehm Curve)
  - Don’t address requirements and design verification and traceability issues (although they should, as required by DO-178C and also DO-178C requires Requirement Standards as well)
  - Most of the time only address static analysis concerns, not logical errors

Apply Safety early in the SW lifecycle
UML in MBD For Safety-Critical Applications
Some UML Concerns

• Informal
  – “UML is not a methodology, it does not require any formal work products”, UML basics: An introduction to the Unified Modeling Language
  – “A UML diagram, such as a class diagram, is typically not refined enough to provide all the relevant aspects of a specification.” OMG Object Constraint Language (OCL) Specification, Version 2.2, Section 7.2, http://www.omg.org/spec/OCL/2.2/
  – “All models, both PSM and PIM, should be consistent and precise, and contain as much information as possible about the system. This is where OCL can be helpful, because UML diagrams alone do not typically provide enough information.” The object constraint language: getting your models ready for MDA, J. Warmer & A. Klepp, Addison-Wesley 2003.

• Consistency
  – “UML cannot fully define the relationships between diagrams. The diagrams are developed as separate entities that express different aspects of the software, not as parts of a common construct.” Diagrams and Languages for Model-Based Software Engineering of Embedded Systems: UML and AADL, Dionisio de Niz, CMU SEI, 2007.
  – “the current UML spec really does not restrict graphical formats in any way -- it simply provides a standard set of notations, but not at the exclusion of other notations. In other words, there really is no "illegal" UML graphical syntax.” Grady Booch [2004]

• Questionable Behavior
  – “In UML, active objects have their own thread of control, and can be regarded as concurrent threads. Only extensions of the UML standard, such as the MARTE profile, provide mechanisms to model detailed information pertaining to concurrency.” A UML/MARTE Model Analysis Method for Detection of Data Races in Concurrent Systems
Some Considerations for UML in MBD
For Safety-Critical Applications
Some Suggested Practices for using UML in a Safety-Critical MBD Application

• UML Design Standards (in addition to Requirements and Coding Standards)
  – Address good practices
  – Address model constraints and expressions
  – Address traceability, especially for safety-critical requirements
  – Address extensions, stereotyping, and non-functional parameters (NFPs/tagging)

• UML MBD tool(s) chain selection
  – Diagram consistency verification; i.e., verifies consistency among diagrams
  – Static/structural and Dynamic/behavioral verification
  – Constraint verification
  – Tool Qualification & Output Certification

• (Future) Safety/Airworthiness UML Profile*
  – Stereotypes
  – Constraints

---

*Isn’t there already MARTE? Yes. But MARTE does not consider Safety-Critical concerns; e.g., traceability, or full use of constraints.
UML Design Standards Capture Good Practices

• To-dos and not to-dos; i.e., which UML constructs should always be done or avoided

• Examples
  – Graphical design indicators
    • Place a **thick red border** on safety-critical design elements (NASA-STD-8719.13B)
  – For class diagrams
    • Multiplicity (must be explicitly limited)
    • Anonymous instances (allowed or not)
    • Displaying attributes and operations/functions (to show or not to show)
    • Inheritance, polymorphism, abstraction, etc. (See DO-332 for other Object Oriented Programming concepts that must be addressed)
  – For state diagrams/charts (link provided by Ed Mayer, IBM)
    • No concurrent states; i.e., more than one state can be active at once; e.g., hierarchical state machine (HSM)
    • Do not use multiple entries and exits
    • Composite/nested substates (specify how many levels of nesting)
    • Compound transitions

• DO-331 Sec.11.23 provides a list of good practices that should be included in a Software Model Standard; e.g., maximum number of models per diagram, etc.

For more on state diagrams also see: [http://www.statesoft.org/statemachinegenerator.html](http://www.statesoft.org/statemachinegenerator.html) and [http://sce.uhcl.edu/helm/rationalunifiedprocess/process/modguide/md_stadm.htm](http://sce.uhcl.edu/helm/rationalunifiedprocess/process/modguide/md_stadm.htm)
UML Design Standards Capture Constrains

• Constraints – “a restriction on one or more values of (part of) an object-oriented model or system” *The object constraint language: getting your models ready for MDA.* 2003.
  
  – Informal; e.g., natural language
  – Formal; e.g., Object Constraint Language (OCL)
    • A declarative language, which is part of the UML Specification, for describing rules that apply to UML models. (from “The Object Constrain Language”)
      – “you access an attribute, call a function, or select objects from a collection”
    • OCL is used to specify invariants of objects and preconditions and postconditions of operations.
    • Makes UML (class) diagrams more precise.
    • (Good) Unintended consequence: potentially can be used as a analysis or query language

OCL can be used to help specify the PIM to PSM transformation, “Implementing UML model transformations for MDA”, Staron, M. and Kuzniarz, L., 2004
Two Separate Examples with Constraints

• Example 1: UA Control Station Ownership

  “A ControlStation owner shall control 3 or fewer UA.”:

  \[\text{context ControlStation}\]
  \[\text{inv: } \text{self.NumControlUA} \leq 3\]

  \[
  \begin{array}{|c|}
  \hline
  \text{ControlStation} \\
  \hline
  - \text{ID} : \text{unsigned int} \\
  - \text{Type} : \text{CSType} \\
  - \text{NumControlUA} : \text{unsigned int} \\
  + \text{getCSID}() : \text{unsigned int} \\
  + \text{getType}() : \text{CSType} \\
  + \text{requestControlUA}() \text{(in UAID : int)} : \text{bool} \\
  + \text{getNumUAControlled}() : \text{unsigned int} \\
  + \text{requestReleaseUA}() \text{(in UAID : int)} : \text{bool} \\
  \hline
  \end{array}
  \]

  \[
  \begin{array}{|c|}
  \hline
  \text{UA} \\
  \hline
  - \text{ID} : \text{int} \\
  - \text{Type} : \text{UAType} \\
  + \text{grantControl}() : \text{bool} \\
  + \text{grantRelease}() : \text{bool} \\
  + \text{getUAID}() : \text{int} \\
  \hline
  \end{array}
  \]

• Example 2: Control Station State Transition

  \[
  \begin{array}{c}
  \text{requestControlUA}() = \text{true} \\
  [\text{NumControlUA} > 0] \\
  \text{Check Monitor} / [\text{NumControlUA} = 0] \\
  \text{Monitor} / \text{Control} \\
  \text{Request_Release} / \text{requestsReleaseUA}() = \text{true} \\
  \text{NumControlUA} = \text{true} \\
  [\text{NumControlUA} > 0] \\
  \text{Monitor} / \text{Control} \\
  \text{Request_Control} / \text{requestControlUA}() = \text{true} \\
  \text{NumControlUA}++; \\
  [\text{NumControlUA} \leq 3]
  \end{array}
  \]
UML Design Standards Capture Traceability

• What is Requirements Traceability?
  – “Requirements traceability is defined as the ability to describe and follow the life of a requirement in both directions, towards its origin or towards its implementation, passing through all the related specifications.” A Framework for Requirements Traceability in UML-based Projects, Letelier, P.
  – RTCA DO-331 Model Based Development and Verification Supplement to DO-178C and DO-278A
    • MB.5.5 “When using model-based development, identification of requirements as per the method defined in the Software Model Standards [e.g., the UML Design Standards] should be used for bi-directional traceability. Means for this traceability should also be defined in the Software Model Standards.”
    • MB.5.5 “Since functional requirements are implemented using combinations of model elements, these combinations should therefore be used for bi-directional traceability.”
    • MBA.11.23 states that the SW Model Standard should state the “method to be used to identify and delimit the derived requirements contained in the model and the method to provide derived requirements to the system process, including the system safety assessment process”

Note: IEEE 12207/IEC 61508 and 882E/385-17 call for a similar level of traceability.
UML Design Standards Capture Traceability

- Requirements traceability is not part of UML
- But (limited and still not formal) traceability can be added through the use of the OMG’s SysML Profile
- Using SysML constructs enter the requirements and in a hierarchical fashion deconstruct them to the appropriate level
- Trace the those requirements to the appropriate UML Model element(s)
- SysML Requirements tables

Note: Various modeling and requirements management tools have product specific (non-UML) ways of implementing this approach. However, some; e.g., Atego’s Artisan Studio, use SysML to “allows users to take a DOORS requirements module and synchronize it into the model.”

UML Design Standards Capture Other Normative and Non-normative Notations

- Informal; e.g., natural language
  - For example, allowable use of the notes element
  - Capture rationale for design decisions
- Extensions (normative and non-normative); e.g., stereotypes
  - **UML 2.1 contains 28 stereotypes**
  - Unique profiles most likely will add additional profiles; e.g., <<OS>>, <<database system>>, << tool generated>> and <<custom code>>
    - For example, SysML adds 5 stereotypes: <<conform>>, <<view>>, <<viewpoint>>, <<rationale>> and <<problem>>
- Rules for tagged value attributes on an added stereotype
- Non-functional parameters (NFPs); e.g., safety, security, reliability, and performance
  - Address how are NFPs are to be described and attached to UML model elements
UML MBD tool(s) chain selection

- Assure UML and OCL interchange level
  - Supports highest model interchange compliance level, as defined in the OMG UML Superstructure specification (see UML v. 2.4.1, Chapter 2)
  - Same for OCL

- Example UML MBD Tool Evaluation Criteria
  - Announced UML version?
  - Support full UML specification; e.g., extensions and OCL?
  - Provide extensibility interface for user defined plug-ins?
  - Interface with Domain Specific Models or Domain Specific Languages?
  - Perform inter-diagram consistency verification; i.e., verifies consistency among diagrams?
  - Perform static/structural constraint verification?
  - Perform dynamic/behavioral constraint verification?
  - Is the tool qualifiable; e.g., according to DO-330 Tool Qualification?
  - Does the tool produce certifiable code?

- Some tool evaluation results are provided in the following

Listing or endorsing specific tools or approaches, or evaluation of specific tool capabilities is beyond the scope of this briefing.
Review, Verification and Validation of the UML

Similar to the reviews, verification and validation of coding/programming; e.g., automated static analysis
Reviews, Verification and Validation of UML Suggested Practices

• Peer Reviews (informal and formal to catch errors before they are implemented and make use of good practices)
  – Design abides by the UML Design Standards; e.g., traceability
  – Look for things not easily found by automated reviews; e.g., good use of abstraction, modularity, cohesion, and coupling
• Analysis of static and dynamic view of UML model*
• Verifying Consistency
  – Consistency amongst static and dynamic views
    • For example, constraints in the UML class diagram are being followed in the state charts/diagrams
  – Consistency amongst the many views

*Please don’t ask me to explain these. Reference papers to these techniques can be provided.

Reviews, verification and validation processes should be explained and documented within the SW Lifecycle Planning Materials; e.g., Software Development Plan, or Plan for Software Aspects of Certification (PSAC).
UML Suggested Practices: Model Checking

• Model checking is a verification method that automatically and exhaustively checks that a model meets a given specification

  - reachability (does as system ever reach a certain state)
  - lack-of-deadlock (is deadlock avoided in the system)
  - safety (nothing bad ever happens)
  - liveness (something good eventually happens)

• Within UML tools model checking is limited
  - Export from UML tools to other dedicated model checking tools
  - Hopefully UML tools will rise to the occasion as done with MATLAB/Simulink Design Verifier*
    - Include formal methods
  - Disappointing to see UML tools lag behind DSL tools

---

Safety/Airworthiness UML Profile

Extend or combine current profile(s) or create a new profile applicable to the Safety-Critical and Airworthiness Domain; e.g., pieces of SysML + pieces of MARTE + Safety & Airworthiness extensions & constraints.

Characteristics of a UML Profile

• Section 18.1.2 ISO/IEC 19505-2:2012(E) Profile Design Requirements
  – “Well-formedness”; e.g., “constraints that are more constraining (but consistent with) those in the reference [UML] metamodel” (that is, only extensions to the metamodel)
  – Using UML XMI it must be possible to interchange profiles between tools
  – Reference domain-specific UML libraries
  – Combine UML profiles and model libraries via extensions
  – Specialize semantics of standard UML elements; e.g., restrict to single inheritance without having to assign explicit stereotype to each and every instance
  – Profiles can be dynamically applied or retracted from a model
In UML extensions are an association relationship that indicates the properties of the metaclasses. Thus, quotes are used in the figure to indicate natural language definition is implied. http://www.uml-diagrams.org/profile-diagrams.html#stereotype

NFP = non-functional parameters

- Figure shows a sketch of how this might look
- AADL Profile still seems to be under development
- Not enough is known about Security Profiles; e.g., UMLSec, to endorse one over another (Same comment applies to QoS Profile)
- Some known deficiencies with basic UML and MARTE have already been discussed
- Some effort is being undertaken to develop DO-178 Airworthiness UML Profile, but it was not evaluated for adequacy or maturity. For example, reference: “A UML Profile For Developing Airworthiness-Compliant (RTCA DO-178B) Safety-Critical Software”, Gregory Zoughbi, Thesis, Carleton University, 2006.

Recall: No “silver bullet” – requires creative disciplined effort
Wrapping Up

“With great power there must also come great responsibility.”
– Voltaire via Uncle Ben (Spiderman)
Conclusions

• Due to some of UML’s characteristics as a powerful general purpose modeling language measures are necessary for it to be used in safety-critical MBD applications
  – Example measures:
    • Develop UML Design Standards
    • Choose adequate tool chain
    • Review, verify and validate UML Models

• Upon taking those measures, and properly planning for the use of MBD in the SW Lifecycle, the use of UML should be possible
Backup

Other information
Reference: Final Report Model Based Engineering (MBE) Subcommittee, Jeff Bergenthal (Subcommittee Lead), NDIA Systems Engineering Division, M&S Committee, February 2011

Note: This report does not include safety-critical or airworthiness domain(s)

We are here.
Requirements Traceability

- IEEE standard 830-1984 [19] states that:
  - A software requirements specification is traceable if (i) the origin of each of its requirements is clear and if (ii) it facilitates the referencing of each requirement in future development or enhancement documentation

- RTCA DO-178 B/C, Section 5.5 “bi-directional” trace data
  - “between the system allocated to software and high-level requirements”
  - “between the high-level requirements and low-level requirements (and architectural design decisions)"
  - Also, “when low-level requirements or software architecture are pressed by a Design Model, this model should conform to the Software Model Standards and be traceable, verifiable, and consistent.” DO-331 Sec. 5.2.2
  - “When high-level requirements are expressed by a Specification Model, this objective also aims at ensuring that no low-low level requirement traces to model elements that do not represent high-level requirements.” DO-331 Sec. 6.3.2 (f)
  - “between the low-level requirements and source code”
    - “When low-level requirements are expressed by a Design Model, this objective also aims at ensuring that no Source Code traces to model elements that do not represent low-level requirements.” DO-331 Sec. 6.3.4 (e)
Coverage Analysis

• RTCA DO-178 B/C, Section 6.4.4.1 For structural coverage: “test cases exist for each software requirement”

• Model Coverage Analysis DO-331 Section 6.7
  – If MBD with a Design Model is used, then both Model Coverage and Structural Coverage are required
  – Model Coverage should be performed using requirements-based verification using requirements from which the Design Model was developed
More UML Details

• “UML is a key enabling technology for Software Developers and Software Engineers who seek to transition from traditional, human-intensive, code-centric software development processes to Model-Driven Development (MDD) processes that are requirements-driven and architecture-centric.” [UML FAQ]
SysML Profile

• Managed by OMG
  (http://www.omg-sysml.org/)

• SysML Block Definition Diagram (BDD) is equivalent to the Class Diagram in UML

Laurent Balmelli: “An Overview of the Systems Modeling Language for Products and Systems Development”, in *Journal of Object Technology*, vol. 6, no. 6, July-August 2007, pp. 149-177
http://www.jot.fm/issues/issue_2007_07/article5
Additional References


USE: A Tool for Verifying and Validating UML

• USE (UML Specification Environment)
• available at: http://www.db.informatik.uni-bremen.de/projects/USE/
• A tool for validating OCL specifications
  – The developer can create test cases and check if the specified constraints are satisfied for these test cases
  – USE checks the test cases with respect to invariants and pre- post-conditions
• There are special USE commands for creating and manipulating object diagrams that can be accumulated in command files
• There is some support for automated testing
  – USE has a snapshot sequence language and a snapshot generator
  – The snapshot sequence language enables the user to write high level implementations for the user defined operations, so that they can be tested

See “CIS 771: Software Specifications”, Lecture 11: Introduction to OCL & USE
Analysis of static view of UML model*

- Consistency, independence, and consequences

- Enumerative methods

- Theorem provers

- Constraint-Satisfaction-Problem (CSP) solvers

- Boolean satisfiability (SAT)

Analysis of dynamic view of UML model*

• Abstract State Machines (ASMs)

“From UML diagrams to behavioural source code” (Thesis) 2007

• “Generation of behavioural source code can be done by means of UML behaviour diagrams. However, UML tools do not support the generation of source code from these diagrams, because (1) there is no one to one mapping between behaviour descriptions and the source code, (2) behaviour does not always have to appear in source code as explicit statements, (3) behaviour diagram can be implemented in different ways, and (4) the mapping between structure and behaviour diagrams is not always clear.”
• “A modeling language simply defines a grammar—a set of rules that determines whether a given model is well-formed or ill-formed. Those rules do not dictate how and when to use the language to create a model; they stop short of dictating any particular modeling method.” [SysML Distilled: A Brief Guide to the Systems Modeling Language]

• Dr. Frederick Brooks, Jr. in The Design of Design (Boston: Addison-Wesley, 2010), “Constraints are friends.” (p. 127).
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