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Abstract

This paper argues that proper cost-benefit analysis of service-oriented architecture projects is not possible without explicit identification of SOA-specific tasks in the work breakdown structure (WBS), so that those costs are explicitly estimated in the budget, are explicitly in the integrated master schedule, and appear on earned value and other reports. It deconstructs the traditional stories for financially justifying SOA and identifies SOA-specific activities that should be added to WBSs to enable tracking of costs and schedules. It also identifies specific research questions that can only be answered with data gathered through such task-level cost accounting.

Introduction

The central point of this paper is quite simple: You cannot do proper return on investment (ROI) or earned value analysis (EVA) of a service-oriented architecture (SOA) project without a work breakdown structure that explicitly identifies SOA-specific activities in a way that facilitates comparing investments and benefits. This often does not happen because SOA has additional steps in development and operation that either do not exist or are less important in traditional development. This paper deconstructs the traditional arguments for SOA to identify these activities and shows how those costs come to be commingled with other development and maintenance activities. The paper argues that this comingling impairs the ability to diagnose problems and recommend best practices. It recommends that acquisition professionals require inclusion of important SOA tasks in the work breakdown structure and the integrated master schedule, as well as requiring reporting on a range of SOA cost issues.

Service-Oriented Architecture Review

SOA is a term with multiple meanings. It refers to both an architectural style and to web services technology. The architectural style calls for dividing needed functionality into separately built business function-related services. Applications are composed of such loosely coupled services, which usually communicate with each other via a web-service interface. The underlying idea is that it would be cheaper and faster to build or modify applications by composing them out of limited-purpose components that can communicate with each other because the components strictly adhere to interface rules. There are three standard arguments for why this would result in financial savings and be a positive net present value deal (+NPV):
• **Interfaces:** SOA replaces m*n point-to-point interfaces with m+n service interfaces. In exchange for an upfront investment in defining a common vocabulary and common interfaces and a continuing cost in governance and ESB maintenance, this would save maintenance costs over time. The savings would come from:
  o Having fewer interfaces to maintain
  o Reduced “information archeology” costs when making changes due to the tighter configuration management needed to get services to work
  o Reduced certification and accreditation costs due to fewer and better documented interfaces and services
  o The hiding of connection details by the enterprise service bus, if one were used¹.

• **Authoritative databases:** SOA stores data once and publishes it as a service for all the applications that need it. This reduces costs by:
  o Only storing one version and,
  o Indirectly through separating application code from the data and,
  o Indirectly through better data quality – if you have multiple versions either they are all the same or something is wrong.

• **Reuse:** Money is saved to the extent that new applications and changes are accomplished through reusing existing services. An example would be reusing a security service in all applications that required authentication before use.

### Cost Accounting Issues

As managers, we would naturally be interested in projecting these costs when planning and in gathering actual data in production to see how accurate those estimates were. There are also a number of more narrow SOA cost-accounting issues we would like to drill down to. These include:

• **Governance overhead:** A central part of SOA doctrine is the absolute requirement of a centralized governance organization that creates local standards and enforces both those and other applicable standards to ensure interoperability and architectural conformance. This review layer adds cost and time, but what the appropriate share of budget should be is not well understood.

• **Vocabulary synchronization cost:** It is also SOA doctrine that legacy systems can be made available as services by building an interface layer that maps the existing vocabulary to the ontology. It is quite possible than a “market analysis” of the demand for potentially-sharable information could lead to savings from not sharing information that is in little demand.

---

¹ Applications that read from flat files need to be changed if the record size or layout changes, whether that change affects the program or not.
Timing of ESB and registry installation: Enterprise service busses and service registries play a valuable role in masking connection complexity and in making developed services findable. However, due to rapid technological evolution of COTS offerings, there is some question as to the value of introducing their use before a critical mass of available services is achieved.

Certification & accreditation relationship: The standardization and tighter configuration management associated with SOA should drive down C&A costs.

Software best practices support services: It is tacitly assumed that web-services interfaces are both well documented and stable, so that third parties can successfully use them by following the instructions. While good documentation and configuration is considered a best practice whether doing SOA or not, the possible damage is greater in SOA deployments.

The Work Breakdown Structure Problem

A work breakdown structure (WBS) is a hierarchical decomposition (tree structure) of the work required to accomplish a goal. It should be developed by starting with the end objective and successively redividing it into manageable components in terms of size, duration, and responsibility. However, it is often done as a modification of an existing WBS for a similar project. It is a required part of the DoD acquisition process.

The WBS is an essential starting input to both estimation and to scheduling. In essence, it provides the chart of accounts for a project. To get to a schedule, each task will have a duration, labor hours, and predecessor and successor tasks assigned to it. Pricing that labor gives a budget, not including materials. Each task in the WBS has hours, labor in labor categories and a duration. All earned value reports, all scheduling and all progress payments are keyed to the WBS. All work has to belong to and be “billed” to one of the tasks defined in the WBS. It follows that if you want to know what something costs, it needs to exist as a task in the WBS.

In large projects, the WBS is quite complex and can be as much as five or six levels deep. Usually, items at the same level of hierarchy are in the order they are executed, although this is not required. Traditionally, definition of the WBS is left to vendors with the integrated master schedule and price proposal based upon it included as part of the RFP response. More often than not, the organization of the WBS in software development follows the traditional “waterfall” method of system development. The primary constraint is that the WBS fulfills the requirements of the statement of work. In the Defense context, the foundation for WBSs is in DoD Directive 5000.1 and in MIL-HDBK-881A. The latter became a military standard on 1/9/2009. The Project Management Body of Knowledge published by the Project Management Institute (the basis for the PMP exam) also emphasizes the importance of the WBS in project management.

Since the development of the software WITHIN services is about the same as traditional development, we suggest that the distinctive feature of SOA from a WBS perspective is the tasks associated with developing the interfaces BETWEEN individual services. Unfortunately the practice of using project managers without a background in enterprise architecture has led to the development of WBSs that look more like traditional “waterfall” development, which leaves implicit the governance and common interoperability.
infrastructure, which is independent of any single service’s development and support team. It follows that the most helpful approach is to:

- **Divide the work into interfaces and services:** In SOA development there is a whole series of activities, such as ontology and interface development, whose function is to enable communication between services. These SOA-specific activities should be separately identified in the WBS.

- **Explicitly account for non-SOA activities that are critical for SOA:** While such activities as configuration management and technical documentation are not SOA activities per se, they are so important to SOA success they should be separately trackable as well.

- **See that the operations WBS is consistent with the development WBS:** Operations is often done by a different contractor and/or a different solicitation. If the idea is that, say, investment in web-service interfaces in development pays off in reduced cost of maintenance and change later, it would be helpful if the two WBSs facilitated that comparison.

- **Define relevant reports:** Because the value chains implied by the SOA benefit stories are fairly complex, some creativity is needed to define meaningful reports that aggregate associated things. For example, the cost of making changes to a service pursuant to a change order will involve governance review, coding, testing, independent validation, and certification and accreditation. In a mature SOA environment, this will involve not only aggregating managerial across different services maintenance organizations; it is also likely to involve different contractors. Understanding the complete cost impact and aggregating the information may be a challenge.

While there are not hard and fast rules for constructing a WBS in information technology development, the most common approach is to have tasks at the same level of hierarchy appear in order of start. Thus, in a number of WBSs examined anecdotally for this paper, at the top level they started with Enterprise Architecture and ended with Post-Deployment, with Development having the deepest structure and the largest number of leaf nodes.

Enterprise Architecture and Development are the two top-level activities most affected by SOA. To be consistent with the separation suggested above, this paper suggests the following new activities:

- **Enterprise architecture:** Enterprise architecture (EA) includes a diffuse range of engineering planning activities, which are bunched at the beginning of development but continue throughout development and into operations. EA is responsible for governance—the establishment of standards and subsequent review for compliance, which is essential to SOA success. Specific SOA tasks that would fall under governance involve:
  - **Planning**
  - **Ontology:** the development of controlled vocabularies for data interchange.
  - **Interface standards:** The standards that XML schemas and other technical artifacts are to follow. These are needed to
implement standardized interfaces and their associated management and error correction protocols.

- **Configuration management practices**: If future development and maintenance are to be able to connect to a service based solely on the technical documentation, configuration management and change management practices need to be very well controlled. EA needs to review and publish the definition of what a service is supposed to do and the service level agreement it is expected to follow.

  - **Development review**
  
    - **Governance review**: The governance entity will need to review the interoperability artifacts and service contracts produced by the development team.

  - **Run-time review and enforcement**: The governance entity needs to review the monitoring of service-level agreements and take appropriate corrective action in case of violations. Governance should be added. Also, configuration management should be increased.

- **Development**: By far the largest time and cost in any project is actually doing the development. This is typically subdivided into:

  - **Requirements and Design**: Specification and design the technical artifacts to implement planned interfaces. In addition, if a service is to be done by wrappering an existing capability, the vocabulary in that legacy system needs to be mapped into the ontology standard.

  - **Code and Unit test**: Implements the SOA-specific activities designed above.

  - **Integration test**: Independent verification and validation.

**Conclusion**

There is an old saying that you cannot manage what you cannot measure. By increasing the number of “moving pieces” in IT solutions, SOA increases the number of pieces that require measurement. Given the relative immaturity of the SOA paradigm, it is particularly important now, when best practices have not yet been established and the understanding of cause and effect is limited. Indeed, the inability to collect cost and schedule data at the task level may be part of the reason why so many case studies in SOA only present project-level estimates of averted cost.

It is well within existing authority for acquisition to require the WBS to make explicit anything that acquisition and the PMO would like to monitor. This will, in turn, assure that those SOA tasks appear explicitly in the integrated master schedule and on EVM reports. It is also possible for acquisition to standardize the terminology of WBSs across contracts in the same program, which could help assure tying investments made in development to their hoped-for payoff in operation. We recommend this happen and that acquisition also require reporting on SOA cost-benefit
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