Safety-Critical Systems and the TSP

Watts S. Humphrey

November 2005

Software Engineering Process Management

Unlimited distribution subject to the copyright.
Safety-Critical Systems and the TSP

Watts S. Humphrey

November 2005

Software Engineering Process Management

Unlimited distribution subject to the copyright.

Technical Note
CMU/SEI-2005-TN-011
Abstract ............................................................................................................... v

1 Introduction ........................................................................................................ 1

2 Background and Methods .................................................................................. 3
   2.1 The STAMP Method ................................................................................... 3
   2.2 Process Development and STAMP ............................................................... 5
   2.3 Praxis High Integrity Systems ...................................................................... 5

3 Implications for the TSP .................................................................................... 6

4 Conclusion ......................................................................................................... 7

Bibliography ......................................................................................................... 9
List of Figures

Figure 1: STAMP Model of a Safety-Critical System ........................................ 4
Abstract

Because the Team Software Process (TSP) has proven effective for developing high-quality software applications, a brief review of the safety-critical systems field has been conducted to determine whether the TSP could be usefully extended into this area. This technical note provides a brief overview of recent work in software safety, discusses the problems and implications of using the TSP for developing safety-critical systems, and presents some conclusions. This information is relevant to software developers and acquirers of safety-critical software-intensive systems.
1 Introduction

The Team Software Process™ (TSP™) has proven effective for developing high-quality software applications. As a result, a brief review of the safety-critical systems field was conducted to determine whether the TSP could be usefully extended into this area. This technical note provides a brief overview of recent work in software safety, discusses the problems and implications of using TSP for developing such systems, and presents the following conclusions:

1. While defective software increases risk in safety-critical systems, the principal software safety problems found to date existed in systems that performed according to their designs. Unfortunately, the designs themselves were defective so that properly functioning software resulted in unsafe system operation.

2. The principal work in software safety has concerned accident analysis using Failure Modes and Effects Analysis (FMEA) methods. These so-called “event chain models” are effective for assigning liability for accidents and are widely used to support post-accident litigation. However, these methods are not as useful for preventing accidents through improved system analysis and design.

3. Until recently, little work had been done on applying and codifying safety-critical methods for designing and enacting software development processes.

4. More recent work on the Systems Theoretic Accident Modeling and Process (STAMP) method has provided the foundational ideas needed for designing software processes for safety-critical system development.

5. The use of STAMP-based methods by the TSP could usefully enhance the TSP process and contribute to broadening the use of the STAMP method itself.

6. While the TSP as presently defined could and should be used for developing safety-critical systems, if the TSP process were augmented to conform to STAMP principles, product safety and development performance should be substantially enhanced.

7. While safety accidents have only occasionally resulted from flawed software, the increasing use of software-intensive systems in continuously-operating safety-critical systems increases the need for improved software development practices. The work of Praxis High Integrity Systems is particularly suitable for such systems. Praxis is currently exploring the use of their methods in conjunction with the TSP. Should they decide to use the TSP, collaboration with the Software Engineering Institute (SEI) would facilitate and augment their efforts.

SM Team Software Process and TSP are service marks of Carnegie Mellon University.
If suitable support could be obtained, the SEI should expand the focus of the TSP initiative to apply STAMP principles to developing, enacting, and managing systems development processes. The SEI could also work cooperatively with Praxis High Integrity Systems to jointly apply and enhance their combined methods.
2 Background and Methods

With the growing use of software in safety-critical systems, there has been a corresponding growth in accidents that, at least in part, have been blamed on the systems' software. Because these accidents often injure people and damage businesses, there has been an increasing volume of litigation. Not surprisingly, this has resulted in a growing need to identify accident causes, assign liability for the events, and recover damage costs. This in turn has led to methods for investigating accidents and much of this work has been based on the domino theory.

The domino theory postulates that each unsafe or out-of-control event has one or more causes and that these causes could also be unsafe or out-of-control events, which similarly have causes. By tracing these chains of causes and events backward, the investigator could presumably find an original cause of the out-of-control events and thus establish liability for the entire chain of events. A large volume of work has been based on these principles, including many accident reports and technical papers [Benediktsson 01, Goddard 00, Madan 97, Maier 97, Stalhane 98].

Some of the better-known safety-critical analysis methods are Hazard and Operability Studies (HAZOP), Fault Tree Analysis (FTA), Event Tree Analysis (ETA), Failure Modes and Effects Analysis (FMEA), Fault Hazard Analysis (FHA), Subsystem Hazard Analysis (SSHA), State Machine Hazard Analysis (SMHA), and Software Fault Tree Analysis (SFTA) [Leveson 95]. While these methods are generally useful for analyzing safety events after they happen, the recently developed STAMP method appears to be most suitable for guiding early safety-critical system design and development.

2.1 The STAMP Method

Because liability-focused investigations tend to stop as soon as a plausible culprit is identified, and because most complex events typically have many contributing causes, event chain-based methods do no generally identify the full set of conditions responsible for accidents. For example, a pilot might make an incorrect entry in a navigational instrument, causing an airliner to crash into a mountain. While the initial investigation assigns blame to the pilot, it could be that the charts the pilot used were confusing or out of date, or that the navigational beacons were confusingly named, or that the beacons were placed in unsafe locations. Because safety incidents involving complex systems generally have complex causes, the event chain accident model often prematurely stops the event-cause search when the first likely culprit is found.
The STAMP method, developed by the Massachusetts Institute of Technology's (MIT) Nancy Leveson, recognized the need for a more comprehensive view [Leveson 95, Leveson 02a, Leveson 02b, Leveson 02c]. In the STAMP method, the entire event is viewed as a feedback-control system, as shown in Figure 1. This feedback control model helps the investigator identify the many factors that contribute to unsafe conditions and to define the control actions needed to keep all system parameters within safe limits. Since the STAMP method is not designed to assign liability (and in fact is likely to exculpate the initially selected culprit), it is not likely to be generally adopted to support litigation. However, it is valuable for identifying systemic issues and preventing their recurrence.

A further aspect of the STAMP method that is particularly important is the recognition that systems evolve. When a system is initially developed, delivered, and operated, it may be completely safe. However, as the system is enhanced, as system operational practices evolve, and as the system environment changes, the system's operating parameters gradually migrate toward unsafe values. Leveson points out that unless such systems are periodically assessed and upgraded, all such systems ultimately end up operating at the very edge of criticality, and any of a host of possible events could trigger a safety incident [Leveson 02c]. While an event chain investigation might then identify an immediate cause of the specific event, that specific cause was merely a coincidence, and preventing its recurrence would not likely make the system measurably safer.

![Figure 1: STAMP Model of a Safety-Critical System](image-url)
2.2 Process Development and STAMP

The STAMP method has initially been used by Leveson and others to illuminate accident investigations [Johnson 03, Leveson 02a, Leveson 02b, Leveson 02c]. However, while the method has been of demonstrable value for post-accident investigations, as of yet there are no published examples of its use during system development. Since the method is well defined and appears to be readily extendable to development, this shortcoming should soon be corrected.

The most interesting aspect of the STAMP method from a process perspective is that it represents safety-critical systems as feedback-control models, and defines a theoretical framework and set of principles for designing risk management processes to control them. Further, since the STAMP method defines safety incidents as events that result in undesirable costs (and software and systems development processes can be viewed as processes to manage risk and reduce costs), the STAMP method could be viewed as a generalized method for analyzing and designing processes, and in particular, for designing development processes.

2.3 Praxis High Integrity Systems

Based on a review of the safety-critical design methods developed by Praxis High Integrity Systems located in Bath, England, it is clear that current common software development practices are inadequate for designing and developing high-integrity, software-intensive systems. The principal reasons are as follows.

1. Continuously operating safety-critical systems cannot be shut down, even when errors or failures occur.
2. Methods have been developed for using redundant equipment to protect safety-critical systems against hardware failures. These methods have generally been effective.
3. Use of redundant software systems has not been found effective, even when the redundant systems are independently developed. The principal reason is that common design errors tend to be repeated in the multiple redundant designs.
4. The Praxis methods apply rigorous analysis with special software support tools to produce software that is provably correct. These methods have been shown to produce exceedingly high-quality software that is comparable in quality to that produced by experienced TSP teams. Generally, the Praxis methods find defects that TSP teams by themselves typically miss.
5. Since the Praxis methods employ special proprietary tools and require considerable skill, it would not be practical for the SEI to incorporate them into their offerings. However, the SEI and Praxis could work together to broaden the use of their methods. Based on the analyses done to date, it appears that combining elements of the TSP and the Praxis methods could produce significantly improved results.
To broaden the TSP initiative to include safety-critical systems, the following tasks should be considered:

1. Produce a set of process scripts to define the STAMP method as currently used in accident investigations.
2. Obtain the services of Nancy Leveson or members of her group to review these scripts and ensure that they properly represent the STAMP method.
3. Based on the knowledge gained from Steps 1 and 2, define and produce the scripts needed for a TSP systems development process that incorporated STAMP principles.
4. Again obtain the services of Nancy Leveson or members of her group to review these scripts and ensure that they properly represent the STAMP method.
5. Based on the results of the preceding steps, use the STAMP method to develop a feedback-control model of the resulting TSP systems development process.
6. Based on the results of Step 5, design and develop the project reporting and management control systems for guiding and controlling design and development processes.
7. As appropriate, incorporate these process enhancements in the TSP process and test them with actual systems development projects.
8. Where these enhancements prove effective, incorporate them in the TSP process materials, the PSP and TSP course offerings, and the SEI certification criteria.
9. Establish and maintain a continuing relationship with Praxis High Integrity Systems, with the objective of facilitating the joint use of their methods with those developed by the SEI. While TSP would be an obvious candidate for this activity, Praxis methods could be usefully incorporated into other SEI technologies.
4 Conclusion

While the TSP process as presently embodied could be very useful for developing safety-critical systems, the investigation conducted during development of this report found that the current best practices for safety-critical incident investigations are broadly applicable to other processes. The two areas that appear to be of most immediate value are in process design and definition and in defining the management metrics needed for monitoring and controlling the systems development process.

At present, the Praxis design and development methods for high-integrity software represent a unique and proven capability. By working jointly, the SEI and Praxis could more closely relate the two organization's methodologies to accelerate their widespread adoption.
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