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Abstract

Earned Value Management (EVM) helps managers to plan, monitor, and control the development and evolution of custom developed software-intensive systems. EVM traditionally assumes a waterfall development model. However, to meet the demands for today's complex, dynamic systems, certain trends have emerged. First, projects no longer develop all components of a system as custom components. Instead, projects use pre-existing, off-the-shelf packages, components, or entire systems, potentially along with custom components. A second trend is a realization that often requirements are not known in detail at the start of a project and must evolve efficiently in response to changing needs and technology. A further trend (often in response to the first two trends) is the move to other development models, such as spiral or iterative development processes. Spiral development processes can better support 1) the required discovery of what users want and 2) negotiation to reconcile what engineers can quickly and reasonably assemble from pre-existing and custom components.

While projects have applied EVM to spiral development projects, the results have not been uniformly satisfying. This report explores the fundamental challenges in using EVM with spiral development processes and proposes adaptations to some EVM principles to render it more suitable for today's software-intensive systems.
1 Introduction

The increasing complexity and capabilities of today's software-intensive systems have brought forth several trends in how projects approach the development and evolution of systems. First, projects are leveraging pre-existing components and systems as part of the delivered solution. Sources of these components include commercial off-the-shelf (COTS) products or packages, open source, free ware, reuse libraries, and legacy components or systems. A second trend is the realization that often all requirements cannot be defined in sufficient detail at the start of a project. Rather, requirements must be discovered and negotiated as part of forming a cost-effective and feasible solution. A further trend—often emerging in response to the first two trends—is the move to spiral development approaches.

Earned value management (EVM) is a recognized project management approach that integrates the technical, schedule, and cost parameters of a project [Wilkins 99]. The concept of EVM has existed since the 1960s, and has seen proven use in projects ranging from very large, complex systems to small-scale development efforts [Abba 97]. When properly applied, EVM provides project managers with key information to answer the fundamental question, "How much progress have I made against my original plan?" The validity of the plan, and the means to objectively measure against that plan, are paramount to the success of EVM on any project.

In working with projects that are applying current development trends such as spiral development to build today's complex software-intensive system, we find that project managers and oversight executives are struggling to use EVM. While EVM has been used on spiral development projects, the results have not been uniformly satisfying. This report explores several critical challenges in using EVM with spiral development and proposes adaptations to some of the principles of EVM.

1.1 Intended Audience

This report is intended for project managers, program managers, and oversight executives in development, maintenance, or acquirer organizations who need to create, use, or monitor integrated baselines using earned value. Policy makers will also find the information particularly relevant.

1.2 Using This Report

Section 2 of this report provides an overview of EVM. It summarizes the purpose, key concepts, and important mechanisms of EVM. This information is intended as background, not as a tutorial on the subject. Section 3 notes development and management issues
associated with spiral development. Again, the information is not intended as a tutorial on the subject. Section 4 proposes interpretations and adaptations of EVM for spiral development and Section 5 provides concluding remarks.
2 Earned Value Management

2.1 Overview of EVM Concepts

EVM projects are managed through the establishment of a performance management baseline that represents the work to be performed along with the needed resources and schedule. The fundamental requirement for using EVM on a project is to plan all work prior to beginning development [Alexander 98]. Project progress is measured as earned value against the performance management baseline.

EVM focuses a project manager on answering five essential questions:

1. What is the value of the work planned? – Budgeted Cost for Work Scheduled (BCWS)
2. What is the value of the work accomplished? – Budgeted Cost for Work Performed (BCWP)
3. How much did the work cost? – Actual Cost of Work Performed (ACWP)
4. What was the total budget? – Budget at Completion (BAC)
5. What do we now expect the total job to cost? – Estimate at Completion (EAC)

In an EVM project, work required to complete the project is arranged into a tree structure that successively subdivides pieces of work—a work breakdown structure (WBS)—where the "leaves" of the tree are individual work packages and planning packages. Near-term work is divided into work packages that are manageably sized pieces of work that can be planned in detail, covering technical content, budget, and schedule. Far-term work is divided into planning packages that have little detail. Over the course of the project, planning packages are refined into work packages with the necessary content and detail. Work and planning packages are assigned start and end dates and arranged across the project time line. Thus, a WBS identifies all significant work and provides a framework to assign responsibilities, schedule, and budget. A skeletal WBS is shown in Figure 1. Typically the WBS is structured by the subsystems and components that will form the system solution. Development or maintenance tasks, such as requirements, design, coding, or testing, are aggregated for each component. Thus, the WBS is based on the system solution structure and can be characterized as a product-oriented WBS.
The performance measurement baseline (BCWS) is formed by summing the value of all work packages and planning packages over time, as shown in Figure 2. The budget at completion (BAC) is the estimated or planned cost at the completion date. The BAC plus a management reserve forms the total allocated budget (TAB) available to a project. The management reserve is not designated for a specific task but is available to respond to unknown events.

Progress against the plan is determined by comparing the earned value to the baseline at any point in time. Numerous value methods exist to determine the earned value of a work package, such as

- weighted milestones, interim milestones, or percent complete for discrete tasks with an end product or result
- apportioned effort for tasks such as quality control or peer reviews
- level of effort (LOE) for non-discrete tasks such as coordination that have no specified end product or result
The baseline is thus the plan against which the actual performance (BCWP) and cost (ACWP) of the project are compared. A negative cost variance results when the ACWP is greater than the BCWP at a given point in time, and indicates that a project is overrunning its development budget. Correspondingly, an unfavorable schedule variance results when actual costs exceed the budget for completed work. Figure 3 depicts these relationships.

![Figure 3: Relationships of Actual to Plan](image)

### 2.2 Implications of EVM

For traditional EVM to work effectively, the following must be true:

- Time phasing of the work packages must be accurate.
- The relation of work packages to the life-cycle approach for a project must be appropriate.
- The performance baseline must be objective and verifiable.
- Earned value (BCWP) must accurately represent progress. For example, use of an arbitrary weighted milestone method where 50% of the value is earned when a work package begins, and the remainder earned when the work package is completed, is usually only appropriate for work packages of two months or less.
- Inappropriate—and excessive—use of level of effort should be avoided. For example, level of effort (LOE) is not appropriate for calculating the earned value of software development work packages.

EVM was designed for, and has been used primarily with, projects following a waterfall development process. The conventional WBS and earned value methods used by many projects reflect a number of essential assumptions of a waterfall development model. These assumptions include the following: 1) requirements can be defined prior to the start of a project (or very soon thereafter); 2) there are no high-risk elements of the requirements or the solution; and 3) with good requirements management, the requirements will not change significantly [Boehm 00a]. It is also assumed that the high-level structure or architecture for
the system can be defined prior to the start of the project. Further, the activities necessary to define, build, field, and evolve the system can also be well defined—with much of their definition in the early project planning phases of a project. These assumptions are summarized in Table 1.

Table 1: Essential Assumptions of Waterfall Development Model

<table>
<thead>
<tr>
<th>Waterfall Development Model Assumptions</th>
</tr>
</thead>
<tbody>
<tr>
<td>Requirements are knowable in advance of development.</td>
</tr>
<tr>
<td>Requirements have no unresolved high-risk implications.</td>
</tr>
<tr>
<td>Nature of requirements will not change very much during development or maintenance.</td>
</tr>
<tr>
<td>Requirements are compatible with all key system stakeholders’ expectations.</td>
</tr>
<tr>
<td>The “right” architecture for implementing the requirements is knowable in advance.</td>
</tr>
<tr>
<td>There is sufficient calendar time to proceed sequentially.</td>
</tr>
</tbody>
</table>
3 Spiral Development

3.1 Overview of Spiral Development Concepts

The notion of spiral development emerged in the mid-1980s in response to a number of fundamental problems with the conventional use of the waterfall development model. Spiral development was first codified in the literature by Boehm and has been used in various forms throughout the world on software-intensive projects of all sizes and complexity for all domains [Boehm 88].

The spiral development model is focused on these essential problems:

- late identification and resolution of critical risks (including requirement and design flaws)
- incorrect or inflexible statements of user needs and requirements (often leading to requirements churn)
- delays in integration and testing (as modules do not readily integrate)
- late discovery (often not until the system is in full operation) of poor system performance, poor quality, low end-user satisfaction, or unmet business needs
- no options, or limited options, for early deployment
- difficult-to-maintain systems
- significant unplanned work (including rework)

Boehm describes spiral development [Boehm 00b] as a risk-driven process model generator for guiding multi-stakeholder concurrent engineering of software-intensive systems. He characterizes its distinguishing features as

1. a cyclic approach that incrementally grows the definition and implementation of a system
2. a set of anchor point milestones that ensures continued stakeholder commitment and feasibility of the incremental definitions and implementations

These features are graphically shown in Figure 4 where successive spirals are used to grow the system definition from an idea to fielded products over time. The evolving definition typically occurs within the context of phases, which are shown in the figure using the Boehm and the Rational Unified Process (RUP) [Boehm 96, Kruchten 04] designated phases of inception, elaboration, construction, and transition. Anchor point milestones, labeled as Life Cycle Objectives, Life Cycle Architecture, and Initial Operational Capability, establish and
manage completion criteria for progressing from one phase to the next. Ongoing commitment of all affected stakeholder groups is a key criterion for each anchor point.

![Diagram of System Development Phases]

**Figure 4: Incrementally Growing a System (adapted from [Royce 98])**

The activities within the inception phase focus on discovery and negotiation among stakeholders to form a feasible scope for the project and culminate with the Life Cycle Objective (LCO) anchor point milestone. The elaboration phase activities are oriented toward forming and validating a feasible architecture for the solution, which concludes with the Life Cycle Architecture (LCA) anchor point milestone. The construction phase focuses on creating beta releases of the system and demonstrating readiness for the user community with the Initial Operational Capability (IOC) anchor point milestone. The activities of the transition phase focus on creating and moving production and maintenance releases to the user community.

A pass through the four phases forms a development cycle, resulting in a generation of the system and its capabilities. Each successive pass through the four phases produces another generation—with new or modified capabilities. In this way, a system is incrementally and iteratively defined and implemented in a systematic and managed approach.

Over the past decade, as individuals (including Dr. Boehm) and organizations have expanded upon the original concept, variations in development model structure, operation, and terminology have arisen. At a spiral development workshop in 2000, Boehm offered a list of six essential elements—or invariants—that all must be present for a process to be regarded as following the spiral development model [Boehm 00a]:

1. Key artifacts are developed concurrently (operational concept, requirements, design, code, plans).
2. To proceed, each spiral must cover all of these: objectives, constraints, alternatives, risks, review, and commitment.
3. Level of effort is driven by risk considerations.

4. Degree of detail is driven by risk considerations.

5. Use of anchor point milestones (Life Cycle Objectives, Life Cycle Architecture, and Initial Operational Capability) serve as commitment and progress checkpoints.

6. Emphasis is on system and life-cycle activities and artifacts.

In summary, spiral development approaches share a number of key characteristics. The system is defined, refined, and developed in multiple, risk-driven spirals (also referred to as iterations in some spiral processes, such as the Rational Unified Process). Anchor points bound phases. Several spirals are typically used to achieve the criteria for an anchor point milestone. The nature and impact of risks (technical, management, operational, and business) drive the process: the number of spirals within each phase, the level of effort in each spiral, and the level of detail within each spiral. High-priority risks that often cause major perturbations in requirements, architecture, design, and operational use are identified and confronted early in the project.

Each spiral includes all the management, engineering, and support activities in varying proportions depending on the risks. Each spiral expands the knowledge about the emerging system and produces some type of an executable representation of the evolving system. This helps stakeholders to reason effectively about tradeoffs and to make decisions regarding what is needed and what can be reasonably built, fielded, and maintained within the constraints on the system.

### 3.2 Implications of Spiral Development

Basically, a spiral development approach focuses on practices to ensure that a project solves the right problem and builds the right system—from the perspective of all affected stakeholders. Spiral development approaches are well suited for today’s systems when the general “goal” of the system is known, but the exact definition of the system is not.

Use of spiral development makes a number of crucial assumptions (also summarized in Table 2):

- System goals and very high-level requirements are known prior to development—but requirements are discovered and refined during the development process. Premature decisions are consciously avoided.
- Risks are continually discovered throughout the development cycles; these risks drive the development process and are used to determine “how much” engineering and artifacts are needed.
- Requirements, and the stakeholders’ understanding of them, will change throughout the development—and for very good, legitimate reasons. The changing nature of requirements is acknowledged with processes in place to manage the changes.
All affected stakeholders must remain committed throughout the development and evolution of the system. Mechanisms, such as executable representations (e.g., prototypes, early releases) and anchor point milestones, are used to gain and validate stakeholder agreements.

The “right” architecture is incrementally formed and validated through executable representations of the architecture. Thus the architecture is typically not known at the start of a project.

Time (schedule) is treated as an independent variable in engineering and management decisions. Understanding of program cost and schedule is continually refined as a greater understanding of needs and feasible solutions is determined. As a result, plans are continually refined.

Table 2:  Essential Assumptions of Spiral Development Model

<table>
<thead>
<tr>
<th>Spiral Development Model Assumptions</th>
</tr>
</thead>
<tbody>
<tr>
<td>Requirements are discovered and refined during development.</td>
</tr>
<tr>
<td>Risks are continually discovered and high-priority risks drive the development process.</td>
</tr>
<tr>
<td>Requirements will continue to change during development or maintenance.</td>
</tr>
<tr>
<td>Actual requirements fulfilled and key system stakeholders’ expectations will need continual negotiation.</td>
</tr>
<tr>
<td>The “right” architecture for implementing the requirements is not known in advance.</td>
</tr>
<tr>
<td>Plans (including cost and schedule) are continually refined as a better understanding of the requirements and feasible solutions is gained.</td>
</tr>
</tbody>
</table>
4 Analysis and Recommendations

In this section we first summarize several key differences between the waterfall and spiral development models and how those difference give rise to problems when EVM is applied "as-is" to a spiral development project. We then provide alternatives for the work breakdown structure and earned value measures to address the noted deficiencies.

4.1 Comparison of Spiral and Waterfall Development Models

Earned value management is well suited for projects using a waterfall development model for its life-cycle processes. To better understand the issues involved in applying EVM in projects using a spiral development model, we first compare the differences between waterfall and spiral development models. The left side of Table 3 lists a number of the key assumptions that underlie the waterfall development model (same elements as summarized in Table 1). For each assumption of the waterfall model, we provide an accompanying characterization from the perspective of the spiral development model in the right column (same elements as summarized in Table 2).

<table>
<thead>
<tr>
<th>Waterfall Development Model [Boehm 00b]</th>
<th>Spiral Development Model</th>
</tr>
</thead>
<tbody>
<tr>
<td>Requirements are knowable in advance of development.</td>
<td>Requirements are discovered and refined during development.</td>
</tr>
<tr>
<td>Requirements have no unresolved high-risk implications.</td>
<td>Risks are continually discovered and high-priority risks drive the development process.</td>
</tr>
<tr>
<td>Nature of requirements will not change very much during development or maintenance.</td>
<td>Requirements will continue to change during development or maintenance.</td>
</tr>
<tr>
<td>Requirements are compatible with all key system stakeholders' expectations.</td>
<td>Actual requirements fulfilled and key system stakeholders' expectations will need continual negotiation.</td>
</tr>
<tr>
<td>The &quot;right&quot; architecture for implementing the requirements is knowable in advance.</td>
<td>The &quot;right&quot; architecture for implementing the requirements is not known in advance.</td>
</tr>
<tr>
<td>There is sufficient calendar time to proceed sequentially.</td>
<td>Plans (including cost and schedule) are continually refined as a better understanding of the requirements and feasible solutions is gained.</td>
</tr>
</tbody>
</table>

The following demonstrates how these differences in assumptions between the two development models can affect the use of EVM. First, consider requirements management in a waterfall development project. Using the conventional approach of a product-oriented WBS, work packages are created for a requirements definition task in each system, subsystem, and lower level component that makes up the developed solution. The earned
value of these work packages is based on the portion of the total requirements that have been finalized or allocated, which is often a straight percentage. This earned value measure is then, in turn, tied to various engineering and management review exit criteria (e.g., 80% of the requirements definition completed prior to preliminary design review). Given the assumption in a waterfall development model that the requirements can be unambiguously defined prior to the start of development, that there are no unforeseen risks, and that the architecture will remain constant—in other words, that the project has a stable program management baseline—then this approach results in a reasonable definition of earned value.

On the other hand, if a project is using a spiral development model, then it is inappropriate to define all of the requirements “up front.” Attempts to use the same approach for determining the earned value of the requirements management WBS elements as in the waterfall development model (i.e., percentage of requirements defined and/or allocated) results in endless cycling between high earned value as requirements are defined and low earned value as it is discovered that the requirements thus defined are incorrect, inadequately understood, or not agreed-upon by all of the relevant stakeholders.

To be meaningful for spiral development, earned value must be based on a WBS that reflects its inherent evolutionary and discovery nature, particularly in the earlier stages of a project. The next section discusses the characteristics of such a WBS and makes some recommendations about an alternative approach.

### 4.2 Work Breakdown Structures

While the majority of the published experience in using EVM has focused primarily on projects using a conventional waterfall development model, there has been some research and use of EVM with spiral development. Walker Royce proposed a WBS that is centered on the elements of the spiral process—a process-oriented WBS—that forms a sound foundation for spiral development [Royce 98]. The Royce WBS is organized as follows with a partial outline in Figure 5 to illustrate the approach:

- **Level 1** indicates a major discipline, usually allocated to a single team such as management, requirements definition, analysis and design, or implementation.
- **Level 2** indicates a phase of the life cycle, such as inception, elaboration, construction, or transition.
- **Level 3** indicates key tasks that produce principal artifacts within a given phase and discipline, such as use cases in the inception phase for the requirements discipline.
The Royce WBS addresses a key issue with the conventional product-oriented WBS. The structure of the Royce WBS is independent of the eventual architecture of the system. This feature is crucial for projects using a spiral development since the architecture is typically not known at a sufficient level of granularity to organize, plan, and track the necessary work for a project. Thus the Royce WBS provides a sound foundation. The following section outlines several improvements to that base.

### 4.3 Alternative Work Breakdown Structure

While the Royce WBS approach infers that the elements in the WBS support the attainment of phase anchor point milestones, it does not directly link the objectives and exit criteria for a phase with the WBS elements. In our experience, it is often difficult for project managers and other staff to reason about the appropriateness of WBS tasks toward meeting the project's goals. Our proposed structure seeks to rectify this situation in two ways. First, we propose to change the structure of the WBS such that Level 1 is the phase with an explicit statement of the primary focus of the phase objective and of how to achieve the corresponding anchor point milestone. Level 2 would then indicate the development disciplines that would be carried out during the phase. Secondly, we propose the addition of explicit WBS elements at Level 3 that capture the essential tasks required to achieve the phase exit criteria. A partial outline of our revised WBS for spiral development projects is summarized in Table 4. For the purposes of this report, the table provides partial details of the revised WBS outline for requirements.
Table 4: Revised Phase-Oriented WBS for Spiral Development

<table>
<thead>
<tr>
<th>Phase</th>
<th>Focus</th>
<th>Task Details</th>
</tr>
</thead>
</table>
| Inception  | [Focus = demonstrate feasible scope] | 1. Business modeling  
1.2. Requirements  
1.2.1. Vision specification  
1.2.2. Critical requirements modeled (e.g., use cases)  
1.2.3. Critical non-functional quality attributes (e.g., reliability) characterized with stakeholder consensus  
1.3. Analysis and design  
1.4. Implementation  
1.5. Test  
1.6. Deployment  
1.7. Configuration and change management  
1.8. Project management  
1.9. Environment |
| Elaboration| [Focus = demonstrate valid architecture] | 2.1. Business modeling  
2.2. Requirements  
2.2.1. Significant use cases modeled  
2.2.2. Significant non-functional quality attributes characterized with stakeholder consensus  
2.3. Analysis and design  
2.4. Implementation  
2.5. Test  
2.6. Deployment  
2.7. Configuration and change management  
2.8. Project management  
2.9. Environment |
| Construction| [Focus = demonstrate initial production release] | 3.1. Business modeling  
3.2. Requirements  
3.2.1. Remaining use cases modeled  
3.2.2. Monitor attainment of non-functional quality attributes  
3.3. Analysis and design  
3.4. Implementation  
3.5. Test  
3.6. Deployment  
3.7. Configuration and change management  
3.8. Project management  
3.9. Environment |
| Transition | [Focus = demonstrate full deployment releases] | 4.1. Business modeling  
4.2. Requirements  
4.2.1. Update use cases as components change  
4.2.2. Monitor attainment of non-functional quality attributes  
4.3. Analysis and design  
4.4. Implementation  
4.5. Test  
4.6. Deployment  
4.7. Configuration and change management  
4.8. Project management  
4.9. Environment |

The first item to note in Table 4 is the revised Level 1 and its identifier. In contrast to the Royce WBS where Level 1 indicated a major discipline, such as requirements definition, our revised WBS uses Level 1 to organize all tasks associated with a given phase and achieving the corresponding anchor point milestone. We also recommend stating explicitly the primary
focus of the phase in the identifier label. For example, for the inception phase the primary goal is the formation of the scope for the project that is demonstrated to be feasible. Fundamentally, this is the purpose of the Life Cycle Objective anchor point milestone. We would thus use **Inception phase [Focus = demonstrate feasible scope]** to capture this information. The intent is to provide constant and visible awareness of what all sub-elements should be focused on achieving. While on the surface this may seem to be a trivial modification, our experience indicates that it is all too easy for project managers to lose sight of project priorities.

Returning to the structure of our revised WBS, the Level 2 elements then represent the typical system development disciplines (similar to the Royce WBS), such as project management or requirements definition, that collectively are needed to achieve the objectives for a given phase. The Level 2 elements would then each organize the lower level activities and tasks that are associated with that discipline in support of achieving the phase goal.

A further refinement of the Royce WBS is to reflect more of the anchor point milestone criteria into the Level 3 elements themselves. For example, to define a project scope that is feasible in the inception phase, project staff must identify and understand the architectural and implementation implications of the most critical functional and non-functional requirements—but not necessarily all of the requirements (future spirals in the elaboration phase will explore less critical requirements). Identifying the critical requirements (and gaining consensus on their priority) is an essential risk mitigation approach and is the basis of a spiral development approach. The Royce WBS elements provide limited indication of which requirements should be addressed in the inception phase. Our revised WBS makes this more explicit by refining the Level 3 element to model the critical requirements.

### 4.4 Earned Value Determination

The previous section described an alternative WBS that we assert provides a more rational basis for planning and managing a spiral development effort. Just as this WBS ties the activities to the phase objectives and exit criteria, the definition of earned value must be linked to progress towards attaining those goals. This section will introduce residual risk as a way to measure progress, and illustrate its use in constructing a risk-oriented baseline and measuring earned value.

As shown in Figure 6, the emphasis during the inception and elaboration phases is on reducing the unknowns associated with the scope for delivered capability, achievable requirements, and feasibility. Armour notes that the focus of the development effort is not on the software product itself but, rather, on knowledge acquisition and "ignorance reduction" [Armour 00]. Essential to this focus is understanding and agreement upon the priorities for resolving these unknowns; not all risks are equally important. Boehm uses the term "value-based software engineering" to describe this process of incorporating value considerations into all aspects of software development [Boehm 03].
Prior to LCA, most effort is oriented towards identifying and reducing the key contributors to system risk (e.g. scope, functional/non-functional requirements, architecture). Earned value determinations are dominated by the degree to which risk or uncertainty is reduced.

As the development reaches LCA, sufficient detail exists to permit detailed planning of product-oriented work packages. During the Construction phase, earned value calculation can be dominated by more conventional product quality measures.

---

100% Risk Reduction Focus

---

100% Production Focus

Inception LCO Elaboration LCA Construction Transition

Figure 6: Shift in Focus of Spiral Development Activities

Successful completion of the inception phase occurs with the Life Cycle Objective (LCO) milestone. Recall that the inception phase is characterized by formation of a feasible scope for the project that promotes stakeholder definition and negotiations to identify, characterize, and prioritize key system functionality, quality attributes, and risks. The degree to which there is consensus on these goals can be used to represent progress towards LCO. Thus, lack of consensus represents a possible definition of “residual risk.” It is in these early phases that conventional earned value measures—and hence, baseline definitions—fail to adequately reflect progress.

We assert that during the construction and transition phases, conventional WBS and baseline definitions, and associated earned value measures, provide reasonable insight into development progress. This is precisely because the reductions in uncertainty and, therefore, risk during the inception and elaboration phases make it possible to define a useful product-oriented baseline. Therefore, we will not dwell on the construction and transition phases in this report—there are innumerable textbooks, courses, and experts available to help a program in this area. Instead, the next sections will describe how the use of a risk-oriented baseline and earned value determined by residual risk reduction can provide a more meaningful representation of actual progress during the inception and elaboration phases.

4.5 Risk-Oriented Baseline

To measure progress, there must be something to measure progress against: a baseline. As previously discussed, a conventional EVM baseline is determined by summing the value (i.e., cost) of the WBS elements over time. By analogy, a risk-oriented baseline should reflect the cumulative residual risk reduction of the WBS elements over time. However, instead of
simply imputing the value of a work package as its cost, relating progress within individual
WBS elements to the entire program requires that total development risk be allocable across
the WBS elements. Moreover, the risk must be allocated in some fashion that reflects the
relative contributions of individual activities to the total development risk. This is an inexact
science, but techniques such as Boehm’s Wideband Delphi technique provide a structured,
consensus-driven process for making reasoned judgments in the absence of quantifiable data
[Boehm 81].

Once the total development risk has been allocated down to the WBS element level, a
“normalized” value for each task within an element may be defined as its BCWS (i.e., cost)
adjusted by a factor that represents that element’s contribution to the total development risk:

\[
|BCWS_i| = \frac{\sum_{j=1}^{n} BCWS_j \cdot eRisk_j}{\sum_{k=1}^{n} (BCWS_k \cdot eRisk_k)}
\]

In Equation 1, the term \( \sum_{j=1}^{n} BCWS_j \) is the sum of the costs for all WBS elements. The term
\( \sum_{k=1}^{n} (BCWS_k \cdot eRisk_k) \) is the sum of the WBS element costs multiplied by the portion of the
total development risks allocated to each element (the “risk-weighted” costs); the sum of the
element costs divided by the sum of the risk-weighted costs results in a weighted
normalization factor. Finally, the normalized cost for a particular WBS element is simply the
element’s cost multiplied by its allocated risk, multiplied by the weighted normalization
factor. This can best be illustrated through a simple example:

A project has three tasks, and the budgeted costs are

- Task_1 = 100
- Task_2 = 200
- Task_3 = 200

The total development risks are allocated thus:

- Task_1 represents 40% of the total development risk (based on the criticality of
  the results of Task_1 to the overall development success).
- Task_2 is allocated 20% of the total development risk.
- Task_3 is allocated 40% of the total development risk.

The sum of the WBS element costs is 500; the sum of the risk-weighted costs is 160. Therefore, the normalized costs for the three tasks are

\[
|Task_1| = (100 \cdot 0.4) \cdot (500 \div 160) = 125
\]
\[ |Task_1| = (200 \cdot 0.2) \cdot (500 \div 160) = 125 \]
\[ |Task_2| = (200 \cdot 0.4) \cdot (500 \div 160) = 250 \]

Note that the sum of the risk-normalized costs equals the sum of the budgeted costs. As shown by this simple example, Task_1 has the same risk-normalized cost as Task_2, despite the difference in their budgeted costs: this reflects the "true" value of the contributions of each individual task towards the complete development.

Next, the earned value of each work package is determined over time based on the reduction in residual risk obtained throughout the performance of the activity, as shown:

\[
EV_T = |BCWS_t| x \left(1 - \frac{rRisk_T}{1}\right), \quad rRisk_T \xrightarrow{lim} \delta
\]  

In Equation 2, the term \(rRisk_T\) represents the remaining—or residual—risk through the accomplishment of the task to time \(T\), and ranges from 1 before the task begins (when there has been no risk reduction) to some acceptable threshold value (\(\delta\)) at the completion of the task (when all the allocated risk has been eliminated). So, at time \(T\), the risk-normalized earned value for a task \((EV_t)\) equals its risk-normalized cost \((|BCWS_t|)\) multiplied by the percentage of residual risk reduction.

To complete the baseline, the normalized work package earned values are summed over time:

\[
BCWS_T = \sum_{j=0}^{T} \sum_{i=1}^{n} EV_{ij}
\]  

In other words, Equation 3 states that the risk-normalized budgeted cost at time \(T\) (i.e., the risk-normalized baseline) is the sum of the risk-normalized earned values for all WBS elements from the beginning of the project, through time \(T\).

### 4.6 Measuring Risk-Oriented Earned Value

The previous section discussed how risk-oriented earned values are used to determine a risk-normalized baseline. This section will discuss how to define and measure earned value in a manner consistent with the notion of risk reduction as a measure of progress.

As previously discussed, measurements of earned value during the inception and elaboration phases must reflect progress in some way that is meaningful during those phases. Since much of the emphasis during these phases is on the reduction of risk (through achieving consensus on project scope, etc.), a natural measure of earned value is the degree to which residual risk is reduced through the performance of an activity. There are several possible ways to measure this risk reduction. For example, the degree to which consensus has been achieved can be a meaningful measure in some contexts. Similarly, as the project moves from one iteration to
the next, the degree of change in the project's agreed-upon scope may be a significant indicator of residual risk. The key is in understanding what it is you are trying to accomplish at a given point in the project, and then defining measures that are meaningful for your context.

To illustrate these concepts

Suppose there is a task in WBS element 1.2.2 (vision specification) that is projected to last three weeks and cost $50,000 to complete. Assume that the risk allocated to this element is 0.3 (i.e., 30% of the total development risk), and the total development cost is $500,000. Considering the allocation of risk to the other tasks (which is beyond the scope of this report), the normalized BCWS for this task is calculated as $55,600. The task baseline is shown in Figure 7.

![Figure 7: Sample Task Baseline](image)

Assume, furthermore, that residual risk is defined as the degree to which consensus regarding the vision is not achieved among the stakeholders. Here vision refers to the high-level requirements (functional and non-functional) and constraints such as cost, schedule, etc. These values are shown in Table 5.

**Table 5: Sample Definition of Residual Risk**

<table>
<thead>
<tr>
<th>Residual Risk</th>
<th>Definition</th>
<th>Estimated Time to Achieve</th>
</tr>
</thead>
<tbody>
<tr>
<td>100%</td>
<td>Task initiation, ¬∃ consensus</td>
<td>0</td>
</tr>
<tr>
<td>30%</td>
<td>∃ consensus • 1 feasible solution</td>
<td>1 week</td>
</tr>
<tr>
<td>0%</td>
<td>∃ consensus • &gt; 1 feasible solution</td>
<td>3 weeks</td>
</tr>
</tbody>
</table>
After one week, it is determined that the stakeholders have only made 50% progress towards a consensus on one feasible solution, but that $21,000 has been spent. Thus, the earned value is $19,250, against a baseline of $38,500. This would be a clear signal that this task was seriously behind schedule after only one week. Since $21,000 was spent to accomplish $19,250 worth of work, the task is also slightly over budget (by $1,750). This is apparent in Figure 8.

Figure 8: Sample Task Actual Versus Baseline

By way of contrast, the more conventional EVM approach (using LOE as the baseline) would still lead to the conclusion that the task is slightly over budget, but the earned value would equal the baseline, so there would not be any apparent schedule slip.
5 Summary

While EVM has proven to be an effective tool for managing software development projects, it is dependent on an objective, accurate program management baseline. The baseline, in turn, depends on a WBS that can be understood. We have shown how structuring the WBS around the system architecture, as is typically done with conventional waterfall projects, makes it much more difficult to change the plan as the system architecture changes. This renders the WBS unusable as a baseline against which to measure progress for spiral developments. The Royce WBS provides a sound foundation to address this weakness. However, the Royce WBS is often insufficient for enabling projects to identify and track progress against the important tasks and activities necessary to accomplish the goals and objectives typified in the anchor point milestones. The alternative WBS proposed in this report addresses these weaknesses. Coupled with a new interpretation of earned value, this approach can potentially lead to a more incisive answer to the program manager’s age-old question: “How much progress have I made against my original plan?” At the same time, other factors, such as technical performance metrics, provide additional insight into the progress (or lack thereof) in a development effort, and will also require reinterpreting for spiral development.
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Earned Value Management (EVM) helps managers to plan, monitor, and control the development and evolution of custom developed software-intensive systems. EVM assumes a waterfall development model. However, to meet the demands for today's complex, dynamic systems, certain trends have emerged. First, projects no longer develop all components of a system as custom components. Instead, projects use pre-existing, off-the-shelf packages, components, or entire systems, potentially with custom components. A second trend is a realization that often requirements are not known in detail at the start of a project and must evolve efficiently in response to changing needs and technology. A further trend (often in response to the first two trends) is the move to other development models, such as spiral or iterative development processes. Spiral development processes can better support 1) the required discovery of what users want and 2) negotiation to reconcile what engineers can quickly and reasonably assemble from pre-existing and custom components.

While projects have applied EVM to spiral development projects, the results have not been uniformly satisfying. This report explores the fundamental challenges in using EVM with spiral development processes and proposes adaptations to some EVM principles to render it more suitable for today's software-intensive systems.