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ABSTRACT

This paper presents a modelling and simulation process based on state-of-the-art software engineering concepts, tools and best practices. It aims at guiding modellers in the development of extensible, reusable and interoperable models to be used in integrated simulations. Although this process has a very broad reach, it is incubated in a project for weapon system engagement simulation in order to better focus its application. The first iteration of the process development, which is reported here, is aimed at assessing the validity of the proposed concept. It was observed that despite the availability of tools and guidelines, no successful and cost-effective simulation is possible without teamwork, communication, common infrastructure, agreement, education, constraints and integration.

1.0 INTRODUCTION

In the context of defence related research and development, Modelling and Simulation (M&S) is often used as a tool to obtain precise answers to very specific questions. Due to time, resource and expertise constraints, several models or simulations are commonly developed in an executable format, with few customisable elements, to satisfy very specific requirements. Consequently, a more or less significant model rework is required for even slightly different applications. Another common weakness is the lack of rigorous, common and enforced modelling method, which often produces non-reusable and non-interoperable models.

The actual quest for a global synthetic environment is a catalyst to increase the span of M&S benefit. In this new vision, the real world is represented as a virtual environment where autonomous entities, behaviours, terrain, environment and information interact dynamically. A specific simulation only observes a subset of the entire environment. This conceptual approach may lead to some solutions to the M&S reusability and interoperability problem. However, the demanding system integration needs to be supported by effective teamwork and large-scale software development methods applied to the M&S domain.

From this point of view, new requirements for successful and cost-effective M&S include reusability, extensibility, portability, modularity and interoperability. Recently, the software engineering domain has tackled these problems with success. Therefore, since M&S relies on software applications, these novel M&S requirements could be fulfilled using state-of-the-art software engineering concepts, tools and best practices.
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This paper proposes an integrated M&S process to guide the modellers in the development of reusable and interoperable models to be used inside extensible simulation frameworks. The proposed process has been initiated by modellers from the engineering and engagement levels, at the bottom of the M&S levels pyramid (Figure 1). The team adopted a vertical approach and focused on the modelling process. Model engineering [1] is essential to create models for high-fidelity sub-system simulations as well as for a higher-level synthetic environment. Emphasis was then on potential uses for the models instead of specific deliverables, which implied that modellers had to understand the different contexts in which their models may be useful.

However, since modellers are rarely software engineers, an integration specialist is required. To foster the application of the proposed process, this person must understand the physics and the software aspects of the problem. It stresses the point that, to maximize reusability and interoperability, the bottom of the pyramid must understand the top and the top understand the bottom. For instance, the modellers must accept to be constrained, to some extent, to ensure that their models will be reusable and interoperable. The process must allow the modellers to focus on what they are good at, the modelling of physics.

This paper first describes the proposed M&S process and, afterwards, its practical implementation using specific software tools. The results section explains the incubating project surrounding the development of this process. Finally, the concluding remarks presents the lessons learned from the development and application of the proposed M&S process.

2.0 THE PROPOSED M&S PROCESS

As shown on Figure 2, the typical phases of any simulation are: modelling, execution and analysis [1]. The proposed process takes place to complement the M&S development theory in guiding the M&S teams in its concrete application. It essentially relies on software engineering concepts, tools and best practices applied to the M&S domain.
The M&S process is an iterative process in the sense that the top-down integration can be restarted at any time in the development of a simulation and be completed within a few minutes time scale. In the software engineering domain, it is often called a micro-process spiral life cycle [3]. The automated steps standardize and speed up the model development process.

### 2.1 Simulation Modelling

The simulation modelling includes three main activities: 1) the conceptual modelling of the elements to be simulated; 2) the modelling of the physical behaviour of each element; and 3) the modelling of the scenarios describing the interaction between the various elements.

#### 2.1.1 Conceptual Modelling

Conceptual modelling [1] is the first step of any structured M&S process. It is the abstraction of the entities, properties, behaviours and interactions to be simulated. In the proposed M&S process, the conceptual modelling is the reference of design. It means that modellers shall always go back at this level to make any changes. From a very high level perspective, representing the simulation requirements, it is possible to progress toward a model closer to the implementation.

In a software engineering approach to M&S, modularity and reusability can be expressed using the object-oriented (OO) paradigm and the component-oriented approach. As a standard for representing these concepts, the Unified Modelling Language (UML) [4] was selected to support the conceptual modelling. Therefore, applications of the simulation are described using “use case” diagrams while the static and dynamic aspects of the simulated system are represented using “class” and “sequence” diagrams, respectively. Finally, the implementation of the system is conceptualized using “component” diagrams. A consequence of this
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Approach is the fact that modellers must be educated on UML and object-oriented programming to agree on a common conceptual model.

Design patterns [5] and domain specific standards, such as the Real-Time Platform Reference Federation Object Model (RPR-FOM) [6] in defence M&S, are also introduced at this level to synthesize reproducible and globally accepted concepts.

A simulation developed with the proposed process gains its extensibility from the incremental additions at the conceptual model level. This process fosters reusability by inviting the modellers to extract the commonality of their models. It also promotes interoperability by forcing them to agree on standard concepts and interfaces.

2.1.2 Physical Modelling

Physically based modelling [7] is the mathematical representation of the real world behaviour. In order to remain at a manageable complexity level, the physical models are tailored to satisfy specific use cases. Various physical models may then be necessary for different applications, which is also called multi-modelling [1][8]. This concept is essential for bottom/up and top/down reusability of models in the M&S pyramid (Figure 1).

Once the stakeholders agree on requirements and the modellers agree on concepts (entities and interactions), each specialist can model the physics that is under its responsibility. Stand-alone work is possible at the condition of strictly respecting the conceptual model or updating it appropriately if a modification is required.

At the final stage of the physical modelling, the model is implemented into a software format. The software model can be directly written in an object-oriented programming language or encapsulated into a class if it is a legacy model. However, since modellers are not necessarily programmers, it is often impossible to require structured and standardized code from them. On the other hand, they can be assisted by automatic code generation tools providing a standardized code skeleton limiting the code to be written. Visual programming and simulation tools are also favoured for physical modelling without specific programming skills. Indeed, these tools were especially created for specific domain engineering-level rapid prototyping, test and validation. They often allow the reuse of functionalities through common libraries and the interoperability with other specialists. The only constraint is then to design physical models compliant with the OO and component-oriented conceptual model and to break the functionalities into discrete, more or less fine-grained, modules. The main challenge resides in switching from block and wire to object thinking and to manage the time steps synchronization between the integration schemes.

2.1.3 Scenario Modelling

The execution of a simulation requires the prior modelling of the scenario. In the OO approach, conceptual and physical modelling are dealing with generic objects while scenario modelling refers to instances of these objects. It typically includes the specification of model parameters, initial conditions for the state variables, the dynamic assembling of sub-models composing higher-level models, the recording of output results and the instantiation of objects composing a simulation scenario.

Scenario modelling generates the data characterizing the simulation. By scripting, in opposition to hard coding, these elements, it is possible to reuse parameters and initial conditions, to select the output to be logged and to dynamically compose, at run-time, the parts of a model or the entities of a scenario. A standard and flexible data format, such as the eXtensible Markup Language (XML) [9], can significantly fosters the exchange, the modularity and the portability of these data.
2.2 Automatic Code Generation

To automate and speed up the M&S process, software tools can generate the code of the model components and data. This practice promotes software quality and model consistency. The model code generation can be done directly from the conceptual model. This option involves a manual intervention of the modeller to include, in the skeleton, his physical model written in the appropriate programming language.

Alternatively, the modeller can use a visual programming tool to develop his physical model and, afterwards, automatically generate the model code including all the behaviours. This option allows reusing the visual prototype to produce the final model components. Similarly, a tool associated to scenario modelling can automatically generates the model data.

2.3 Model

The outcome of the modelling phase is a software model that includes a component and its associated data. The component is the generic software implementation of a model while the data contains the features of each instance. For example, the simulation of two different instances of a model can be achieved by using the same model component with different data files.

To maximize the model modularity and reusability, the components must encapsulate fine-grained generic code modules. Moreover, in order to optimize the modeller’s efforts, the components shall contain physical model code independent of any simulation framework. In practice, components are generally compiled in a library that can be dynamically instantiated and linked at run-time.

Model data specify what is left generic in the model components, each component having customizable parameters and initial conditions. Parameters are the model data that remain constant over the simulation while initial conditions change over time.

Entities are container models that can be dynamically composed of part models using configuration files. Similarly, simulation scenarios are composed of entity models with their respective configuration files.

2.4 Adapter

To maximize reusability, the generic models and data files are adapted (from the “Adapter” design pattern [4]) to specific simulation frameworks. The adapter relationship with the simulation framework and the model component is shown on Figure 3. An instance of the adapter is required for each instance of a model entity.

![Figure 3: The “Adapter” Concept to Integrate a Model with a Framework.](image-url)
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Theoretically, the adaptation is possible with any OO and component-based simulation framework. However, a different adapter must be built to fit each specific framework. For a particular framework, the anchoring points can be limited to one or a few adapters depending on its extensibility and the compliance of the concepts between the custom models and the framework. Depending on the architecture and the complexity of the interaction, a variable level of effort may be required to benefit from the various built-in functionalities of a framework.

Practically, a model adapter is programmed using the Application Programming Interface (API) of the selected simulation framework and inserted into it as a plug-in. It acts as a dynamic model component interface with the simulation framework. The association of the model with the framework then does not require any recompilation and, depending on the framework, it may be run-time selectable. Scenario data file adapters can take the form of import/export capabilities.

Adapters have the advantage of reducing the dependence on a particular software product or environment. They contribute to improve the reusability of generic models, the modularity of the dependence to simulation execution and the extensibility of the simulation framework.

2.5 Simulation Execution

In the proposed process, the simulation execution is delegated to an existing commercial-of-the-shelf (COTS) framework that provides functionalities such as scenario creation, execution control, doctrines, trajectory, viewers, etc. Some frameworks may even include built-in model components and data. This approach originates from the fact that the expertise of the process initiators mainly resides in simulation modelling not in time management, distributed simulation, terrain database, visualization, etc.

The use of a recognized simulation framework contributes to the interoperability between the modellers by providing a common infrastructure. Within the defence community, such interoperability may also be improved if the chosen framework is compliant with the High-Level Architecture (HLA) [10].

2.6 Source Control and Web Page

The proposed M&S development process needs to be supported by version control, ownership tracking and exchange functionalities to ensure the integrity of the information. This can be achieved using, for instance, a shared database and a project web page. This practice shall be applied through the entire M&S process including: the conceptual model; the visual prototypes; the source code; the model components; the data files; and the documentation.

3.0 THE M&S PROCESS SUITE OF TOOLS

Practically, several software engineering tools are required to support and automate the proposed M&S process. An option analysis was carried out to determine the most appropriate suite of tools to demonstrate the proposed process. Some are COTS solutions and others are custom tools especially developed to be as generic as possible. It should be noted that these tools are not a unique solution but represent the best compromise when the option analysis was conducted. The automatic integration of these tools prevents subjective manual operations, promotes the iterative refinement and accelerates the process. Figure 4 shows the software tools associated to the M&S process while Figure 5 presents screen snapshots of the different tools.
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Figure 4: The Concrete Steps Implementing the Proposed M&S Process.
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Figure 5a: Step 1 – Agreement on a Conceptual Model in UML with Rational Rose®.

Figure 5b: Step 2a – Generation of XML Default Parameters Files from Rational Rose®.

Figure 5: Screen Snapshots of the Tools Supporting the M&S Process.
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Figure 5c: Step 2b – Edition of the XML Scenario, Parts and Parameters Files in the Adaptive Java Studio.

Figure 5d: Step 3a – Generation of a C++ Skeleton from the UML Conceptual Model with Rational Rose®.

Figure 5 cont’d: Screen Snapshots of the Tools Supporting the M&S Process.
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Figure 5e: Step 3b – Filling the C++ Skeleton with a Physical Model in C++ or Wrap a Legacy Model.

Figure 5f: Step 4a – Prototyping the Physical Model in MATLAB/SIMULINK®.

Figure 5 cont’d: Screen Snapshots of the Tools Supporting the M&S Process.
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Figure 5g: Step 4b – Associating the SIMULINK® Model with XML Data Files Using the XML Toolbox.

Figure 5h: Step 4c – Generating the DLL Using RTW®, TLC® Custom Script and Makefile.

Figure 5 cont’d: Screen Snapshots of the Tools Supporting the M&S Process.
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Figure 5i: Step 5 – Controlling the Versions and Sharing the Project Files with Sourcesafe®.

Figure 5j: Step 6a – Developing a STRIVE® Adapter in Microsoft Visual C++® and Inserting the Plug-In into the SFX.

Figure 5 cont'd: Screen Snapshots of the Tools Supporting the M&S Process.
Figure 5k: Step 6b – Adapting the Data Files using a Custom STRIVE® specimen.ini File.

Figure 5l: Step 7 – Executing the Simulation in STRIVE®.

Figure 5 cont’d: Screen Snapshots of the Tools Supporting the M&S Process.
3.1 Simulation Modelling

Simulation modelling includes a series of tools to support the conceptual, scenario and physical modelling. Their link with each step of the proposed process is shown on Figure 4.

3.1.1 Conceptual Modelling

The process starts (Figure 4, Step 1 and Figure 5a) by agreeing on a conceptual model in UML using the Rational Rose® visual modelling tool [11]. It is a COTS product implementing the UML design standard and supporting OO and component-oriented conceptual modelling. The typical elements of the UML notation (use cases, class, sequence, component diagrams) are used to represent the conceptual model. The class attributes (parameters or initial conditions), methods, interaction and documentation are also systematically included in the UML class diagram.

3.1.2 Scenario Modelling

The second step of the proposed process (Figure 4, Step 2a and Figure 5b) consists in generating the XML parameter and initial condition files from the UML conceptual model using an automated functionality integrated into Rational Rose®. Practically, this is done in stereotyping, with the tag <<XML>>, the classes that require a parameter file. All class attributes that need to be configurable, either as a parameter or as an initial condition, are also tagged. Then, a custom script, integrated into the Rational Rose® tools menu, automatically generates default XML parameter files with the corresponding parameter names, data types, initial values and documentation. The practice of properly documenting the conceptual model and automatically generating the data insures the quality of the parameters data files.

Afterwards, the creation and the edition of the XML data files can also be done using a custom Java interface called the Studio (Figure 4, Step 2b and Figure 5c). This interface automatically adapts the Graphical User Interface (GUI) to the number and the name of the parameters defined into one model. It also dynamically represents the parameters according to their type. The data type entered by the user is validated and the minimum and maximum ranges permitted for each parameter are verified. Units and documentation are also displayed. The drag-and-drop capability of the GUI allows composing scenarios from entity models and entities from part models. The Xerces C++ and Java XML parsers [12] allow reusing the XML files at the scenario graphical modelling level, at the visual programming level and at the simulation framework level.

3.1.3 Physical Modelling

Based on the conceptual model, a C++ skeleton of the physical model can be automatically generated with Rational Rose® (Figure 4, Step 3a and Figure 5d). Moreover, Rational Rose® is integrated with the Microsoft Visual C++® development environment. The practice of systematically referring to the UML model to make any change on the skeleton and redo the automatic code generation ensures that the conceptual model always reflects the state of the implementation. It also improves the quality and the uniformity of the documentation and the code.

The modeller can then add the physical model directly in the reserved area of the C++ skeleton (Figure 4, Step 3b and Figure 5e) using Microsoft Visual C++® or any other appropriate development environment. At this stage, the modeller also has the possibility of wrapping a legacy model into the C++ skeleton of the class.
Alternatively, the modeller has the opportunity to use the MATLAB/SIMULINK® [13] visual programming tool for prototyping the physical model (Figure 4, Step 4a and Figure 5f). However, the SIMULINK® model should be consistent with the OO conceptual model to ensure the compliance between the SIMULINK® and the skeleton generated code.

When using MATLAB/SIMULINK®, the modeller shall associate the visual model with a XML data file (Figure 4, Step 4b and Figure 5g) to be consistent within the process. Custom tools were developed to use the XML data files with MATLAB/SIMULINK®: 1) XML files for SIMULINK® models are automatically generated using a m-file export program called MATLAB2XML; 2) parameters defined in XML can be imported in the MATLAB® workspace using the XML2MATLAB m-file program; and 3) the SIMULINK® blocks can be automatically associated with the XML Studio using an automatic configuration m-file.

If the modeller uses the MATLAB/SIMULINK® environment to develop the physical model, the proposed process allows to automatically generate a model component compiled as a Dynamic Link Library (DLL). The component is produced using the Real-Time Workshop® (RTW®) and the Target Language Compiler® (TLC®) COTS products (Figure 4, Step 4c and Figure 5h). RTW® is integrated within SIMULINK® and automatically generates portable and executable C code from the block model. Using the TLC®, included with RTW®, it is possible to customize the generated code and, for instance, wrap the produced C code into a C++ class compliant with the conceptual model. The interface of the resulting class is identical to the one automatically generated from the conceptual model with Rational Rose®. In addition, this code contains the calls to the MATLAB/SIMULINK® functions responsible for the mathematical modelling and the numerical integration. Finally, a custom makefile automatically compiles the generated code into a DLL to produce a stand-alone component.

### 3.2 Source Control

The modelling process produces model data for parameters, entity parts and scenarios in XML file format and model components in DLL file format. The different versions of these files are tracked using Microsoft Visual SourceSafe® COTS product (Figure 4, Step 5 and Figure 5i). SourceSafe® is integrated with the other modelling tools (Microsoft Visual C++®, Rational Rose® and MATLAB®) to optimize file management. Practically, it automates the sharing and the version control of the UML conceptual model, the C++ source code and the SIMULINK models.

### 3.3 Adapter

STRIVE® from CAE (Montreal, Canada) [14] is the simulation framework selected to demonstrate the process. It is an HLA-native framework that internally uses publish and subscribe as interaction mechanism. It implements distributed simulation using the Run-Time Infrastructure (RTI) [10] and supports an extended RPR-FOM. Its architecture is divided into two main elements: 1) a simulation framework, called SFX and 2) a Computer Generated Forces (CGF). It allows adding custom models that only use the SFX or use also the behaviours provided by the CGF.

Custom models are added into STRIVE® as plug-in components in DLL file format. To avoid coding the physical models using framework-dependent API, the proposed M&S process uses an adapter between the generic model DLLs and the STRIVE® SFX. The adapter can be initialized from a library template automatically installed by STRIVE® into Microsoft Visual C++® (Figure 4, Step 6a and Figure 5j). In a single command line, the plug-in is inserted into the STRIVE® framework.
Similarly, the XML data files shall be adapted through a STRIVE® specimen initialization file (Figure 4, Step 6b and Figure 5k). This step represents the minimal effort required so that custom models could be recognized within the STRIVE® CGF.

### 3.4 Simulation Execution

Finally, the simulation is executed in STRIVE® (Figure 4, Step 7 and Figure 5l) to benefit from its built-in functionalities i.e., HLA compliance, distributed capabilities, visual scenario and doctrine creation tools, trajectory waypoints, 2D and 3D viewers, etc. Nevertheless, the custom model remains responsible for initializing dynamically its parameters from the XML files and the simulation results are always logged into XML files to maximize their portability.

### 4.0 THE INCUBATING PROJECT FOR THE M&S PROCESS DEVELOPMENT

This M&S process has been demonstrated in the context of an R&D project aiming at developing a weapon system engagement simulation environment. Typical requirements for such engagement simulations are, for example, to simulate a specific threat X, with the parameters Y, engaging a target Z that could counteract in specific ways. Implemented using a classical approach, this would have resulted in narrow simulation capabilities. With the use of the proposed M&S process, it has been demonstrated that various configurable subparts developed by several specialists can be connected and interchanged dynamically in the STRIVE® simulation framework.

The conceptual modelling allowed to devise and properly structure the main concepts of the simulation i.e., autonomous “Base Entities”, composed of “Parts” equipments, are detecting each other within the “Environment” of the simulation “Theatre”. Standardized terms from the RPR-FOM (such as “BaseEntity”, “WorldLocation”, “VelocityVector”, etc.) were adopted to describe similar concepts. In order to meet the engagement simulation requirements, the base entity concept was specialized, for example, in “Aircraft” or “Weapon” and the part concept, in “Airframe”, “Sensor” or “Propulsion”. The conceptual model proved to be independent of the number and the assembly of instances.

The physical models of the parts used in the simulation were exported to DLL components from an existing MATLAB/SIMULINK® weapons library. All parameter, initial condition, base entity parts composition, scenario and log files were associated to XML files for universal use across the entire M&S process.

The execution of the simulation in STRIVE® allowed to play different scenarios by dynamically instantiating “Aircraft” instances composed of interchangeable parts, each with all configurable parameters. Through STRIVE®, the models also became HLA compliant.

The main objective of the incubating project was to establish a solid architecture and good teamwork practices such as information sharing and documentation. The experimentation of the process showed that such methodology and tools greatly improve the quality of the end product while easing further developments.
5.0 CONCLUSION

This paper proposed an automated iterative process, supported by a suite of software engineering tools and best practices, to guide modellers in the development of reusable and interoperable models. The application of this process brought to light the following advantages:

- the reusability of component models independent of any simulation framework;
- the interoperability improvement from an agreement at the conceptual level;
- the modularity of the models XML data and DLL components;
- the extensibility of the conceptual model and the simulation framework;
- the portability of the simulation data in XML format; and
- the quality and consistency of the outcome due to many automated steps.

On the other hand, the application of the process also showed some noticeable disadvantages like:

- the maintenance of custom tools developed to support the process;
- the uncertainty of being at the mercy of COTS tools providers;
- the significant integration work requiring specific skills;
- the learning curve of the modellers for the conceptual modelling; and
- the rigorous information (database) management required.

Through the experience of the incubating project, the following lessons were learned:

- despite the availability of tools and guidelines, no successful and cost-effective M&S could be achieved without a major change of mind about teamwork in the defence R&D community;
- transparent and efficient information sharing and appropriate communication and documentation must be established within the team;
- reusability and interoperability only occurs with an agreement at the conceptual model level;
- modellers must be left to do what they are the best at, the mathematical modelling of physical behaviours, while conforming to a rigorous method to maximize reusability and interoperability;
- modellers shall be properly educated on subjects such as the UML and the object-oriented paradigm – it is believed that these initial investments would lead to long-term payoff; and
- someone must be responsible for the integration in order to maximize the process efficiency.

Finally, the proposed M&S process only fosters model reusability and interoperability in providing guidelines to modeller teams. However, the object-oriented paradigm does not guarantee reusability and interoperability of the concepts. In order to achieve these requirements to a higher level, some constraints on the abstraction of entities, properties and interactions must be imposed [15].
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• Problem
• Solution
• Proposed M&S process
• Suite of tools
• Incubating project
• Advantages
• Disadvantages
• Lessons learned
• Way ahead
1. Problem

Feature driven M&S

Non-reusable and non-interoperable M&S

Architecture driven M&S

How do we engineer models in order to build reusable, interoperable, extensible, modular and portable M&S applications?
2. Solution

Apply software engineering to M&S

- Based on software engineering concepts, tools and best practices
- To guide the modellers
- Reusable and interoperable models
- Extensible simulation framework
3. The M&S Process

Simulation Modelling
- Conceptual Modelling
  - Scenario Modelling
  - Physical Modelling
- Automatic Code Generation

Model
- Data
- Component
- Adapter

Simulation Execution
- Framework

Simulation Analysis
- Data
- Viewer
3.1 Conceptual Modelling

- **Aim**
  - Abstraction of the relationship between entities, properties, behaviours and interactions to be simulated

- **Concepts**
  - Object-oriented and component-oriented
  - Unified Modeling Language (UML)
  - Design Patterns and domain-specific standards

- **Approach**
  - Reference of design

- **Benefits**
  - Modularity, reusability, interoperability, extensibility
3.2 Physical Modelling

- **Aim**
  - Mathematical representation of entities, properties, behaviours and interactions to be simulated

- **Concepts**
  - Software programming

- **Approach**
  - Specialist modellers
  - Consistency with the conceptual model
  - Object-oriented programming or wrapping
  - Visual programming

- **Benefits**
  - Quality, consistency, interoperability, reusability
3.3 Scenario Modelling

• Aim
  ➢ Configuration of simulation instances

• Concepts
  ➢ Data representation standard
  ➢ eXtensible Markup Language (XML)

• Approach
  ➢ XML schemas
    ▪ Parameters and initial conditions
    ▪ Parts
    ▪ Scenario
    ▪ Log

• Benefits
  ➢ Modularity, reusability, portability, dynamism
3.4 Code Generation

- **Aim**
  - Automatic software representation for the model components and data

- **Concepts**
  - Software integration and automation

- **Approach**
  - Speed up and standardize the end product

- **Benefits**
  - Quality, consistency, uniformity
3.5 Model Component / Data

• Aim
  ➢ Outcome of the modelling phase

• Concepts
  ➢ Model = Component + Data
  ➢ Component = generic object, dynamic, DLL
  ➢ Data = specific instance, configuration, XML

• Approach
  ➢ Pure model independent of the simulation framework

• Benefits
  ➢ Modularity, reusability, dynamism
3.6 Adapter

• Aim
  ➢ Adapt pure models to specific simulation frameworks

• Concepts
  ➢ “Adapter” design pattern
  ➢ Framework API

• Approach
  ➢ Run-time selection of the model to be instantiated
  ➢ Component plug-in
  ➢ Scenario data import

• Benefits
  ➢ Modularity, reusability, extensibility
3.7 Simulation Framework

• Aim
  - Simulation and time management are left to a simulation framework

• Concepts
  - Common infrastructure
  - Object-oriented and component-oriented framework

• Approach
  - Take advantage of built-in functionalities like execution control, scheduling, visual scenario and doctrine creation, HLA compliance, distribution, trajectory waypoints, 2D and 3D viewers, etc.

• Benefits
  - Reusability, interoperability, extensibility
4. The Suite of Tools

Simulation Modelling
- UML/Rational Rose®
  - Rose® XML script
  - Rose® C++ skeleton
  - MATLAB®/SIMULINK®
  - XML Studio
  - C++ / wrapper code
  - MATLAB®/XML link
  - RTW®/TLC®

Model
- XML file
- DLL file
- Data Import
- BaseEntity Adapter

Simulation Execution
- STRIVE®

Simulation Analysis
- XML log file
- XML Studio
5. The Incubating Project

- R&D project for weapon engagement simulation
  - to connect and interchange dynamically configurable subpart models developed by several specialists

- Conceptual model
  - Entities, Parts, Theatre and Environment
  - Standard: RPR-FOM (BaseEntity, WorldLocation, etc.)

- Physical Models
  - MATLAB/SIMULINK® weapons library

- Simulation Execution
  - Dynamic instantiation of configurable entities in STRIVE®
6. Advantages

- Interoperability
  - Agreement at the conceptual level and common framework infrastructure
- Modularity
  - XML data separated from DLL components
- Reusability
  - Modular models independent of any simulation framework
- Extensibility
  - Upgrade the conceptual model and add functionalities to the simulation framework
- Portability
  - Simulation data in XML format
- Quality
  - Consistency and uniformity preserved by automated steps
7. Disadvantages

- Maintenance of custom tools
- Rigorous information management
- Being at the mercy of COTS tools
- Learning curve
- Significant integration work
8. Lessons Learned

- Change of mind
- Transparent and efficient information sharing, appropriate communication and documentation
- Agreement at the conceptual model level
- Modellers must do what they are the best at, while conforming to a rigorous method
- Training is an initial investment that leads to long-term payoff
- Someone must be “responsible” for the integration
9. Way Ahead

• From fostering …
  - The proposed process only fosters reusability and interoperability by providing tools and guidelines to modellers
  - Object-oriented paradigm does not guarantee reusability and interoperability

• To achieving…
  - Constraints must be imposed on the conceptual abstraction of entities, properties and interactions
  - Meta-model to allow interaction between models without prior knowledge of each other
Leader en sciences et technologie de la défense, la Direction de la recherche et du développement pour la défense contribue à maintenir et à accroître les compétences du Canada dans ce domaine.
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**Seeker**

**Name:** Seeker

**Parameters:**

C:\karma\karma.xml\parameters\default\part\Seeker

**Documentation:**

The Seeker class inherits the missile. The role of the Seeker is to determine the target TBD.

**Sensor**

**Name:** Sensor

**Parameters:**

C:\karma\karma.xml\parameters\default\part\Sensor

**Documentation:**

The Sensor class represents an abstraction layer from the Seeker. The Sensor has the role of detecting targets within its Field Of View (FOV). It is a part that composes the missile base entity.
```cpp
//-- Documentation: The Seeker class inherits from the Sensor class which is a part of the
class KARMA_DLL_EXPORT Seeker : public Sensor  /// Inherits: <unnamed>\3CD\79\02\60\12D
{
//-- begin KARMA::Seeker\3BE\57FC019A.includeDeclarations preserve=yes
//-- end KARMA::Seeker\3BE\57FC019A.includeDeclarations

public:
-- Constructor (generated)
  Seeker();

  Seeker(const Seeker &right);

//-- Constructor (specified)
  Operation Seeker\3C9\78\C8\0399
  Seeker (std::string _name, std::string _parameters);

//-- Destructor (generated)
  virtual ~Seeker();

void Seeker::run ()
{
  // begin KARMA::Seeker::run\3BE\5D\CE\00DC.body preserve=yes
  // call run of parent to sense what entities are within our FOV
  Sensor::run();

  // add model code here
  FILE *logFile;
  logFile = fopen("K://KARMA/src/logFile.txt", "a");
  fprintf(logFile, "Dans run de Seeker\n");
  fclose(logFile);

  // upon return of the run of the sensor, follow the base entity defined in the parent
  Data::Vector3 newLocation = mySensorBaseEntity->getWorldLocation();
  newLocation[0] = newLocation[0] - 0.001;
  newLocation[1] = newLocation[1] - 0.001;
  newLocation[2] = newLocation[2];
  theBaseEntity->setWorldLocation(newLocation);

  // print new position of base entity
```
namespace KARMA
{
    SFX_DECLARE_PUBLISHABLE_ACTOR_TYPE( ADAPTERPLUGINLIB, Adapter);

    // class BaseEntity: //forward declaration of Strive::KARMA::Base Entity
    //
    // {group: KARMA Example}
    //
    // Strive::KARMA::Adapter
    // Title: Skeleton for an entry point
    //
    // Description:
    // The Adapter class above is an implementation of a
    // structure that only uses an entry point.
    //
    class ADAPTERPLUGINLIB Adapter : public Cgf::PhysicalEntity,
                                    public virtual Sfx::ISfxEntryPoint,
                                    public virtual IObjectModel,
                                    public virtual IDynamic
    {
        SFX_SETUP_STRUCTURE_TYPE:
        SFX_CANONIC( Adapter);
        SFX_ENABLE_DYNAMIC_ALLOCATION:

        public:
        // Service: KARMA::Adapter::Adapter
        // Title: Constructor for this instance
        // Arguments:
        // ofType - The type descriptor of the instance.
        //
        Adapter( Sfx::ISfxType &ofType = SFX_TYPE(Adapter));

        // Service: KARMA::Vehicle::~Adapter

        #include "Cgfafx/Cgf_IDynamic.h"

        // See Also: Sfx::Value::processAction
        virtual bool32 processAction( controlAction &aControl);
[AIM-9 seeker]

component = Coverage
Scan area center = (0.0,0.0)
Azimuth scan area width = 240.0 deg
Elevation scan area width = 180.0 deg

Maximum detection range = 6000.0

----------------------------------
MISSILE FUSE SECTION
----------------------------------

[AIM-9 fuse]

component = Fixed-wing dynamic #1

; Default and maximum acceleration Maximum value = 10.0
; Default and maximum acceleration Default value = 5.0
; Default and maximum deceleration Maximum value = 7.0
; Default and maximum deceleration Default value = 3.0
; Velocity limits Maximum value = 750.0
; Velocity limits Minimum value = 103.0
; Default velocity for navigation = 250.0

[AGM-114K Hellfire fuse]

component = Coverage
Scan area center = (0.0,0.0)
Azimuth scan area width = 240.0 deg
Elevation scan area width = 180.0 deg

Multiple of the Period of the model = 1
Period of the model = 5
Origin of the terrain = 0.00:00:00/00:00:00, 0.0m

; Dynamics

C: \WINNT\system32\cmd.exe
Demo
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