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Abstract

As the Air Force enters the 21st century, the software that runs our information systems continues to age and become harder to maintain. Organizations that maintain this legacy software are faced with the challenge of rising software maintenance costs. This paper presents a spectrum of software maintenance options that can be used to reduce the cost of maintenance. The software understanding and programmer unfamiliarity factors from the COCOMO II model are compared to graphically show the effect good software understandability can have on the cost of maintenance. The structure, application clarity, and self-descriptiveness of a software module affect its understandability. The cost of software maintenance is quantified by combining factors from the COCOMO II model and the Software Reengineering Assessment Handbook reengineering decision model that affect understandability. A spectrum of software maintenance options include status quo, redocument, reverse engineer, translate source code, restructure within a paradigm, restructure into a new paradigm, and new acquisition is presented. The benefits of each option are presented in terms of their effect on understandability. Organizations faced with rising maintenance costs should consider the full spectrum of software maintenance options before choosing to replace a software module through new acquisition. By using automated tools, some of the reengineering options present a cost-effective way to reduce the cost of software maintenance.
Part 1

Introduction

As we enter the 21\textsuperscript{st} century, one thing is certain: aerospace power will become even more reliant on information as the cornerstone for every military operation we are ordered to undertake.

—Lt Gen William Donahue, HQ USAF/SC

As the importance of information grows, the Air Force becomes more reliant on the computer software that processes this information. As this computer software ages and becomes more costly to maintain, the Air Force faces the challenge of finding ways to reduce the cost of software maintenance.

This paper presents several options that can reduce maintenance costs. These options provide a spectrum of software maintenance options that range from little or no change to a software module up to complete replacement of the module. In order to show the effect of these options, the paper first describes how the understandability of a software module relates to the difficulty in maintaining the module and thus the cost of maintenance. By examining a software cost estimation model and a reengineering decision model, the factors that affect understandability can be extracted. These factors are presented as one way to quantify the cost of software maintenance. The benefits of using each option in the software maintenance spectrum are described in terms of these factors. Organizations that are faced with maintaining aging software can consider this spectrum of options as alternatives to wholesale replacement of their software.
Background and significance of the problem

As Air Force computer software applications grow older, they generally become harder to maintain. As changes and corrections are made to the software applications, the legacy code endures patch after patch. Often the aging application becomes so delicate that even the smallest change can create unpredictable side effects. There are several options short of replacing software modules that may reduce maintenance costs. These options come under the general heading of reengineering and include redocumentation, reverse engineering, translate source code, and restructuring. Redocumentation is a process of generating documentation for the software modules either totally automatically or with some help from the programmer. Reverse engineering is the process of extracting the existing design from a software module in order to help understand what the module is doing. The design is considered to be at a higher level of abstraction than the software itself. Translating the source code can convert a module from an old programming language into a more modern language. Restructuring is used to reorganize the software module making it easier to understand and maintain. A final choice for change is to use the acquisition process to buy a new software application that duplicates the functionality of the aging software application. If done properly, any of these options will reduce the cost of maintenance for a software application.

To appreciate the magnitude of this problem, consider the fact that currently, 30% of the DoD software budget is spent on development, while 70% is spent on maintenance of legacy code. Of these maintenance costs, 50% of the resources are spent on understanding the design and specification of existing systems. Existing and emerging reengineering tools, some of which are fully automated, can help reduce these maintenance costs by providing better documentation of the code through redocumentation, by providing design information through
reverse engineering, and by providing a better structure for the code through restructuring. If
analysis shows the reengineering effort will not be cost-effective, the final option is to consider
replacing the legacy code through new acquisition. All these methods of reengineering or new
acquisition are meant to reduce the cost of software maintenance.

**Cheyenne Mountain Upgrade (CMU) Example**

This section presents one example of how costly the new acquisition of a computer
information system can be. The North American Aerospace Defense Command (NORAD) is
responsible for providing warning of any missile, air, or space attack. The warning system
consists of worldwide missile, atmospheric, and space warning sensors.³ The hub of this system
is located in the Cheyenne Mountain Complex in Colorado Springs, CO. Here, in the Missile
Warning Center, the data from all the sensors is processed by computer software and converted
into useful information that can be displayed and used for decision making. This system has
been operational since 1979 and work began almost immediately to replace and upgrade the
computer software.

The Cheyenne Mountain Upgrade (CMU) program was formally started in 1989 under
Congressional and Defense Acquisition Board direction.⁴ By 1994, the CMU program was eight
years behind schedule and $792 million over budget.⁵ The software programs that had been
delivered were not reliable enough to meet operational needs. As a result, they had to be run
simultaneously with the old software programs costing the Air Force an additional $22 million a
year. The original replacement systems were scheduled for completion in 1987 at a cost of $968
million.⁶ This estimate was moved back to a completion date of 1995 at a total cost of $1.58
billion. The CMU program was finally delivered in 1998 at a cost of $1.7 billion. Table 1 shows
more information on the CMU program.
Table 1. Information on Cheyenne Mountain Upgrade

<table>
<thead>
<tr>
<th>Air Force ACAT IC Program</th>
<th>Cheyenne Mountain Upgrade</th>
</tr>
</thead>
<tbody>
<tr>
<td>Total Number of Systems</td>
<td>One of a Kind</td>
</tr>
<tr>
<td>Prime Contractor</td>
<td>Several</td>
</tr>
<tr>
<td>Total Program Cost (TY$)</td>
<td>$1770M</td>
</tr>
<tr>
<td>Average Unit Cost (TY$)</td>
<td>$1770M</td>
</tr>
<tr>
<td>Full-rate production</td>
<td>1QFY94</td>
</tr>
<tr>
<td>Rebaselined</td>
<td>4QFY94</td>
</tr>
<tr>
<td>Integrated Mission IOT&amp;E</td>
<td>4QFY94</td>
</tr>
<tr>
<td>Service Certified Y2K Compliant</td>
<td>No (In progress)</td>
</tr>
</tbody>
</table>

Source: OSD FY98 Annual Report.

The CMU program is an example of how long it can take and how much money can be spent on acquisition of a new software system. With over 2 million source lines of code (SLOC), the CMU program is a very large, complex software system. After almost 10 years and $1.7 billion, the CMU program was finally completed in 1998. The CMU program was intended to replace the software systems previously running in the Cheyenne Mountain Complex. Was new acquisition the only answer to the maintenance problems? Are there other, less time-consuming and less costly options for improving legacy software? After examining factors that drive the cost of software maintenance, this paper presents options across the spectrum of software maintenance that may be more cost-effective than new acquisition.

Notes

2 Ibid.
4 OSD FY98 Annual Report, Office of the Secretary of Defense
5 GAO AIMD-94-175, Cheyenne Mountain Upgrade
6 Ibid.
7 OSD FY98 Annual Report
Part 2

The Importance of Understandability

*The computer allows you to make mistakes faster than any other invention, with the possible exception of handguns and tequila.*

—Mitch Ratcliffe

In this part of the paper the *understandability* of a software module is presented as a key factor in the cost of software maintenance. If it is hard to understand a software module, it will take longer to fix problems with it, even for a programmer that is quite familiar with the module. This drives up the cost of software maintenance. This effect is presented graphically, showing the significant impact of understandability on a 3000-line software module. Defining and quantifying understandability provides a good start for quantifying the cost of software maintenance.

Software Understanding

The COCOMO II model is a software development tool that can be used to estimate the cost of a new software system. The model estimates the size (in source lines of code or SLOC) and development time (in person-months) required for each software module in the new system.\(^1\) The COCOMO II model includes a formula for estimating the cost of maintaining a newly developed software module.\(^2\) The first part of this formula is based on the idea of *software understanding*, i.e. if the software being maintained is difficult to understand, then more effort
will be required to maintain it. The software understanding (SU) factor from the COCOMO II model provides a basis for quantifying the understandability of a software module. If the SU factor is high, then the module is easy to understand; if the SU factor is low, then the module is hard to understand. Three factors are considered when determining the value of SU for a software module:

1. **Structure.** Is the code modular and highly cohesive?
2. **Application Clarity.** Is the software a good model of the application?
3. **Self-Descriptiveness.** Is the code well organized and well documented?

The *structure* refers to the modularity and cohesion of a software module. Modularity includes such things as whether the module is one large monolithic program or has been broken into smaller, more reasonably sized modules that each implement part of the solution. Structure is also affected by the number of connections to other modules (coupling), the number of logical functions being performed in the module (cohesion), and the complexity of the software in the module as measured by a complexity metric (reference needed). The *application clarity* aspect refers to how well the software module models the application it implements. The *self-descriptiveness* aspect refers to how well the names given to the variables and sub-programs in the module relate to or match the function being performed. Names that are just single letters of the alphabet are generally not good variable or sub-program names. Self-descriptiveness also refers to the documentation available for the software module.

In COCOMO II, the possible values for the SU factor are:

1. **Very high** – strong modularity, high cohesion, great documentation
2. **High** – low coupling, high cohesion, well commented
3. **Nominal** – reasonable structure, moderately good comments
4. **Low** – high coupling, low cohesion, some useful comments, and documentation
5. **Very low** – spaghetti code, very low cohesion, obscure code and documentation
By examining the structure, application clarity, and self-descriptiveness, a software analyst can determine if the SU factor for a module is very high, low, nominal, etc. This determination is subjective and is based on the opinion of the analyst. There are ways to measure the coupling and cohesion of a module, but the overall quality of the modularity, structure, and documentation is still subjective. There are also cases when the software module does not fall neatly into one of the values presented above. For example, a module may have strong modularity and terrible documentation. In these cases, the analyst must make a subjective decision about this module. The SU factor provides a good start for quantifying the understandability of a software module, but more objective measurements are needed.

**Programmer Unfamiliarity**

The COCOMO II model also includes *programmer unfamiliarity* in the formula for calculating the cost of maintaining a software module. If the programmers maintaining the software are unfamiliar with a software module, then more effort will be required to maintain it. This unfamiliarity refers simply to the experience a programmer has with a particular module. The effect on the cost of maintenance of the programmer’s unfamiliarity with the programming language being used or proper maintenance techniques are considered in Part 3 below. The possible values for the programmer unfamiliarity (UNFM) include *completely familiar*, *mostly familiar*, *somewhat familiar*, *considerably familiar*, *mostly unfamiliar*, and *completely unfamiliar*. These values identify how unfamiliar a programmer is with a particular software module and are used in COCOMO II to estimate the cost of maintaining it.
The Importance of Understandability

This section of the paper compares software understanding and programmer unfamiliarity to show their effect on the cost of software maintenance. By using different values for the software understanding (SU) and programmer unfamiliarity (UNFM) factors to calculate the cost of maintenance, the positive effect understandability has on the cost of maintenance can be shown graphically. The more understandable a software module is, the less it costs to maintain it regardless of how familiar a programmer is with the module.

To show the relationship between SU and UNFM, actual values for these factors were used to calculate different cost of maintenance values. The Costar™ system is a software product that implements the COCOMO II model and was used to determine these cost of maintenance values. In the Costar™ system, the cost of maintenance for a particular software module is expressed in person-months. By fixing the value of SU in a series of data points and changing UNFM from completely familiar to completely unfamiliar, the effect of understandability on the cost of maintenance can be demonstrated graphically.

The available demonstration version of the Costar™ system limited the size of the software module to 3000 SLOC. The result is that the values calculated for the cost of maintenance are not substantially different from each other, i.e., they may differ by only a few person-months. If a module that is much larger is considered, the subsequent values for the cost of maintenance will also be much larger and the differences between them more substantial.

Figure 1 shows the relationship between SU and UNFM. In the figure, the Y-axis is the cost of maintaining the software module as expressed in person-months. The X-axis is the value of the programmer unfamiliarity from completely familiar (value 1 on the left) to completely unfamiliar (value 6 on the right). The lines in the chart show the different data series where the
value of SU was held constant and the value of UNFM was changed. The lowest line is where SU had the value *very high*, the next line up is where SU had the value *high*, and so on. The top line is where SU had the value *very low*.

![Figure 1. Software Understanding Versus Programmer Unfamiliarity](image)

As shown in the figure, if the value of SU is *very high*, the effect of the level of programmer unfamiliarity for the module is reduced. This means if the understandability for a module is good, i.e. the structure, application clarity, and self-descriptiveness for the module are all very well done, then the cost of maintenance can be reduced. For example, if the SU factor is *very high*, but a maintenance programmer is completely unfamiliar with a software module, the cost of maintenance is still relatively low (see Figure 1). Comparatively, if the SU factor is *very low*
and the programmer is completely unfamiliar with the module, then the cost of maintenance is relatively high (see Figure 1).

In this way, the quality of the structure, application clarity, and self-descriptiveness of a software module can reduce the effects of programmer unfamiliarity. If the understandability of a software module is good, then a maintenance programmer with any level of familiarity can maintain the module and the cost of maintenance remains relatively low. The factors that affect structure, application clarity, and self-descriptiveness must be examined in further detail in order to help quantify the cost of software maintenance.

Notes

2 Ibid.
3 Costar™ system, based on COCOMO II model, www.softstarsystems.com
4 Ibid. The formula for determining the cost of maintenance values was not readily available in the Costar documentation, so it was not possible to tell if the cost grows in a linear or exponential fashion.
Part 3

Quantifying the Cost of Software Maintenance

“No scene from prehistory is quite so vivid as that of the mortal struggles of great beasts in the tar pits...Large system programming has over the past decade been such a tar pit, and many great and powerful beasts have thrashed violently in it...”

—Fred Brooks

This part of the paper describes several factors that can help quantify the cost of maintaining software systems. As seen in the previous section, the understandability of a software module is key to the cost of maintaining that module. Factors from the COCOMO II and Software Reengineering Assessment Handbook (SRAH) software cost estimation models that relate to the understandability of a software module are described in more detail here. These factors are collected as a list that can be used to help quantify the cost of maintaining software modules.

The COCOMO II Development Cost Model

The COCOMO II model includes many factors that can have an effect on the understandability of a software module. Normally, the COCOMO II model is used to estimate the cost of developing a system of software modules by calculating the length of time required for development and the source lines of code (SLOC) needed for the system. For a more detailed description of the entire COCOMO II model, the reader is referred to Boehm. Since the understandability of a software module is affected by its structure, application clarity, and self-
descriptiveness, the factors from COCOMO II that affect them are examined below. These COCOMO II factors are used to help quantify the cost of software maintenance.

For example, the *product complexity* can affect how well the module models the application, which affects application clarity. If the software module being developed is very complex, including many different functions, input screens, and output displays, then, if not designed well, it may be difficult to understand which part of the application is being implemented by which part of the software module. There are programming techniques that can be used to build these complex things in the most efficient manner possible, such as modeling them as *objects* using techniques from the Object-Oriented Paradigm (OOP).³ But, the degree to which these techniques are used properly and effectively will determine how well a software module models an application. In this way, the complexity of the software module has a direct impact on the application clarity.

The *required reusability* of a software module may improve the structure and self-descriptiveness of the module. If a module is built with the intention of reusing it in future development, then the module will typically be well documented and the inputs, functionality, and outputs of the module will be well defined. This means a module built with reusability in mind will have better structure and better descriptiveness.

The amount of *documentation required* when developing a module clearly affects the self-descriptiveness of the module. A well-documented software module is more understandable because questions about the functionality of the module can be answered by this documentation. Requiring good documentation during the development of a software module is the best way to get accurate, useful documentation.
The capability of the programmer has a large effect on the structure, application clarity, and the self-descriptiveness of a software module. If the programmer is not familiar with the best techniques for analysis and design, or does not have good skill at building software modules, then the structure and application clarity of the module will suffer. The programmer’s choice for variable and procedure names will have a large impact on the self-descriptiveness as well.

The development tools used may impact the structure and application clarity of the software module. If Computer-Aided Software Engineering (CASE) tools are used for the development, such as Rational Apex™, the structure and application clarity of the software module will most likely be good.4

The timeline constraints can have major impacts on the structure and descriptiveness of the software module. If the development of the software module is under tight time constraints shortcuts in development and documentation may be taken. These shortcuts may degrade the structure of the software module and cause the documentation to be missing or incomplete.

All these factors from the COCOMO II model relate to the understandability of a software module and affect the cost of maintenance.

The SRAH Reengineering Decision Model

The SRAH helps organizations decide when to reengineer legacy software modules. It supports the analysis of organizational, technical, and economic factors in this decision process. Several factors included in the SRAH can affect the understandability of a software module. The SRAH model examines many factors to decide whether or not to reengineer.5 The factors that are used to decide whether or not a software module has become too hard to maintain can be used to quantify the cost of maintaining that module. These factors can be related directly to the three factors of understandability, i.e. structure, application clarity, and self-descriptiveness.
For example, the *age* of a software module may indicate how modern the structure of the module is. Newer modules were probably built using good, structured programming techniques. Older modules may have been built with poor structures and then maintained by several different programmers over time. If the software has been developed within the last five years, then chances are good that it was developed using a modern language and that the development staff is still available to answer maintenance questions.⁶ As software modules age, they may be changed and fixed by several different programmers. As this continues, the structure of the module tends to suffer and become harder to understand.

Complexity measurement tools measure the *complexity* of a software module by looking at the structure of a software module. Modules with many decision points and branches are considered complex, so the complexity of a software module is directly related to its structure. Modules with complex structures are harder to understand because of the difficulty in following the decision points and branches. As the complexity of a software module increases it becomes harder to understand.

The *language* factor relates directly to the structure of a module as well as the application clarity. Older, lower-level languages such as FORTRAN do not provide many tools for expressing the solution to a problem in abstract, general ways.⁷ This means the overall structure of the module will be based on low-level, detailed constructs and it may be hard to understand which part of the application this module implements. Newer, higher-level languages such as Ada, Java, and C++ provide the programmer with many more tools for abstraction.⁸ If the application being modeled is an airplane, for example, Ada allows the programmer to associate the data and behavior of the parts of the airplane together in one abstract unit. This improves the structure of modules if done properly, because the solution to a problem can be split into logical
pieces that correspond to the application being modeled. Using a newer, higher-level language improves the structure and application clarity of software modules.

As discussed in the previous section, the documentation provided for a module affects its understandability. If the documentation is missing or completely inaccurate, then the programmer must rely on his/her own ability to read the code and determine the functionality of the software module. The documentation for a software module is a big part of its self-descriptiveness and its understandability.

The personnel knowledge affects the structure and the descriptiveness of the software module. If the programmer maintaining the software module is not an experienced maintenance programmer, he/she may degrade the structure of the module or unnecessarily add to its complexity. If different programmers maintain a single module over time, their differing personal techniques will tend to slowly degrade its structure as well. If the documentation is not changed along with the software module, it will slowly become inaccurate and of little use.

These factors from the SRAH model affect the structure, application clarity, or descriptiveness of a software module, thus affecting the understandability of the module.

The Cost of Software Maintenance

The factors from the COCOMO II and SRAH models that affect the understandability of a software module provide a good way to quantify the cost of software maintenance. The understandability of a software module has a large effect on the cost of its maintenance (as shown in Part 2 above). The COCOMO II and SRAH factors affect understandability because of their effect on the structure, application clarity, and self-descriptiveness of a software module. This part of the paper lists these factors and describes how they quantify the cost of software maintenance.
Table 2 – COCOMO II and SRAH Factors

<table>
<thead>
<tr>
<th>COCOMO II</th>
<th>SRAH</th>
</tr>
</thead>
<tbody>
<tr>
<td>Product complexity</td>
<td>Complexity</td>
</tr>
<tr>
<td>Required reusability</td>
<td>Documented</td>
</tr>
<tr>
<td>Documentation required</td>
<td>Personnel knowledge</td>
</tr>
<tr>
<td>Capability of the programmer</td>
<td>Language</td>
</tr>
<tr>
<td>Development tools used</td>
<td></td>
</tr>
<tr>
<td>Timeline constraints</td>
<td>Age</td>
</tr>
</tbody>
</table>

The table above shows the factors from the COCOMO II and SRAH models that affect understandability. The factors have been arranged in the table in order to highlight similarities. For example, the SRAH factor personnel knowledge is similar to the COCOMO II factor of capability of the programmer. Even though the COCOMO II model is intended to be used in software development and the SRAH model is intended for maintenance and reengineering, they both include similar factors that affect the understandability of a software module. These factors from both models can be combined to quantify the cost of software maintenance.

The following table lists the factors that affect and quantify the cost of software maintenance. In the table, the complexity factor refers to the sophistication of the module in terms of menus, input/output, and functionality, as well as, the complexity of the structure as measured by complexity measurement tools. The reusability factor refers to how easily a software module could be adapted for reuse in another application. The documentation factor refers to the quality of the original documentation effort and the quality of the existing documentation. The capability of the programmer factor refers to the expertise of the original designer as well as the programmers that maintain the software module. The development tool and language use factor refers to the prudent use of CASE tools, programming environments, and modern languages in development and maintenance. The timeline constraints factor refers
to the effect of working under short timeline pressures. The *age* factor refers to how long the module has been maintained.

### Table 3 – Factors in the Cost of Software Maintenance

<table>
<thead>
<tr>
<th>Factor</th>
<th>Decrease</th>
<th>Increase</th>
</tr>
</thead>
<tbody>
<tr>
<td>Complexity</td>
<td>Low</td>
<td>High</td>
</tr>
<tr>
<td>Reusability</td>
<td>High</td>
<td>Low</td>
</tr>
<tr>
<td>Documentation</td>
<td>High</td>
<td>Low</td>
</tr>
<tr>
<td>Capability of the programmer</td>
<td>High</td>
<td>Low</td>
</tr>
<tr>
<td>Development tool and Language use</td>
<td>Good</td>
<td>Poor</td>
</tr>
<tr>
<td>Timeline constraints</td>
<td>Few</td>
<td>Many</td>
</tr>
<tr>
<td>Age</td>
<td>Young</td>
<td>Old</td>
</tr>
</tbody>
</table>

For all these factors, the values in the *decrease* column indicate how this factor will help decrease the cost of maintenance. For example, low *complexity* helps decrease the cost of maintenance. Similarly, the values in the *increase* column indicate how the factor will drive up the cost of maintenance. For example, low *reusability* would increase the cost of maintaining the module.

The factors listed in Table 3 affect the understandability of software modules and quantify the cost of software maintenance. These factors were built by examining factors from both the COCOMO II software development model and the SRAH reengineering decision model. Since the factors in Table 3 affect the structure, application clarity, or self-descriptiveness of a software module, they can increase or decrease the cost of maintenance. These factors will be used in the following section to quantify the benefits of each option across the software maintenance spectrum.
Notes

2 Ibid.
4 Rational Apex, product of Rational Software Corporation, www.rational.com
6 Ibid.
Part 4

The Software Maintenance Spectrum

*Computer /n./: a device designed to speed and automate errors.*
—Jargon File

This part of the paper presents a spectrum of options for maintaining legacy software modules. The benefits of these options are quantified in terms of how they can decrease the cost of maintenance. Each option’s effect on the factors in the cost of maintenance (presented in Table 3) will be discussed below. These options provide a full spectrum of choices for organizations maintaining software modules.

The SRAH report lists six options for reengineering: *redocument, reverse engineer, translate source code, data reengineer, restructure, and retarget.*¹ The *data reengineer* option, which refers to reengineering database products, and the *retarget* option, which is a process used to move a software module from one hardware platform to another, were not included in this study. Thus, the options considered in this study were limited to *redocument, reverse engineer, translate source code, and restructure.*

The *restructure* option can be further broken down based on whether or not the restructuring will shift the software module from one *paradigm* to another. A programming paradigm refers to the way in which a software module is designed and implemented. Structured analysis and design, typically based on functionality, is used in the Imperative paradigm with such languages as Pascal, C, and FORTRAN.² Object-oriented analysis and design is used in the Object-
Oriented Paradigm with such languages as Ada, Java, and C++. Recently, restructuring tools have been developed to convert modules from the Imperative paradigm to the Object-Oriented Paradigm. Thus, the restructure option is broken into \textit{restructure within a paradigm} and \textit{restructure into a new paradigm}.

The SRAH report also lists two classic maintenance strategies: \textit{redevelopment} and \textit{status quo}. The redevelopment option is called \textit{new acquisition} in this study in order to tie this option directly to the Air Force acquisition process. The status quo option means to continue maintaining the software module without reengineering or doing new acquisition.

The spectrum of software maintenance considered in this study includes \textit{status quo}, \textit{redocument}, \textit{reverse engineer}, \textit{translate source code}, \textit{restructure within a paradigm}, \textit{restructure into a new paradigm}, and \textit{new acquisition}. These options are listed from lowest to highest in order of the amount of change (and consequent cost) the existing software module requires.

![Figure 2 - Cost of Change versus Cost of Maintenance](image)

In relative terms, Figure 2 shows the effect on the amount and cost of change versus the effect on the cost of maintenance as the options move across the spectrum from \textit{status quo} to \textit{new acquisition}. As more time and money is invested, the cost of maintenance is expected to
The benefits of these options are discussed below in terms of their effect on understandability (Figure 1) and the factors that affect the cost of maintenance (Table 3).

**Status Quo**

The *status quo* option, which means no reengineering or new acquisition will be done, is a reasonable choice for the maintenance of software modules with little remaining life. The SRAH model states that if a software module is expected to be used for three years or less, the cost of reengineering the module may not be recovered in the life of the module and the organization should consider not reengineering it.6

**Redocument**

The *redocument* option involves generating new documentation for a software module. Some tools are available to help automate this process.7 The benefit of redocumenting is that it improves the *documentation* factor (see Table 3) and improves a software module’s self-descriptiveness. This improves the understandability of a software module. For example, if the understandability of a software module is *low*, redocumenting may make the understandability *nominal* or *high*. As shown in Figure 1, the effects of programmer unfamiliarity are reduced when understandability is *high* and the cost of maintenance will be reduced. The decision to redocument is subjective and based on analysis of the current documentation. If the current documentation is poor and redocumentation is done properly, the redocument option may be an effective way to reduce the cost of maintaining this module.
Reverse Engineer

The reverse engineer option involves extracting design-level information from the software module and may be done automatically or semi-automatically. Design-level information may include the current organization of and communication between modules in the system. It may also include descriptions of the expected input and output of a module. The design-level information can be added to the module’s documentation and may improve the documentation factor (see Table 3) of the module. This can improve the application clarity or self-descriptiveness of the module, thus improving the understandability. As shown in Figure 1, improving the understandability will reduce the cost of maintenance. The amount of improvement gained from reverse engineering is subjective and differs for each module. If the application clarity and self-descriptiveness can be improved, the reverse engineering option may be a cost-effective means of reducing the cost of maintenance.

Translate Source Code

The translate source code option, which involves converting the software module from one programming language to another, may be done automatically and is a low-level transformation. Translating the source code is not considered a significant or beneficial improvement because it is usually obvious that the finished product has been translated from another language. Unless careful steps are taken to take advantage of the new language, the improvement will be minimal. However, translating the source code may positively affect the capability of the programmer factor (see Table 3) if the programmer is familiar with the new language. It may also affect the development tool and language use factor (see Table 3) if there are tools available for the new language. The translate source code option is not the most desirable option, but it may have positive affects on factors that will reduce the cost of maintenance.
Restructure within a Paradigm

The *restructure within a paradigm* option involves changing the structure of a module or set of modules while keeping them in the same programming language paradigm. For example, a system that includes modules written in the FORTRAN programming language could be restructured to improve the structure of the modules while keeping them in FORTRAN language. These improvements could include such things as improving the coupling and cohesion of the modules or removing code that is not being used. These changes may improve the complexity of the modules, and their reusability, thus improving their understandability. As shown in Figure 1, this will reduce the cost of maintenance. The positive effects restructuring has on the understandability of software modules make it a viable option for reducing the cost of software maintenance.

Restructure into a New Paradigm

The *restructure into a new paradigm* option involves restructuring a module or collection of modules and moving them from one programming language paradigm to another. This process is challenging because the fundamental ways of solving the problem change from one paradigm to another. Recently, the Object-Oriented Paradigm (OOP) with the Ada, Java, and C++ languages has become more widely used. This part of the paper will briefly examine the OOP and quantify the benefits of using the OOP in terms of the factors that affect the cost of maintenance.

The OOP is based on the ideas of objects, classes, methods, and inheritance. An *object* models the data and behavior of something from the application domain. For example, when building a flight simulator, airplanes, instruments, and airports are objects from the application domain. Objects are built from *classes* which define the data, i.e. attributes for the objects. For
example, the number of engines is an attribute of an airplane. *Methods* are the pieces of programming language code which implement the behavior of the object such as “bank left” for an airplane. *Inheritance* is an abstraction mechanism that allows common attributes and behavior to be shared between classes. This brief description of the OOP is meant to provide a common framework for discussion. For further information on the OOP, the reader is referred to Booch.\(^{12}\)

One of the benefits of the OOP includes its inherent ability to model the real world application using the terminology from the application domain.\(^ {13}\) Classes and objects get their names from the application domain, which builds a direct link from the application domain to the software being developed. This link improves the *documentation* factor (see Table 3) by inherently providing documentation of what object the software module is modeling. The inherent documentation has a positive effect on the application clarity and improves the understandability of the software module.

For similar reasons, the self-descriptiveness of a software module can be improved because of the link between the application domain and the classes and objects being developed. By naming the classes and objects in the OOP software after objects in the application domain, the classes and objects can be more easily understood. This naming convention helps a maintenance programmer understand the intended functionality of these parts of the software system. The names help document the functionality of the software increasing the self-descriptiveness and understandability of the module.

Using the *restructure into a new paradigm* option may increase the reusability of software modules. If done properly, the interface to the classes and objects that implement these modules will become clearer. This may increase the chances that another programmer will understand the
functionality and can reuse the classes and objects for another application. For example, an airplane class could be adapted from a flight simulator and reused in an air traffic control system. Improving the reusability factor (see Table 3) improves the understandability of the software module and can help reduce the cost of maintaining the module.

The restructure into a new paradigm option may also have a positive effect on understandability base on the expertise of the maintenance programmers. For example, if an organization has programmers that are predominantly skilled at maintaining OOP software, then converting from the Imperative paradigm to the OOP will allow these programmers to use their skills more effectively. This improves the capability of the programmer factor (see Table 3) and may have a positive effect on the understandability of the software modules and reduce the cost of maintenance.

The restructure into a new paradigm option may also improve the understandability of the software modules because of the tools available for maintaining OOP software. For example, an organization can use tools to edit and maintain the attributes and methods of classes and the overall structure of the new OOP system. This will increase the development tool and language use factor (see Table 3) and improve the understandability of the modules to reduce the cost of maintenance.

The benefits of restructuring software modules into the OOP include improvements in the application clarity, self-descriptiveness, inherent documentation, reusability, capability of the programmer, and tools available for maintenance. All these factors combine to improve the understandability of the software modules. As presented in Figure 1, improving the understandability helps reduce the cost of software maintenance.
Because of the many different factors that restructuring to the OOP can affect, there may be large improvements in the understandability of the software modules. For example, if properly done restructuring to the OOP can change the understandability from very low to high. Some systems are available for automatically or semi-automatically converting from the Imperative paradigm to the OOP. If these systems are used, the restructure into a new paradigm option can be a cost-effective way to reduce the cost of software maintenance.

**New Acquisition**

If a software module is replaced through *new acquisition*, then the cost of maintenance for this new module should be reduced. If done properly, all the factors from Table 3 can be improved and the module can have very good understandability. The new acquisition option has the most positive effect on the cost of maintenance, but it also makes the most changes and may take the most time and money (see Figure 2). The Cheyenne Mountain Upgrade example (see Table 1) demonstrates how new acquisition projects may take several years and cost millions of dollars. An organization should carefully consider the benefit versus cost of using the new acquisition option.

**Challenges**

Some of the challenges with using the entire software maintenance spectrum include technology transfer, quality, and scalability. Some of the reengineering techniques are only academic products and are not ready for commercial use. There must be some investment in the transfer of these ideas and technology to industry before they can be used. If the quality of the reengineered product is poor, the cost of maintenance may not be reduced. Some of the reengineering techniques are not able to handle large software systems. For some systems, it is
impossible to operate on a system the size of the Cheyenne Mountain Upgrade with its 2 million
lines of code. These challenges continue to be addressed as the reengineering technologies
mature.
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Part 5

Conclusions

*I have traveled the length and breadth of this country and talked with the best people, and I can assure you that data processing is a fad that won’t last out the year.*

—Prentice-Hall Editor, 1957

As the Air Force enters the 21st century, information processing is here to stay. The Air Force continues to pursue information superiority in the battlespace. As our computer software follows us kicking and screaming into the 21st century, we will continue to face the task of maintaining legacy software. Air Force organizations should consider the entire spectrum of software maintenance options when maintaining legacy software.

This paper used the COCOMO II software development cost estimation model and the SRAH reengineering decision model to demonstrate the importance of *understandability*. Figure 1 showed how understandability can affect the cost of software maintenance. If a software module is easy to understand, the effects of unfamiliar programmers maintaining the module can be minimized. The structure, application clarity, and self-descriptiveness of a software module contribute directly to its understandability. Several factors from the COCOMO II and SRAH models were culled out and presented as factors that affect these three things. These factors were combined and presented in Table 3 as those factors that quantify the cost of software maintenance.
The full spectrum of software maintenance options was presented and benefits of each option were quantified in terms of factors from Table 3. These options include status quo, redocument, reverse engineer, translate source code, restructure in the same paradigm, restructure into a new paradigm, and new acquisition. Figure 2 showed how as more time and money is spent along this spectrum of options, the cost of maintenance is expected to decline. Each option has unique effects on the factors that drive the cost of software maintenance and the benefit of each option was presented in terms of these factors.

Organizations that are faced with the challenge of maintaining legacy software should consider the full spectrum of software maintenance options. Reengineering techniques offer the ability to redocument poorly documented code, reverse engineer the design of the code, translate the source code to a more maintainable language, restructure the code in the same paradigm, restructure the code into a new paradigm, or buy new software. If automated systems are used to accomplish these tasks, in most cases they will provide more cost-effective ways to reduce the cost of software maintenance without requiring total replacement of the module. In this way, organizations can avoid the cost of time and money spent on new acquisition. Organizations need to consider the effect these options will have on their software modules in order to reduce the cost of software maintenance (see Table 3).

The Air Force faces many challenges in the 21st century and maintaining legacy software in an age of ever-increasing dependence on information is one of them. Organizations faced with the challenge of maintaining legacy software should consider the full spectrum of reengineering options before pursuing costly new acquisitions.
Notes

Glossary

**Cohesion.** The extent to which a software module is focused on performing a single function. A module with good cohesion will focus on one or two tightly related functions. A module with poor cohesion will perform many unrelated functions.

**Coupling.** The extent to which a software module has connections to other software modules. This can be measured by counting the number of calls the software module makes to other modules.

**Data reengineering.** Tools that perform all the reengineering functions associated with source code (reverse engineering, forward engineering, translation, redocumentation, restructuring/normalization, and retargeting) but act upon data files.

**Domain objects.** Things in the problem domain that take on identity and behavior. For example, an aircraft has a unique identity, e.g. a tail number, and behavior, e.g. level flight.

**Forward Engineering.** Forward engineering is the set of engineering activities that consume the products and artifacts derived from legacy software and new requirements to produce a new target system.

**Legacy code.** Aging software applications that are hard to maintain. They are often complex, unstructured, and include no documentation.

**Object-oriented programming.** The programming language paradigm that designs software applications to model domain objects with data and behavior.

**Redocumentation.** The process of analyzing the system to produce support documentation in various forms including users manuals and reformatting the systems' source code listings. A special case of redocumentation tools are reformatting tools. Otherwise known as "pretty printers", reformatters make source code indentation, bolding, capitalization, etc. consistent thus making the source code more readable.

**Reengineering** The examination and alteration of an existing subject system to reconstitute it in a new form. This process encompasses a combination of sub-processes such as reverse engineering, restructuring, redocumentation, forward engineering, and retargeting.

**Restructuring.** The engineering process of transforming the system from one representation form to another at the same relative abstraction level, while preserving the subject system's external functional behavior.

**Retargeting.** The engineering process of transforming and hosting or porting the existing system in a new configuration.

**Reverse Engineering.** The engineering process of understanding, analyzing, and abstracting the system to a new form at a higher abstraction level.

**Source Code Translation.** Transformation of source code from one language to another or from one version of a language to another version of the same language (e.g., going from COBOL-74 to COBOL-85).
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