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INSTRUCTOR NOTES

A BRIEF SUMMARY OF WHAT WILL BE COVERED IN THIS MODULE. THE MODULE IS INTENDED TO TAKE A DAY. THE MATERIAL IN THE MODULE COVERS MORE THAN THE ADA LANGUAGE. IT IS THE INTENT TO PROVIDE AN APPRECIATION OF AND INFORMATION RELATED TO THE ENTIRE ADA EFFORT. IN THE COURSE OF THE DAY, EACH OF THESE QUESTIONS WILL BE ANSWERED.

TOPICS TO BE ADDRESSED:

- WHY ADA?
- WHAT ADA IS NOT
- WHAT ADA IS
- WHAT ARE SOME TRANSITION ISSUES WITH ADA,
- WHERE IS ADA NOW AND TOMORROW.

Copyright by SofTech, Inc. 1984. This material may be reproduced by or for the U.S. Government pursuant to the copyright license under DAR clause 7-104.9(a) (May 81).
ADA ORIENTATION FOR MANAGERS
INSTRUCTOR NOTES

THROUGHOUT THIS SECTION, EXPECT QUESTIONS ABOUT THE PRESENTED STATISTICS. MOST HAVE THE
SOURCE LISTED IN THE INSTRUCTOR NOTES. TRY TO AVOID GETTING SIDETRACKED ON THESE ISSUES.

TAKE 45 MINUTES FOR THIS SECTION.
Section 1

Why Ada?
INSTRUCTOR NOTES

THIS SECTION SETS THE HISTORICAL MOTIVATION FOR THE ADA EFFORT; WHY ALL THE INVESTMENT OF TIME AND MONEY BY THE DoD.
TOPICS OUTLINE

WHY ADA?

WHAT ADA IS NOT

WHAT ADA IS

WHAT ARE SOME TRANSITION ISSUES WITH ADA

WHERE IS ADA NOW AND TOMORROW
INSTRUCTOR NOTES

A LIST THAT CHARACTERIZES THE PRESENT STATE OF SOFTWARE DEVELOPED FOR EMBEDDED COMPUTER SYSTEMS.
COMPLEX MILITARY SOFTWARE SYSTEMS ARE

- USUALLY LATE
- MORE EXPENSIVE THAN ORIGINALLY ESTIMATED
- NOT GOING TO WORK TO THE ORIGINAL SPECIFICATIONS
- UNRELIABLE
- DIFFICULT AND COSTLY TO MAINTAIN

THIS IS THE SOFTWARE CRISIS
INSTRUCTOR NOTES

THE FOLLOWING SLIDES DEPICT GRAPHICALLY AND IN LIST FORM RELATED PROBLEMS AND UNDERLYING CAUSES OF THE SOFTWARE CRISIS.
RELATED PROBLEMS
INSTRUCTOR NOTES

IN 1965, COST OF DEVELOPING A SOFTWARE SYSTEM WAS PRIMARILY A HARDWARE COST.

AROUND 1970 THIS BREAKDOWN OF TOTAL COST OF A SYSTEM WAS SPLIT FAIRLY EVENLY BETWEEN HARDWARE AND SOFTWARE.

BUT SINCE THEN, SOFTWARE COSTS FOR A SYSTEM HAVE RISEN DRAMATICALLY WHILE HARDWARE COSTS HAVE PLUMMETED AS A RESULT OF MICRO-CHIP TECHNOLOGICAL ADVANCES.

SOURCE: BARRY BOEHM, DEC. 1976, IEEE TRANSACTIONS
SOFTWARE COSTS INCREASING AS HARDWARE COSTS DECREASING

PERCENT OF COST

YEAR

1965 1970 1985

HARDWARE

SOFTWARE
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INCREASED SOFTWARE COSTS ARE THE SPECIFIC COST OF MAINTAINING/UPGRADING A SYSTEM ONCE IT IS OPERATIONAL.

SOURCE: MODEL ADA CURRICULUM BY GEORGIA TECH FOR THE GOVERNMENT (BUT WAS PROBABLY NOT ORIGINAL TO THEM) -- PUBLIC INFO.
SOFTWARE MAINTENANCE NEARLY TRIPLES ORIGINAL DEVELOPMENT COSTS
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AN ADDITIONAL COST WITH SOFTWARE LIES IN ERROR DETECTION AND CORRECTION.

FOR EXAMPLE:

IF A REQUIREMENTS ERROR IS FOUND AND CORRECTED DURING THE REQUIREMENTS PHASE, YOU CAN JUST CORRECT THE REQUIREMENTS DOCUMENT WITH LITTLE COST IMPACT OF THE ERROR.

IF THE SAME ERROR IS NOT FOUND AND CORRECTED UNTIL MAINTENANCE, THE CORRECTION INVOLVES NOT ONLY DOCUMENT CHANGES SUCH AS SPECIFICATIONS, USER MANUALS, TRAINING MANUALS, BUT WILL ALSO INVOLVE VARIOUS AMOUNTS OF CODE MODIFICATIONS AND REVALIDATION. ERROR CORRECTION AT THIS POINT IN THE LIFE CYCLE IS TYPICALLY 100 TIMES WHAT IT WOULD HAVE BEEN IN THE REQUIREMENTS PHASE.

SOURCE: B. BOEHM, 1981, SOFTWARE ENGINEERING ECONOMICS
DATA IS FROM STUDIES BY IBM, TRW, GTE ON THIS TOPIC
COST OF ERROR CORRECTION

Note: Scale is not linear.
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OTHER ASSOCIATED PROBLEMS WITH DECREASED PRODUCTIVITY AND RELIABILITY OF OUR SOFTWARE ARE THAT THE PROBLEMS WE ARE ATTEMPTING TO SOLVE NOW ARE MUCH MORE COMPLEX THAN IN THE PAST. COMPLEXITY ALONE IS NOT A PROBLEM. IT'S THE LACK OF ADEQUATE TOOLS TO ASSIST IN THE MANAGEMENT OF THE PROBLEM SOLUTION AND THE PROCESS OF IMPLEMENTING THE SOLUTION.
OTHER RELATED PROBLEMS

- SOFTWARE TASKS ARE NOW MORE COMPLEX WITH NO ADEQUATE TOOLS TO DEAL WITH THE PROBLEM

- SUPPORT TOOLS (ASSEMBLERS, LINKERS, DEBUGGER) MUST BE DEVELOPED FOR EACH LANGUAGE AND MACHINE

- LACK OF ADEQUATE MANAGEMENT AND SOFTWARE DEVELOPMENT TOOLS
INSTRUCTOR NOTES

AS ARCHITECTURES HAVE PROLIFERATED, SO TOO HAVE LANGUAGES. THE SUPPORT TOOLS FOR EACH ARCHITECTURE/LANGUAGE COMBINATION MUST BE DEVELOPED ANEW. OUR CURRENT LANGUAGES ARE NOT WELL SUITED TO THE NEEDS OF EMBEDDED COMPUTER SYSTEMS.
OTHER RELATED PROBLEMS

- SOFTWARE IS NOT REUSABLE ON DIFFERENT SYSTEMS

- PROLIFERATION OF LANGUAGES AND ARCHITECTURES

- LANGUAGES NOT SUITED FOR CURRENT APPLICATIONS

- SUPPLY OF QUALITY SOFTWARE PERSONNEL NOT ABLE TO MEET CURRENT SOFTWARE DEMANDS
INSTRUCTOR NOTES

DoD IS CONCERNED WITH MORE THAN JUST SAVING MONEY FROM ITS OWN BUDGET. THIS HAS NATIONAL AND INTERNATIONAL RAMIFICATIONS - AMERICAN TECHNOLOGICAL SUPERIORITY IS BEING CHALLENGED DAILY BY OTHER COUNTRIES: POWER AND MONEY CONSEQUENCES.
THE SOFTWARE CRISIS

IS MORE THAN A DoD CONCERN

INTERNATIONAL IMPLICATIONS OF THE SOFTWARE CRISIS:

- LOSS OF COMPUTER TECHNOLOGY INDUSTRY LEAD
- LOSS OF REVENUE
INSTRUCTOR NOTES

TO COMBAT THIS, DoD HAS INSTIGATED A PLAN TO STANDARDIZE ARCHITECTURES (INSTRUCTION SETS), A PROGRAMMING LANGUAGE, AND A SUPPORT ENVIRONMENT.

IT IS A RETHINKING OF THE WAY IN WHICH SOFTWARE SYSTEMS WILL BE DEVELOPED IN THE FUTURE WITH THE ITEMS LISTED AS VEHICLES OF THAT CHANGE.

BY MODERN SOFTWARE ENGINEERING PRINCIPLES WE MEAN SUCH CONCEPTS AS ABSTRACTION, MODULARITY, INFORMATION HIDING.
DoD's RESPONSE

- A STANDARD LANGUAGE - THE ADA LANGUAGE DEVELOPMENT
- A STANDARD ENVIRONMENT - THE ADA PROGRAMMING SUPPORT ENVIRONMENT DEVELOPMENT
- INCORPORATION OF MODERN SOFTWARE ENGINEERING PRINCIPLES INTO SOFTWARE DEVELOPMENT METHODS AND THE PROGRAMMING LANGUAGE
- MIL-STANDARDS AND DIRECTIVES TO MANDATE CHANGES
- PROCUREMENT "INCENTIVES" TO ENCOURAGE CHANGES
INSTRUCTOR NOTES

THE APPROACH TO THE ADA DESIGN WAS INNOVATIVE. A LIFE-CYCLE APPROACH WAS THEN TAKEN. THE ADA LANGUAGE CAN BE VIEWED AS A PRODUCT MUCH LIKE BUILDING A MISSILE: FROM ANALYSIS OF A PROBLEM AND POSSIBLE SOLUTION, THROUGH REQUIREMENTS (IN THE SERIES OF LANGUAGE REQUIREMENT SPECS), TO OPERATIONAL (WITH ACTUAL COMPILER DEVELOPMENT AND VALIDATION).

IMPORTANT TO NOTE THAT THROUGHOUT THE PROCESS, UNIVERSITIES, INDUSTRY AND COMPILER IMPLEMENTORS WERE SOLICITED FOR INPUT (REVIEWS, OPINIONS).
# DEVELOPMENT OF ADA LANGUAGE

<table>
<thead>
<tr>
<th>Phase</th>
<th>Time</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>ANALYSIS</td>
<td>1970-1975</td>
<td>IDENTIFICATION OF SOFTWARE PROBLEMS IN EMBEDDED MILITARY SYSTEMS (THE CRISIS)</td>
</tr>
<tr>
<td>REQUIREMENTS</td>
<td>1975-1977</td>
<td>STRAWMAN, WOODENMAN, TINMAN LANGUAGE REQUIREMENTS SPECIFICATIONS</td>
</tr>
<tr>
<td>HOLWG:</td>
<td></td>
<td>HOL REQUIREMENTS FOR EMBEDDED SYSTEMS DEFINED</td>
</tr>
<tr>
<td></td>
<td></td>
<td>EXISTING LANGUAGES EVALUATED</td>
</tr>
<tr>
<td>RESULTS:</td>
<td></td>
<td>ONE LANGUAGE IS SUFFICIENT</td>
</tr>
<tr>
<td></td>
<td></td>
<td>NO EXISTING LANGUAGE SATISFIES ALL REQUIREMENTS</td>
</tr>
<tr>
<td></td>
<td></td>
<td>AN EXISTING LANGUAGE SHOULD BE USED AS A BASE</td>
</tr>
<tr>
<td>DESIGN</td>
<td>1977-1978</td>
<td>PRELIMINARY LANGUAGE DESIGN - IRONMAN (RED, BLUE, YELLOW, GREEN)</td>
</tr>
<tr>
<td>PHASE I</td>
<td>1978-1979</td>
<td>FORMAL LANGUAGE DEFINITION - STEELMAN (RED, GREEN)</td>
</tr>
<tr>
<td>PHASE II</td>
<td>1979-1980</td>
<td>FINAL LANGUAGE DEFINITION BY CII HONEYWELL/BULL</td>
</tr>
</tbody>
</table>

*VG 722.1*
INSTRUCTORS NOTES

COMPILER VALIDATION INSTITUTED TO RESTRICT THE PROLIFERATION OF ADA DIALECTS. ADA
COMPILERS MUST BE VALIDATED EITHER YEARLY OR WHEN A NEW VERSION IS RELEASED. VALIDATION
IS PERFORMED BY THE ADA VALIDATION OFFICE (PART OF THE ADA JOINT PROGRAM OFFICE).
VALIDATION ONLY SAYS THAT A COMPILER CONFORMS TO THE ANSI STANDARD LANGUAGE DEFINITION
OF ADA. IT DOES NOT SAY HOW EFFICIENT A COMPILER IS FOR A GIVEN APPLICATION AREA.

DR. DELAVER'S PROCLAMATION MANDATES THE USE OF ADA ON ALL NEW PROJECTS AFTER 1 JANUARY
1984. THE DoD IS TRYING TO DEMONSTRATE ITS SERIOUSNESS IN THE ADA EFFORT.

THE TOTAL NUMBER OF VALIDATED COMPILERS COVERS 11 VENDORS AND MANY COMBINATIONS OF HOST
AND TARGET COMPUTERS. THERE ARE 4 VAX 11/750 SYSTEMS AND 7 VAX 11/780, 782, 785
SYSTEMS, TO NAME THE MOST COMMON COMPUTER.
# LANGUAGE DEVELOPMENT (CONTINUED)

<table>
<thead>
<tr>
<th>Year</th>
<th>Event</th>
</tr>
</thead>
<tbody>
<tr>
<td>TESTING</td>
<td>1980-1982 LANGUAGE REFINEMENT BY INTERNATIONAL REVIEWERS</td>
</tr>
<tr>
<td></td>
<td>COMPILER VALIDATION TEST FACILITY</td>
</tr>
<tr>
<td></td>
<td>ANSI STANDARDIZATION REQUESTED</td>
</tr>
</tbody>
</table>

**OPERATIONAL**

<table>
<thead>
<tr>
<th>Year</th>
<th>Event</th>
</tr>
</thead>
<tbody>
<tr>
<td>1982</td>
<td>COMPILER DEVELOPMENT BY DOD, PRIVATE INDUSTRY, ACADEMIA</td>
</tr>
<tr>
<td></td>
<td>PARALLEL PROJECTS</td>
</tr>
<tr>
<td>FEB 1983</td>
<td>ANSI STANDARDIZATION OF ADA LANGUAGE</td>
</tr>
<tr>
<td>MAR 1983</td>
<td>NYU (ADA/ED) VALIDATED TRANSLATOR</td>
</tr>
<tr>
<td>JUN 1983</td>
<td>ROLM VALIDATED COMPILER</td>
</tr>
<tr>
<td></td>
<td>DR. DELAUER'S PROCLAMATION</td>
</tr>
<tr>
<td>DEC 1984</td>
<td>ALS VALIDATED</td>
</tr>
<tr>
<td>OCT 1985</td>
<td>35 VALIDATED COMPILERS</td>
</tr>
</tbody>
</table>
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SIMILAR FORMAT AS THE LANGUAGE.

OF NOTE: THE SPECIFICATION FOR THE ENVIRONMENTS IS NOT AS RIGOROUS AS FOR THE LANGUAGE SINCE WE KNOW LESS OF WHAT SHOULD BE IN AN ENVIRONMENT.

MAIN ENVIRONMENT PROJECTS: ALS (ADA LANGUAGE SYSTEM)
AIE (ADA INTEGRATED ENVIRONMENT)

- IN 1985, AIE WAS DOWNGRADED TO ACS (ADA COMPILATION SYSTEM)
DEVELOPMENT OF ADA ENVIRONMENTS

ANALYSIS 1977-1978 LANGUAGE ALONE NOT SUFFICIENT TO IMPROVE SOFTWARE DEVELOPMENT

REQUIREMENTS 1978-1979 PRELIMINARY ENVIRONMENT REQUIREMENTS (SANDMAN, PEBBLEMAN)

DESIGN 1980 FORMAL ENVIRONMENT DEFINITION (STONEMAN)

IMPLEMENTATION 1981 ———> COMPILER PLUS ENVIRONMENT DEVELOPMENT PROJECTS FUNDED BY DoD, PRIVATE INDUSTRY, UNIVERSITIES

TESTING 1982 ———> KAPSE INTERFACE TEAM (KIT)/KIT FOR INDUSTRY AND ACADEMIA (KITIA): TASK IS TO DEFINE STANDARD INTERFACES FOR ALS AND AIE

OPERATIONAL/MAINTENANCE 1983 ———>
INSTRUCTOR NOTES

THIS SLIDE IS INCLUDED BECAUSE MANY STUDENTS WANT TO KNOW, "WHAT DOES ADA STAND FOR?"

CHARLES BABBAGE WAS AN INVENTOR LIVING IN THE EARLY 1800'S. HE IS CREDITED WITH DEVELOPING ON PAPER THE FIRST COMPUTER, THE DIFFERENCE ENGINE.

YOU MAY POINT OUT THAT SOME PEOPLE THINK "ADA" STANDS FOR "ANOTHER DAMN ACRONYM."
WHY ADA?

- The language was named in honor of Ada Augusta, the Countess of Lovelace, considered to be the first programmer.

-- Associate of Charles Babbage

-- Wrote an algorithm for Babbage to compute Bernoulli numbers

-- The name is not an acronym!
Section 2
What Ada is Not
INSTRUCTOR NOTES

POSSIBLE APPROACH WOULD BE TO ASK THE STUDENT WHAT THE TERM "ADA" MEANS TO THEM BEFORE SHOWING THE NEXT SLIDE.

ALLOW 15 MINUTES FOR THIS SECTION.
TOPICS OUTLINE

WHY ADA?

WHAT ADA IS

WHAT ADA IS NOT

WHAT ARE SOME TRANSITION ISSUES WITH ADA

WHERE IS ADA NOW AND TOMORROW
ADA...

- ALONE WILL NOT SOLVE YOURS OR DoD's SOFTWARE PROBLEMS
- ALONE WILL NOT INCREASE PRODUCTIVITY
- IS NOT ANOTHER PROGRAMMING LANGUAGE LIKE FORTRAN, COBOL OR PASCAL
- IS NOT "JUST" A LANGUAGE
Section 3

What Ada Is
INSTRUCTOR NOTES

WHAT DO WE MEAN BY THE TERM 'ADA'? 

ALLOW 3 HOURS 10 MINUTES FOR THIS SECTION:

30 MINUTES -- UP TO PROGRAMMING WITH ADA
90 MINUTES -- TO CATALOGUE OF ADA FEATURES
70 MINUTES -- TO END OF SECTION 3.
TOPICS OUTLINE

WHY ADA?

WHAT ADA IS NOT

WHAT ADA IS

WHAT ARE SOME TRANSITION ISSUES WITH ADA

WHERE IS ADA NOW AND TOMORROW
INSTRUCTOR NOTES

THIS SECTION ATTEMPTS TO GIVE A "FEEL" FOR WHAT IS MEANT BY THE ADA EFFORT. A LANGUAGE
OVERVIEW THROUGH AN EXAMPLE IS PRESENTED TO PROVIDE MANAGERS A BRIEF LOOK AT ADA
PROGRAMMING, PLUS A CATALOGUE TO SUMMARIZE THE SCOPE OF THE LANGUAGE AND EACH FEATURE'S
IMPORTANCE. FINALLY A BRIEF BACKGROUND OF ADA ENVIRONMENTS IS PRESENTED, AGAIN
PRIMARILY FOR JARGON.

THE INTENT HERE IS NOT TO TEACH MANAGERS HOW TO PROGRAM IN ADA. IT IS TO PROVIDE SOME
FAMILIARITY WITH THE ADA JARGON THEY ARE LIKELY TO ENCOUNTER IN READING AND IN DEALING
WITH PROGRAMMERS/DESIGNERS.
WHAT IS ADA

A DEFINITION

LANGUAGE OVERVIEW

ENVIRONMENT OVERVIEW
INSTRUCTOR NOTES

IT IS IMPORTANT TO STRESS THAT ADA IS NOT JUST A LANGUAGE -- IT IS A TOOL, LIKE LINKERS, DEBUGGERS, OR METHODOLOGIES, TO DEAL WITH SOFTWARE PRODUCTIVITY.

RELIABLE SOFTWARE IMPLIES THE SOFTWARE PRODUCT WAS BUILT USING METHODS THAT DECREASE THE LIKELIHOOD OF ERRORS IN ANALYSIS, DESIGN, AND CODE. IT ALSO MEANS OUR PRODUCT CAN RECOVER FROM ERRORS OR FAILURE CONDITIONS DURING OPERATION.

MAINTAINABLE SOFTWARE IMPLIES THAT THE STRUCTURE AND ORGANIZATION OF THE SYSTEM ARE CLEAR. THUS MODIFYING THE SYSTEM IS RELATIVELY EASY AND THE CHANGE DOES NOT CAUSE NEW ERRORS.

COST REDUCTION OCCURS ONLY OVER THE LIFE OF THE PRODUCT. WE ARE PRIMARILY CONCERNED WITH PROJECTS OF LONG DURATION WHICH WILL BE MODIFIED AND ENHANCED CONTINUALLY. THERE IS NO COST SAVINGS DURING DEVELOPMENT (IN FACT, THERE COULD BE A COST INCREASE).

PORTABLE SOFTWARE IMPLIES THAT A SOFTWARE PRODUCT (OR COMPONENT) DEVELOPED ON ONE MACHINE ARCHITECTURE CAN BE MOVED TO A DIFFERENT SYSTEM AND CONTINUE TO PERFORM THE SAME.
ADA IS A TOOL

- TO HELP DESIGNERS DESIGN BETTER SYSTEMS
- TO HELP PROGRAMMERS CODE BETTER SYSTEMS
- TO HELP MANAGERS WITH CONFIGURATION MANAGEMENT
- TO DEVELOP SOFTWARE THAT IS
  - RELIABLE
  - MAINTAINABLE
  - LESS COSTLY OVER THE LIFE CYCLE
  - PORTABLE
AGAIN, THE POINT IS THAT THE ADA EFFORT IS THE COMBINED WORKINGS OF THE POINTS STATED ON THE SLIDE. IT PROVIDES A CHANCE TO RE-EVALUATE AND UPGRADE OUR METHODS OF SOFTWARE DEVELOPMENT.
ADA IS A COMBINATION OF

- A COMMON HIGH ORDER LANGUAGE THAT SUPPORTS MODERN SOFTWARE ENGINEERING
- COMMON SUPPORT TOOLS IN A PROGRAMMING DEVELOPMENT SUPPORT ENVIRONMENT
INSTRUCTOR NOTES

THE LANGUAGE OVERVIEW CONSISTS OF THREE SECTIONS: 1) AN INTRODUCTION TO HIGH ORDER LANGUAGES IN GENERAL; 2) WHAT ITS LIKE TO PROGRAM IN ADA; AND 3) A FORMAL CATALOGUE OF ADA FEATURES TO SUMMARIZE THE ENTIRE LANGUAGE.

SKIM OVER 1 IF STUDENTS ALREADY HAVE THE NECESSARY BACKGROUND IN HOLS.
LANGUAGE OVERVIEW

- COMPILER AND HOL BACKGROUND
- ADA PROGRAMMING EXAMPLE
- CATALOGUE OF ADA FEATURES
INSTRUCTOR NOTES

WHAT IS MEANT BY HOL'S AND WHAT ARE THEIR ADVANTAGES.

COMPARISON OF HOL'S TO ASSEMBLY LANGUAGES BY EXAMPLE:
LET'S SAY WE WANT TO EXPRESS $A + B = C$. WHAT ONE MIGHT SEE IN AN HOL AND SOME ASSEMBLY
LANGUAGE ARE SHOWN. NOTICE THAT THE HOL HAS MORE CLOSELY MAPPED OUR ORIGINAL EXPRESSION
AND INTENT THAN THE ASSEMBLY LANGUAGE. BECAUSE OF THIS QUALITY OF HOL'S WE CAN REALIZE
THE LISTED EXAMPLES.
HIGH ORDER LANGUAGES (HOLs)

- ALLOW PROGRAMMERS TO WRITE SOFTWARE IN A MORE ENGLISH-LIKE FORM
  
  HOL: SET C = A + B
  ASSEMBLY LANGUAGE: LOAD A
                    ADD B
                    STORE C

- ADVANTAGES

  PROGRAMS EASIER TO READ
  LANGUAGES FASTER TO LEARN
  ALGORITHMS EXPRESSED MORE NATURALLY (AND MORE ACCURATELY)
  LIFE CYCLE COSTS LOWER
INSTRUCTOR NOTES

PURPOSE IS TO PROVIDE A BRIEF PICTURE OF COMPILERS, SOME RELATED JARGON AND CONCEPTS.
ITEM TO NOTE: (BESIDES COVERING SLIDE CONTEXT) A COMPILER IS A PROGRAM LIKE A SOFTWARE
PROGRAM THAT GUIDES A MISSILE. THIS IDEA IS IMPORTANT AS MANY MANAGERS MAY BE FACED
WITH USING IMMATURE COMPILERS ON THEIR PRODUCTION PROJECTS. THEY MAY BE ABLE TO DEAL
WITH THE SITUATION MORE EFFECTIVELY IF THEY REMEMBER THE MATURITY PROBLEMS OF THE
SOFTWARE THEY ARE DEVELOPING.

EXPECT SOME QUESTIONS SUCH AS, "HOW FAST IS AN ADA COMPILER COMPARED TO LANGUAGE X?", "WILL IT OPTIMIZE EFFICIENTLY?", AND "WHAT COMPILERS ARE AVAILABLE?" IF YOU HAVE NO
STATISTICS IN THIS AREA, TELL THE STUDENTS THAT YOU DO NOT KNOW FOR SURE AND WHAT
STATISTICS ARE AVAILABLE DO NOT REFLECT THE STATE OF ADA COMPILERS TOCOME.
COMPILERS

- ARE COMPUTER PROGRAMS THAT TRANSLATE HOL PROGRAMS (THE SOURCE) INTO FUNCTIONALLY EQUIVALENT MACHINE LANGUAGE PROGRAMS (THE OBJECT)

- GENERALLY HAVE TWO MAJOR PARTS:
  - THE FRONT END THAT DETERMINES THE GRAMMATICAL STRUCTURE AND GENERATES AN INTERMEDIATE LANGUAGE (IL)
  - THE BACK END OR CODE GENERATOR
COMPILERS

PICTORIALLY:

OPTIMIZATIONS AT THE FRONT END AND BACK END HELP TO PRODUCE MORE EFFICIENT CODE BY REMOVING REDUNDANT CODE AND EXPRESSIONS
INSTRUCTOR NOTES

LAST TWO BULLETS ARE IMPORTANT TO NOTE.

DEFINE WHAT ABSTRACTION IS: FOR A GIVEN LEVEL OR VIEWPOINT, WE LOOK AT THE NECESSARY PROPERTIES BUT IGNORE (FOR THE MOMENT) THE UNNECESSARY PROPERTIES.

AN EXAMPLE: MESSAGE SWITCH SYSTEM
CAN BE VIEWED AS MESSAGES COMING INTO A PROCESSING AREA AND MESSAGES ROUTED AFTER PROCESSING (WE IGNORE HOW THE MESSAGE COMES IN AND GOES OUT, AND WHAT EXACTLY ARE THE PROCESSING STEPS)

OR, CAN BE VIEWED AS HARDWARE RECEIVER/TRANSMITTERS, WHICH CONVERT SERIAL/PARALLEL SIGNALS INTO PARALLEL/serial SIGNALS, RECEIVING MESSAGES WHICH ARE QUEUED FOR PROCESSING ... (THIS IS A LOWER LEVEL OF ABSTRACTION)

EXAMPLES FOR LEVELS OF ABSTRACTION:

<table>
<thead>
<tr>
<th>MACHINE</th>
<th>11010001</th>
</tr>
</thead>
<tbody>
<tr>
<td>ASSEMBLY LANGUAGE</td>
<td>ST A, B</td>
</tr>
<tr>
<td>FORTRAN I</td>
<td>A = B+C**D/E</td>
</tr>
<tr>
<td>ALGOL 60</td>
<td>IF &lt;COND A&gt; THEN &lt;DO SOMETHING&gt; ELSE &lt;DO ANOTHER&gt;</td>
</tr>
<tr>
<td>PASCAL</td>
<td>DATA RECORDS</td>
</tr>
<tr>
<td>ADA</td>
<td>DATA STRUCTURES, E.G. QUEUES, STACKS</td>
</tr>
</tbody>
</table>
# LANGUAGE EVOLUTION

- Programming language development viewed as increasing levels of abstraction

<table>
<thead>
<tr>
<th>Language</th>
<th>Abstraction</th>
</tr>
</thead>
<tbody>
<tr>
<td>Machine Language</td>
<td>No abstraction</td>
</tr>
<tr>
<td>Assembly Language</td>
<td>Bit abstraction</td>
</tr>
<tr>
<td>Fortran I, Algol 58</td>
<td>Expression abstraction</td>
</tr>
<tr>
<td>Fortran II, Cobol, Algol 60</td>
<td>Control abstraction</td>
</tr>
<tr>
<td>Pascal, PL/I, Jovial J73</td>
<td>Data abstraction</td>
</tr>
<tr>
<td>Ada</td>
<td>Data/Algorithm abstraction</td>
</tr>
</tbody>
</table>

- With each increase in abstraction, we gain more powerful tools to more accurately express the "real world" in our software algorithms. This allows us to deal more effectively with increasingly complex problems.

- Other languages have individual features/constructs of Ada, but Ada was designed to have it "all" in one place
WHAT IS IT LIKE TO PROGRAM IN ADA?
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THE PURPOSE OF THE EXAMPLE IS TO ILLUSTRATE WHAT IT'S LIKE TO WRITE AN ADA PROGRAM FROM BEGINNING TO END. THIS ALLOWS MANAGERS AN APPRECIATION OF THE PROCESS IN ADA. THIS EXAMPLE IS VERY ELEMENTARY BUT BECAUSE OF THAT, THE STUDENT CAN CONCENTRATE ON THE ADA AND NOT THE ALGORITHMS. THE FORMAT IS TO PARALLEL SOFTWARE DEVELOPMENT. FIRST DECOMPOSE THE PROBLEM FROM THE TOP, DOWN THROUGH SPECIFIC ALGORITHMS TO THE CONTROL STRUCTURE LEVEL. AFTER THIS ANALYZING THE PROBLEM, THE ADA CODE IS BUILT FROM THIS POINT BACK UP TO A COMPLETE ADA SYSTEM. THE ADA SYNTAX IS TOTALY BY EXAMPLE (I.E. OSMOSIS). ADDITIONAL GOALS ARE TO GENERATE A FAMILIARITY WITH ADA, THE EASE WITH WHICH IT CAN BE READ, AND TO CREATE A NON-THREATENING APPRECIATION FOR THE LANGUAGE. TO BUILD THE ADA SYSTEM, WE START FIRST WITH CONTROL STRUCTURES, AS ACTION STATEMENTS IN ADA ARE VERY SIMILAR TO OTHER LANGUAGES. THE STATEMENT CODE FRAGMENTS ARE SIMILAR TO WHAT WILL BE USED IN THE FINAL CODE. IN THIS WAY THE RATIONALE IS SET FOR TYPES AND OBJECTS. NEXT, A LOOK AT TYPE AND OBJECT DECLARATIONS. AGAIN ACTUAL CODE RELATED TO THE EXAMPLE IS USED. CODE COMMENTS PROVIDE EXPLANATIONS OF THE ADA THUS AFTER THE COURSE IS FINISHED, THE STUDENT CAN REFER BACK TO THE COURSE NOTES WITH UNDERSTANDING. THE EXAMPLE NOW BUILDS TO ADA SUBPROGRAMS AND PARAMETERS. AT THIS POINT, THE COMPLETED CODE IS PRESENTED FOR ALL PROCEDURES AND FUNCTIONS. NEXT, THESE RESOURCES ARE COLLECTED INTO AN ADA PACKAGE. ADA PROVIDES THE FACILITIES TO CREATE OUR OWN USAGE PACKAGES. THIS BUILD AN INTUITIVE FEEL FOR THE USEFULNESS OF THE PACKAGE CONCEPT IN ADA. FINALLY, THE MAIN LOGIC PROCEDURE IS PRESENTED WHICH USES THE RESOURCES OF TWO PACKAGES. WITHIN THE MAIN PROCEDURE, A SIMPLE I/O FORMAT IS PRESENTED TO ILLUSTRATE BOTH THE ABILITY TO CREATE ONE'S OWN I/O ROUTINES, SPECIALLY TAILORED, AND TO ALSO SHOW THE USE OF THE 'GET' AND 'PUT' PROCEDURES. AS A WHOLE THE ADA EXAMPLE ILLUSTRATES A BASIC PROGRAM STRUCTURE - I.E. A MAIN DRIVER PROCEDURE USING RESOURCES FROM ONE OR MORE PACKAGES WITH THE PACKAGES IN TURN CONSISTING OF NESTED SUBPROGRAMS. AS PART OF CODING ADA, THE SYSTEM MUST BE COMPILED TO TRANSLATE THE SOURCE TO OBJECT CODE FOR EVENTUAL EXECUTION. COMPILATION AND THE PROGRAM LIBRARY ARE PRESENTED FOLLOWED BY TWO EXAMPLES OF SYSTEM CHANGE.

IT IS CRUCIAL FOR THE INSTRUCTOR TO SET UP THE PURPOSE OF THIS EXAMPLE. OTHERWISE, CONTINUAL SYNTAX QUESTIONS MAY ARISE. (THIS MAY HAPPEN ANYWAY. IF SO, GENTLY REMIND THEM OF THE PURPOSE.)
EXAMPLE 1

A system that records and tracks two-dimensional movement on a radar screen needs a procedure that, given the last position recorded, the current position, the time between those readings, and a new time interval, will predict where the next point should occur. The prediction will assume that no change in speed or direction will occur; the value thus obtained might later be compared to the actual reading to determine patterns of change in either factor. The tracking program thus needs access to a next-point calculation routine, which should be associated with facilities to calculate the distance between two points and to determine velocity. Due to the specifics of the system, a vendor-supplied package containing such routines would be unsuitable.
OUR EXAMPLE PROCESS

STATEMENT OF REQUIREMENTS (COMPLETED)

DECOMPOSITION OF SOLUTION

ADA IMPLEMENTATION (CODE AND COMPILATION)

CHANGES TO THE SYSTEM
INSTRUCTOR NOTES

FOR THE EXAMPLE WE ARE NOT TRYING TO SHOW THE BEST OR ONLY WAY TO APPROACH THE PROBLEM
BUT RATHER TO ILLUSTRATE THE THOUGHT PROCESS INVOLVED IN ADA SYSTEMS.

WE BEGIN AT A HIGH LEVEL OF ABSTRACTION OF THE PROBLEM AND CONTINUE TO DECOMPOSE TO THE
STATEMENT LEVEL.

LET US SUMMARIZE THE OBJECTS TO BE DEALT WITH AND THE OPERATIONS NEEDED TO BE PERFORMED
RELATIVE TO THE OBJECTS.

A PICTURE OF A SOLUTION IS SHOWN. IT HAS BEEN DECIDED TO HAVE A MAIN PROGRAM WHICH
CONTROLS THE OVERALL LOGIC FLOW OF THE SYSTEM. A SMALL PACKAGE WILL IMPLEMENT THE
VECTOR CALCULATIONS. THE MAIN PROCEDURE LOGIC IS PRESENTED AS PSEUDO-CODE FOR THE
MOMENT. BUT THE POSSIBLE SOLUTION MUST BE FURTHER DECOMPOSED TO MORE FULLY UNDERSTAND
THE VECTOR SERVICES.

THIS PROCESS WOULD THEN BE DONE FOR SUCCEEDING LEVELS OF DECOMPOSITION.
DECOMPOSITION OF SOLUTION: TRACKING PROGRAM

OBJECTS

POINTS
TIMES

OPERATIONS

CALCULATE DISTANCE
CALCULATE VELOCITY
CALCULATE NEXT POINT

Compute Tracking Data

Get Coordinates
Get Times
Calculate Distance
Calculate Velocity
Calculate Next Point
Print Distance
Print Velocity
Print Next Point

Vector Services

Calculate Distance
Calculate Velocity
Calculate Next Point
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INSTRUCTOR NOTES

The diagram summarizes the levels of decomposition of the sample design.

We now turn to the actual Ada coding phase.

The names in the diagram are not the names of the resulting subprograms. Here we are discussing functions (not the Ada type).
DESIGN SOLUTION SUMMARY

TRACKING SYSTEM
COORDINATE READINGS

Points and Intervals

Calculate Vector Data

Print Vector Data

Calculate Distance

Calculate Velocity

Calculate Next Point

Calculate Change in X

Calculate Change in Y

Take Square Root of Sum of Squares

Calculate Distance

Division By Time

Calculate Next X

Calculate Next Y
INSTRUCTOR NOTES

THE LISTED ADA FEATURES WILL BE DISCUSSED AS PREPARATION IS MADE FOR THE CODING OF THE SOLUTION.

DO NOT GO INTO DETAIL ABOUT THE ALGORITHMS. THE POINT IS THE STRUCTURE OF THE SOLUTIONS.
ADA FEATURES USED IN SOLUTION

AS WE EXPRESS OUR SOLUTION FOR A TRACKING PROGRAM IN ADA, WE MUST LOOK AT:

- PACKAGES
- SUBPROGRAMS
- CONTROL STRUCTURES AND STATEMENTS
- TYPES AND DECLARATIONS
INSTRUCTOR NOTES

A LOOK AT THE RESOURCES NEEDED BY THE MAIN PROCEDURE REVEALS THAT THEY ALL PROVIDE VECTOR CALCULATION SERVICES OF SOME NATURE. THEY COULD EVEN BE USED BY SOME OTHER TRACKING SYSTEM. SO LET'S GROUP THESE RESOURCES TOGETHER IN SUCH A WAY THAT OTHER SYSTEMS CAN USE THEM. THIS IS DONE THROUGH THE ADA PROGRAM UNIT CALLED PACKAGES.
PACKAGES HAVE TWO PARTS. THE FIRST IS CALLED THE SPECIFICATION. IT TELLS WHAT KINDS OF ACTIONS OR DATA CAN BE USED.
POINT OUT THE TYPE DEFINITIONS. A DESIGN DECISION TO REPRESENT EACH POINT AS AN ARRAY WAS MADE. ARRAYS IN ADA ARE SIMILAR TO ARRAYS IN OTHER LANGUAGES; THEY WILL HAVE A SPECIFIC FORM OR TEMPLATE WHICH IS DESCRIBED IN AN ARRAY TYPE DEFINITION. THE TYPE DEFINITION PROVIDES A DESCRIPTION OF WHAT AN OBJECT OF THE TYPE WOULD LOOK LIKE - IT DOES NOT ALLOCATE ANY STORAGE.
THIS PACKAGE CALLED Vector_Services, SHOWS HOW ALL OF OUR TRACKING RESOURCES CAN BE COLLECTED IN ONE LOGICAL UNIT, FOR USE BY THE MAIN PROGRAM. THE SPECIFICATION PROVIDES ALL INFORMATION NECESSARY TO USE THESE RESOURCES; WE DON'T NEED TO KNOW HOW THEY ARE IMPLEMENTED TO BE ABLE TO CODE THE MAIN PROGRAM.
PACKAGES

package Vector_Services is

  type Coordinate_Type is (X, Y);
  type Point_Type is array (Coordinate_Type) of Float;
  subtype Time_Type is Duration;

  function Distance_Between (Last_Point, This_Point : Point_Type) return Float;

  procedure Calculate_Velocity (From, To : in Point_Type;
                               In_Time : in Time_Type;
                               Velocity : out Float);

  function Next_Point_After (Last_Point, This_Point : in Point_Type;
                           Time_Between_Last, Time_Between_Next : Time_Type)
                           return Point_Type;

end Vector_Services;
INSTRUCTOR NOTES

THE ADA SYSTEM CAN NOW BE FURTHER DEVELOPED BY CODING THE MAIN LOGIC PROCEDURE. THE TRACKING RESOURCES ARE PROVIDED BY THE Vector_Services PACKAGE JUST SHOWN. THE 'WITH' STATEMENT MUST BE USED TO "HOOK TOGETHER" THE MAIN PROGRAM AND THE PACKAGE. THE RESOURCES FROM AN I/O PACKAGE CALLED Text_IO WILL ALSO BE USED.

PROCEDURE Compute_Tracking_Data HAS THE SAME FORMAT AS ANY OTHER PROCEDURE (EXCEPT IT HAS NO PARAMETERS). THIS SLIDE SHOWS THE DECLARATIONS FOR ALL DATA OBJECTS AND LOCAL ROUTINES TO BE USED IN THE STATEMENT PART. THE USE OF "is separate" WILL BE DISCUSSED IN LATER SLIDES.

POINT OUT THE OBJECT DECLARATIONS CREATING OBJECTS OF TYPES Point_Type AND Time_Type (SHOWN ON THE PREVIOUS SLIDE) AS WELL AS OBJECTS OF THE PREDEFINED TYPE FLOAT. EACH OBJECT IS GIVEN A NAME THAT REPRESENTS ITS INTENDED FUNCTION. THE TYPE TEMPLATE NAME DETERMINES HOW THE OBJECT WILL "LOOK" AND FUNCTION (DON'T GO INTO DETAIL OR SYNTAX.)

(IF POSSIBLE, DISPLAY THIS SLIDE AND THE NEXT AT THE SAME TIME.)
with Text_IO, Vector_Services;
use Vector_Services;
procedure Compute_Tracking_Data is

   Last_Point, Current_Point, Next_Point : Point_Type;
   Time_Elapsed, Time_Projected : Time_Type;
   Distance, Velocity : Float;

   package Time_IO is new Text_IO.Fixed_IO (Time_Type);
   package Flt_IO is new Text_IO.Float_IO (Float);

   procedure Get_Point (P : out Point_Type) is separate;
   procedure Put_Point (P : in Point_Type) is separate;

begin -- Compute_Tracking_Data
   executable statements on next page
   end Compute_Tracking_Data;
INSTRUCTOR NOTES

THIS SLIDE SHOWS THE EXECUTABLE PART OF Compute_Tracking_Data.

STATEMENTS TO READ IN THE POINTS AND TIMES WITH THE SERVICES OF TEXT_IO; THE DESIRED INFORMATION IS CALCULATED BY THE FUNCTION AND PROCEDURE CALLS; AND WE PRINT OUR RESULTS WITH THE SERVICES OF TEXT_IO.

SUBPROGRAMS ARE DISCUSSED ON A LATER SLIDE; HERE, JUST POINT OUT THE CALLS AND PARAMETERS.
MAIN PROGRAM LOGIC (Continued)

with Text_IO, Vector_Services;
use Vector_Services;
procedure Compute_Tracking_Data is

declarations on previous page

begin
  -- Compute_Tracking_Data
  -- input points and times
  Text_IO.Put ("Enter coordinates of last position: ");
  Get_Point (Last_Point);
  Text_IO.Put ("Enter coordinates of current position: ");
  Get_Point (Current_Point);

  -- calculate distance, velocity, and new coordinates
  Text_IO.Put ("Time (in seconds) between readings; ");
  Time_IO.Get (Time_Elapsed);  Text_IO.New_Line;
  Text_IO.Put ("Time (in seconds) until next reading; ");
  Time_IO.Get (Time_Project);  Text_IO.New_Line;
  Distance := Distance_Between (Last_Point, Current_Point);
  Calculate_Velocity (Last_Point, Current_Point, Time_Elapsed, Velocity);
  Next_Point := Next_Point_After (Last_Point, Current_Point,
                                 Time_Elapsed, Time_Project);

  -- output calculation results
  Text_IO.Put ("Distance between point was ");
  Flt_IO.Put (Distance);
  Text_IO.Put_Line (" units.");
  Text_IO.Put ("Velocity was ");
  Flt_IO.Put (Velocity);
  Text_IO.Put ("units per second.");
  Text_IO.Put ("After ");
  Time_IO.Put (Time_Project);
  Text_IO.Put ("seconds, the next point should be ");
  Put_Point (Next_Point);

end Compute_Tracking_Data;
INSTRUCTOR NOTES


NOTICE THAT PROCEDURE Sqrt WAS NOT LISTED IN THE SPECIFICATION. Sqrt IS A UTILITY WHICH WILL ONLY BE USED BY THE ALGORITHM Distance_Between. BY PLACING IT IN THE PACKAGE BODY, WE ENSURE THAT NO UNAUTHORIZED TAMPERING OF THE DATA SCORES CAN BE DONE.

BRIEFLY DISCUSS THE INDICATED CONTROL STRUCTURES, POINTING OUT RESERVED WORDS (UNDERLINING MAY BE HELPFUL). DO NOT GET BOGGED DOWN IN SYNTAX; FOCUS ON GENERAL STRUCTURE AND FUNCTION. POINT OUT NESTED CONTROL STRUCTURE, WITH INDENTATION SHOWING LOGICAL NESTING.

THE While LOOP IS AN ITERATIVE CONTROL STRUCTURE, ALLOWING REPETITION OF SOME SEQUENCE OF ACTION WHILE SOME CONDITION IS PRESENT. THE OTHER ITERATIVE CONTROL STRUCTURE IS THE for LOOP (NOT SHOWN), WHICH ALLOWS REPETITION FOR A SPECIFIED NUMBER OF TIMES.
package body Vector_Services is

    function Sqrt (X : Float) return Float is
        Epsilon : constant := 0.000001;     -- LOCAL DECLARATIONS
        Root    : Float    := 1.0;
        begin -- Sqrt
            if X = 0.0 then
                return 0.0;
            else
                Root := (X/Root + Root) / 2.0;
                loop
                    if abs (X/Root**2 - 1.0) >= Epsilon
                        then
                            Root := (X/Root + Root) / 2.0;
                    end loop;
                return Root;
            end if;
        end Sqrt;

    function Distance_Between (Last_Point, This_Point : Point_Type) return Float is
        Dx, Dy : Float;
        begin -- Distance_Between
            Dx := abs (This_Point(X) - Last_Point(X));
            Dy := abs (This_Point(Y) - Last_Point(Y));
            return ( Sqrt( Dx**2 + Dy**2 ) );
        end Distance_Between;
INSTRUCTOR NOTES

INDICATE PROCEDURE AND FUNCTION TEMPLATE STRUCTURE BY UNDERLINING RESERVED WORDS.

A PROCEDURE BEGINS EXECUTION THROUGH A PROCEDURE CALL (SHOWN IN MAIN PROCEDURE BODY), WHICH IS A STATEMENT. A FUNCTION CALL IS AN EXPRESSION (RETURNS A VALUE); THUS EVERY FUNCTION MUST SPECIFY A RETURN TYPE AND MUST EXPLICITLY RETURN A VALUE VIA A RETURN STATEMENT.

POINT OUT THE PARAMETER LISTS AND MODE INDICATIONS. A PARAMETER OF MODE IN IS PASSED TO THE SUBPROGRAM BUT CANNOT BE MODIFIED IN IT; AN OUT PARAMETER IS ONE THAT RETURNS A VALUE ASSIGNED TO IT IN THE SUBPROGRAM. A THIRD MODE, IN OUT, INDICATES A PARAMETER THAT IS PASSED IN, MODIFIED, AND PASSED OUT AGAIN. A FUNCTION PARAMETER MAY BE OF MODE IN ONLY.

IN Next_Point_After, A DESIGN DECISION WAS MADE TO CALCULATE THE CHANGES IN X AND Y VALUES WITHOUT A FURTHER SUBPROGRAM CALL (I.E. WE PUT OUR ALGORITHM IN LINE).

IN THE STATEMENTS WHICH CALCULATE THE NEXT POINT, INDICATE THAT THIS IS AN EXAMPLE OF WHAT STRONG TYPING DOES FOR YOU. TIME VALUES ARE OF TYPE Time_Type WHEREAS POINT COORDINATES ARE FLOAT. ADA WILL CATCH THIS TYPE OF MISMATCH FOR NUMERIC TYPES; CONVERSIONS ARE ALLOWED. A LIKELY QUESTION TO ARISE: CAN CHARACTERS BE CONVERTED TO INTEGER (OR VICE VERSA) IN ADA?
THE VECTOR PACKAGE BODY (Continued)

procedure Calculate_Velocity (From, To : in Point_Type;
    In_Time : in Time_Type;
    Velocity : out Float) is

    begin -- Calculate_Velocity
        Velocity := Distance_Between(From, To)/Float(In_Time);
    end Calculate_Velocity;

    function Next_Point_After (Last_Point, This_Point : in Point_Type;
                           Time_Between_Last, Time_Between_Next : Time_Type)
    return Point_Type is
        -- VALUE RETURNED IS OF POINT_TYPE

        Next_Point : Point_Type;

    begin -- Next_Point_After
        if Time_Between_Last = 0 then
            return This_Point;
        else
            Next_Point(X) := Last_Point(X) + Float(Time_Between_Next/Time_Between_Last)
                * abs (This_Point(X) - Last_Point(X));
            Next_Point(Y) := Last_Point(Y) + Float(Time_Between_Next/Time_Between_Last)
                * abs (This_Point(Y) - Last_Point(Y));
            return Next_Point;
        end if;
    end Next_Point_After;

end Vector_Services;
INSTRUCTOR NOTES

THE PRECEDING SLIDES SHOWED THE PACKAGE BODY AS IT WOULD "REALLY" APPEAR, WITH ALL CODE ACTUALLY LOCATED IN THE BODY. NOTE HOW CONFUSING THIS IS - WE CAN'T AS EASILY SEE WHAT FUNCTIONS, PROCEDURES, ETC. ARE CONTAINED IN THE BODY.

INSTEAD, WE MAY USE THE 'is separate' CLAUSE, WHICH TELLS THE COMPILER THAT THE ACTUAL CODE FOR THE SUBPROGRAM IS IN A SEPARATE PLACE FROM THE PARENT ADA UNIT. THIS PROCESS IS CALLED STUBBING; THE SEPARATE BODIES ARE CALLED SUBUNITS.
package body Vector_Services is

function Sqrt (X : Float) return Float is separate;
return Float is separate;

function Distance_Between (Last_Point, This_Point : Point_Type) is separate;

procedure Calculate_Velocity (From, To : in Point_Type;
In_Time : in Time_Type;
Velocity : out Float) is separate;

function Next_Point_After (Last_Point, This_Point : in Point_Type;
Time_Between_Last, Time_Between_Next : Time_Type) is separate;

end Vector_Services;

BODY
FOR EACH 'SEPARATE' SUBPROGRAM (SUBUNIT) WE INDICATE THE PARENT UNIT AS FOLLOWS:

```plaintext
separate (Vector_Services) -- We Add This Line

function Sqrt (X : Float) return Float is
    Epsilon : constant := 0.000001;
    Root    : Float    := 1.0;
begin -- Sqrt
    if X = 0.0 then
        return 0.0;
    else
        Root := (X/Root + Root) / 2.0;
        while abs (X/Root**2 - 1.0) >= Epsilon
            loop
                Root := (X/Root + Root) / 2.0;
            end loop;
        return Root;
    end if;
end Sqrt;
```
INSTRUCTOR NOTES

THESE ARE THE SUBUNITS STUBBED OUT OF THE MAIN PROCEDURE. NOTE THAT THIS CODE WOULD ADD CONSIDERABLE BULK TO THE MAIN PROCEDURE BODY IF USED IN LINE, WHILE CONTRIBUTING LITTLE TO THE LOGICAL STRUCTURE. STUBBING OUT THESE ROUTINES ALLOWS EASY MODIFICATION OF I/O FORMAT.
MORE SUBUNITS

procedure Get_Point (P : out Point_Type) is
begin -- Get_Point
  Text_IO.Put (" X = ");
  Flt_IO.Get (P(X));
  Text_IO.Put (" Y = ");
  Flt_IO.Get (P(Y));
  Text_IO.New_Line;
end Get_Point;

procedure Put_Point (P : in Point_Type) is
begin -- Put_Point
  Text_IO.Put ("(");
  Flt_IO.Put (P(X));
  Text_IO.Put (" , ");
  Flt_IO.Put (P(Y));
  Text_IO.Put (")");
end Put_Point;
INSTRUCTOR NOTES

CODING OF THE ADA SYSTEM IS COMPLETED. NEXT THE TOPIC OF COMPILATION IN ADA IS DISCUSSED.

COMPILATION UNITS ARE PARTS OF ADA CODE THAT THE LANGUAGE SAYS CAN BE SUBMITTED BY THEMSELVES TO AN ADA COMPILER.

COMPILATION CONSISTS OF SUBMITTING OUR COMPILATION UNITS PLUS THE PROGRAM LIBRARY WHICH IS A FILE THAT WILL CONTAIN CERTAIN INFORMATION ABOUT A UNIT THAT SUBSEQUENT COMPILER SUBMISSION WILL NEED. ONCE COMPILED, THE SUBMITTED COMPILATION UNITS ARE ADDED TO THE PROGRAM LIBRARY.
COMPILATION OF OUR TRACKING SYSTEM

- SUBMIT ALL PROGRAM PARTS AT ONE TIME:

Program Library

Text_IO

Compilation Units

Compute_Tracking_Data
Vector_Services

Ada Compiler

Program Library (Updated)

Compute_Tracking_Data
Text_IO
Vector_Services

Added
New
Compilation
Units

Listings,
Object Code
INSTRUCTOR NOTES

INSTEAD OF SUBMITTING ALL OUR PROGRAM PARTS AT ONE TIME, WE COULD SUBMIT THEM SEPARATELY. LET'S SAY PROGRAMMER 1 CODED OUR Vector_Services PACKAGE. INSTEAD OF WAITING FOR PROGRAMMER 2, WHO WILL HAVE HIS CODE COMPLETED LATER, WE CAN COMPILE THE Vector_Services PACKAGE. THE COMPILER WILL ADD THE NECESSARY INFORMATION ABOUT THE PACKAGE TO THE PROGRAM LIBRARY.

NOTE THAT THE SPECIFICATION AND BODY COULD ALSO BE COMPILED SEPARATELY, BUT THE SPEC MUST BE COMPILED FIRST.
ALTERNATE COMPILATION OF OUR TRACKING SYSTEM

- SUBMIT PROGRAM PARTS (COMPILATION UNITS) SEPARATELY:

RUN 1

Program Library
Text_IO

Compilation Units
Vector_Services
Spec  Body

Ada Compiler

Program Library Updated
Vector_Services
Spec  Body
Text_IO

Listings,
Object Code
INSTRUCTOR NOTES

FOR OUR EXAMPLE, WE WILL COMPILEx THE PACKAGE SUBUNITS AND ADD THEM TO THE PROGRAM LIBRARY.

AGAIN, ALL FOUR SUBUNITS NEED NOT BE COMPILED AT THE SAME TIME. HOWEVER, ANY SUBUNIT THAT DEPENDS UPON ANOTHER MUST BE COMPILED AFTER THE ONE UPON WHICH IT DEPENDS. FOR EXAMPLE, Distance_Between CALLS Sqrt, SO Sqrt MUST BE COMPILED BEFORE Distance_Between.
RUN 2

Program Library

Vector_Services
Spec  Body
Text_IO

Compilation Units

Sqrt
Distance_Between  Sqrt
Calculate_Velocity
Next_Point_After

Ada Compiler

Updated Program Library

Vector_Services
Spec  Body
Distance_Between  Sqrt
Calculate_Velocity
Next_Point_After
Text_IO

Listing,
Object Code
INSTRUCTOR NOTES

ONCE ALL THE RESOURCE PIECES (HERE, THE PACKAGE SPECS FOR TEXT_IO AND Vector_Services) NEEDED BY THE MAIN PROCEDURE ARE IN PROGRAM LIBRARY,
WE CAN COMPILE Compute_Tracking_Data AND ITS SUBUNITS.
RUN 3
INSTRUCTOR NOTES

THE NATURE OF LARGE SYSTEMS IS CONTINUAL CHANGE. WE NEXT LOOK AT HOW THAT CAN AFFECT OUR SOLUTION.

THE GOAL OF THIS SLIDE IS TO ILLUSTRATE ONE OF THE GREAT ADVANTAGES OF ADA - THE PACKAGE FOR LOCALIZATION OF EFFECT OF CHANGES.

ASK THE CLASS: IF WE WANT TO CHANGE THE OUTPUT FORMATS, WHAT DO WE NEED TO CHANGE?
CHANGES TO THE SYSTEM: MAIN PROCEDURE

Suppose we need to change one of the printout formats. Since the package worries about all and only the vector calculations, the package need not be changed or recompiled. However, the subunits of the main procedure must be recompiled when main is changed, since they are potentially affected by the change.
INSTRUCTOR NOTES

ANOTHER EXAMPLE OF EASE OF CHANGE.

POINT OUT THAT NEITHER PROCEDURE MAIN NOR THE PACKAGE Vector_Services NEED TO BE RECOMPILED.

IF THE SUBPROGRAMS HAD NOT BEEN STUBBED OUT, THE PACKAGE BODY (BUT NOT SPEC) WOULD HAVE REQUIRED RECOMPILATION.
CHANGES TO THE SYSTEM: A SUBUNIT

ASSUME WE FIND A BETTER ALGORITHM FOR ONE OF OUR VECTOR ROUTINES. SINCE WE COLLECTED THE ROUTINES IN A PACKAGE AND STUBBED OUT EACH ROUTINE, WE CAN MAKE THE CHANGE TO THE SUBPROGRAM ITSELF WITHOUT REQUIRING ANY CHANGES TO THE MAIN PROCEDURE, THE PACKAGE SPECIFICATION FOR Vector_Services, THE PACKAGE BODY, OR THE OTHER ROUTINES STUBBED FROM THE PACKAGE BODY.
CHANGES TO THE SYSTEM: ADDING A ROUTINE

SUPPOSE WE WANT TO ADD A ROUTINE TO COMPUTE THE ANGLE OF THE VECTOR. SINCE WE COLLECTED OUR VECTOR ROUTINES IN A PACKAGE, WE WANT TO ADD THIS ROUTINE TO THE PACKAGE SPECIFICATION AND BODY OF Vector_Services. WE MODIFIED Vector_Services AND OUR MAIN PROCEDURE DEPENDS ON THOSE RESOURCES.

AS A RESULT WE MUST ALSO RECOMPILE THE MAIN PROCEDURE.
INSTRUCTOR NOTES

THE FIRST THREE LANGUAGE REQUIREMENTS FROM THE STEELMAN DOCUMENT ARE GIVEN. OTHERS ARE EFFICIENCY, SIMPLICITY, IMPLEMENTATION. THESE LAST THREE COULD BE QUITE CONTROVERSIAL AS TO WHETHER ADA ACTUAL SATISFIES ITS OWN REQUIREMENTS.

LIST IS IN ORDER OF IMPORTANCE OF DESIGN CRITERIA. IT SHOULD BE NOTED THAT RELIABILITY IS MORE IMPORTANT THAN EFFICIENCY. ALSO THAT READABILITY IS MORE IMPORTANT THAN WRITABILITY - A PROGRAM IS READ MANY MORE TIMES IN ITS LIFE TIME THAN IT IS WRITTEN.

WHAT ADA IS IS IN LARGE PART DUE TO THE OVERRIDING DESIRE TO HAVE A LANGUAGE DESIGNED TO SATISFY SPECIFIC REQUIREMENTS. IT WAS NOT A HODGE-PODGE OF FAVORITE FEATURES.
THE ADA LANGUAGE WAS DESIGNED FOR

- GENERALITY
  MEETS A WIDE SPECTRUM OF NEEDS

- RELIABILITY
  PROVIDES COMPILE-TIME DETECTION OF CODING ERRORS
  ENCOURAGES MODERN SOFTWARE ENGINEERING PRINCIPLES

- MAINTAINABILITY
  READABILITY IS MORE IMPORTANT THAN WRITABILITY
  ENCOURAGES DOCUMENTATION
INSTRUCTOR NOTES

DoD'S PRIMARY CONCERN WAS DEVELOPING A LANGUAGE TO SUPPORT THE REQUIREMENTS OF EMBEDDED
COMPUTER SYSTEMS (ECS). AN ECS IS A COMPUTER FOUND IN THE CONTEXT OF A LARGER SYSTEM OF
POSSIBLY NON-COMPUTER ITEMS. FOR EXAMPLE: RADAR, MICROWAVE OVENS, MISSILES. THIS IS
NOT DATA PROCESSING BUT REAL TIME SYSTEMS WHICH MUST INTERACT WITH AN EXTERNAL
ENVIRONMENT. ECS NEED PARALLEL PROCESSING, REAL TIME CONTROL, ERROR HANDLING, UNIQUE
I/O CONTROL. WE ARE GENERALLY DEALING WITH SYSTEMS THAT ARE LARGE, WILL BE IN EXISTENCE
FOR MANY YEARS, UNDERGOING CONTINUING MODIFICATIONS. RELIABILITY AND SIZE CONSTRAINTS
ARE CRITICAL FACTORS IN MOST ECS. FOR EXAMPLES, WE CANNOT AFFORD ERRORS IN NUCLEAR
MISSILE SOFTWARE.

DoD WAS ALSO CONCERNED WITH SOFTWARE ENGINEERING METHODS AND PRINCIPLES. IN ADDITION
THE LANGUAGE HAD TO SUPPORT DEVELOPMENT FOR LARGE SCALE PROJECTS AND ADDRESS THE
REUSABILITY OF SOFTWARE.
DoD's REQUIREMENTS FOR THE LANGUAGE

SOFTWARE ENGINEERING

{ STRONG TYPING

DATA ABSTRACTION AND INFORMATION HIDING

STRUCTURED CONTROL CONSTRUCTS

EMBEDDED COMPUTER SYSTEMS

{ CONCURRENT PROCESSING

ERROR HANDLING

MACHINE REPRESENTATION FACILITIES

LARGE SYSTEM DEVELOPMENT

{ SEPARATE COMPILATION AND LIBRARY MANAGEMENT

REUSABLE SOFTWARE

{ PACKAGES AND GENERIC UNITS
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INSTRUCTOR NOTES

THIS SECTION PROVIDES A FORMAL SUMMARY OF THE ACTUAL LANGUAGE. THE STUDENT NOW HAS A CONTEXT FOR THE OVERVIEW. AGAIN THE EMPHASIS IS TO GIVE A FAMILIARITY WITH ADA TERMS NOT NECESSARY TO BE ABLE TO READ ADA PROGRAMS.

THE LISTED ADA FEATURES WILL BE DISCUSSED. FOR EACH A DEFINITION, AND ITS IMPORTANCE TO OUR SOFTWARE OBJECTIVES IS PRESENTED. THE APPROACH IS TOP DOWN.

AS THIS IS A SUMMARY, THE PACE CAN BE FAIRLY BRISK.

BREAK FOR LUNCH HERE.
CATALOGUE OF ADA FEATURES

- PACKAGES
- SUBPROGRAMS
- TASKS
- SEPARATE COMPILATION
- STATEMENTS
- DECLARATIONS
- TYPES
- GENERICS
- OVERLOADING
- EXCEPTIONS
- MACHINE REPRESENTATION SPECS
- I/O
PROGRAM UNITS

ADA SYSTEMS CAN CONSIST OF COMBINATIONS OF:

- PACKAGES
- SUBPROGRAMS
  - PROCEDURES
  - FUNCTIONS
- TASKS
- GENERICS
INSTRUCTOR NOTES

THE SEPARATION OF THE SPECIFICATION FROM THE BODY (THE WHAT FROM THE HOW) IS WHAT GIVES US THE RELIABILITY AND MAINTAINABILITY POINTS OF THE SLIDE. THIS IS CRUCIAL TO AN UNDERSTANDING OF ADA.

INTERFACE ERRORS ARE ONE OF THE MAJOR PROBLEMS IN INTEGRATING MODULES IN LARGE SYSTEMS. WITH THE SPECIFICATION INFORMATION, THE COMPILER CAN PERFORM VALIDITY CHECKS AT COMPILE-TIME RATHER THAN INTEGRATION TIME. IN OTHER WORDS, YOU CAN TEST THE INTERFACES OF THE DESIGN AS A WHOLE BEFORE CODING ANY OF THE ALGORITHMS. IT IS MORE COST EFFECTIVE TO CORRECT ERRORS AT THIS POINT THAN AT INTEGRATION AND TESTING. (RESHOW SLIDE "COST OF ERROR CORRECTION" - SLIDE 1-6).

SPECIFICATIONS CAN BE VIEWED AS LOGICAL INTERFACES.
PROGRAM UNIT STRUCTURE

ALL PROGRAM UNITS HAVE A SIMILAR FORM

- SPECIFICATION
  - DESCRIBES WHAT THE PROGRAM UNIT DOES
  - THIS INFORMATION IS 'VISIBLE' TO (CAN BE USED BY) THIS AND OTHER PROGRAM UNITS

- BODY
  - DETAILS HOW THE PROGRAM UNIT IMPLEMENTS AN ALGORITHM OR STRUCTURE
  - THIS INFORMATION IS 'HIDDEN' FROM (CANNOT BE USED BY) OTHER PROGRAM UNITS

RELIABILITY INCREASED BECAUSE INTERFACE ERRORS CAN BE DETECTED EARLIER

MAINTAINABILITY INCREASED BECAUSE CHANGES TO THE IMPLEMENTATION CAN BE DONE WITHOUT USER PROGRAM UNITS ALSO REQUIRING MODIFICATION
INSTRUCTOR NOTES

THIS IS ONE OF ADA'S STRONGEST FEATURES.

PACKAGES PROVIDE A MEANS TO PHYSICALLY GROUP LOGICALLY RELATED OBJECTS AND OPERATIONS IN SUCH A WAY THAT WHEN WE NEED TO CHANGE PORTIONS OF A SYSTEM WE CAN KNOW THE EXACT AREAS THAT WILL BE AFFECTED. THUS WE CAN REDUCE THE AFFECTED AREA TO A MINIMUM. THIS ALLOWS US CONTROL OF THE PROVERBIAL "RIPPLE EFFECT" ASSOCIATED WITH SYSTEM CHANGES.
PACKAGES

- BASIC STRUCTURING UNIT

- GROUPS LOGICALLY RELATED DATA AND PROGRAM UNITS
  (ENCAPSULATION)

- ARE STRUCTURE REPRESENTATIONS NOT ALGORITHMS

- PROVIDES REUSABLE SOFTWARE COMPONENTS

- MAINTAINABILITY INCREASED BECAUSE EFFECT OF CHANGES
  CAN BE LOCALIZED
INSTRUCTOR NOTES

SUBPROGRAMS ARE BASICALLY AS IN OTHER LANGUAGES.
SUBPROGRAMS

- BASIC EXECUTABLE PROGRAM UNITS

- TWO FORMS OF SUBPROGRAMS
  - PROCEDURE
    - CALLED BY A STATEMENT
  - FUNCTION
    - CALLED IN AN EXPRESSION, ALWAYS RETURNS ONE RESULT

- SUBPROGRAM PARAMETERS PASS VALUES
INSTRUCTOR NOTES

TASKS PROVIDE EXPRESSION OF REAL TIME PROCESSING IN AN HOL.

RENDEZVOUS PROVIDES SYNCHRONIZATION AND THE EXCHANGE OF DATA.
TASKS

- PARALLEL THREADS OF CONTROL
- CONCURRENCY REAL WITH MULTIPROCESSOR; APPARENT WITH SINGLE PROCESSOR
- MECHANISM FOR SYNCHRONIZATION AND DATA TRANSMISSION IS CALLED RENDEZVOUS
- PROVIDES DIRECT MAPPING OF REAL-TIME PROCESSING DESIGNS TO THE LANGUAGE
INSTRUCTOR NOTES

THIS IS A SAMPLE TASK PROGRAM UNIT. DON'T GO INTO ANY DETAIL, JUST INDICATE ITS SIMILARITIES TO A PROCEDURE.
TASKS

task Card_Reader is
  entry Get (C : out Card);
end Card_Reader;

task body Card_Reader is
  Latest_Card : Card;
begin -- Card_Reader
  loop
    Text_IO.Get (Latest_Card);
    accept Get (C : out Card) do
      C := Latest_Card;
    end Get;
  end loop;
end Card_Reader;
INSTRUCTOR NOTES

THIS IS ANOTHER STRONG FEATURE OF ADA.

THIS IS NECESSARY FOR LARGE SOFTWARE SYSTEM DEVELOPMENT BY ALLOWING MANY PROGRAMMERS TO
WORK IN PARALLEL - CODING AND DEBUGGING AND TESTING IN PARALLEL WITH OTHER PROGRAMMERS.
SEPARATE COMPILATION

- Different program units can be compiled separately.
- The body of a program unit can be compiled separately from its corresponding specification.
- Allows many programmers to be developing a system concurrently.
INSTRUCTOR NOTES

DON'T GO INTO THE INDIVIDUAL LISTS OF STATEMENTS. JUST SHOW THAT STATEMENTS EXIST TO HANDLE THE LISTED AREAS OF ACTION AND CONTROL. NOTE THAT THESE ARE ALL THE STATEMENTS IN ADA. STATEMENTS ARE SIMILAR TO OTHER LANGUAGES.
STATEMENTS

• EXAMPLE

if not Found then
    Text_IO.Put ("Name not found.");
end if;

• PROVIDE LOGIC CONTROL OR SPECIFIC ACTIONS

FLOW CONTROL:  GOTO
                IF (CONDITIONAL)
                CASE (CONDITIONAL)
                LOOP & EXIT (ITERATIVE)
                RETURN
                EXCEPTION HANDLERS
                RAISE (EXCEPTIONS)

BASIC ACTIONS:  SUBPROGRAM CALLS
                ASSIGNMENT

REAL-TIME ACTION:  ENTRY CALL
                   ACCEPT
                   ABORT
                   DELAY
                   SELECT

EXCEPTIONS:  RAISE

DECLARATION SCOPE:  BLOCK

VG 722.1 3-42
"CREATING" AN OBJECT MEANS ALLOCATING MEMORY FOR IT (DYNAMICALLY).
OBJECT DECLARATIONS

• EXAMPLE:

        Interval : Time_Type;

• ASSOCIATE A NAME WITH AN OBJECT

• ALL OBJECTS MUST BE EXPLICITLY DECLARED

• PERMIT
  - CONSTANTS
  - VARIABLES
  - DYNAMIC CREATION OF A GIVEN OBJECT AT RUNTIME

• CHOICE OF APPROPRIATE NAMES TO ACCURATELY REFLECT THE OBJECTS
  USE CAN GREATLY IMPROVE THE UNDERSTANDABILITY OF A SYSTEM
  AND THUS MAINTAINABILITY (THEREFORE DECREASED COSTS).
INSTRUCTOR NOTES

TYPE IS CONFUSING TO MANY PEOPLE WITH ONLY A FORTRAN OR ASSEMBLY LANGUAGE BACKGROUND. SIMPLY, A TYPE IS JUST A TEMPLATE, A DESCRIPTION OF HOW SOME OBJECT WILL BEHAVE, BUT IT DOESN'T CREATE THE OBJECT IN MEMORY. AN OBJECT DECLARATION THEN DOES THE ACTUAL CREATION.

EMPHASIZE STRONG TYPING ADVANTAGES AND THE EXAMPLES (BRIEFLY). IT PREVENTS YOU FROM MIXING APPLES AND ORANGES ACCIDENTALLY. IF LOGICALLY YOU WOULD NOT COMBINE OBJECTS, THE USE OF STRONG TYPING CAN REFLECT THIS IN YOUR PROGRAM.
TYPES

• EXAMPLE:

  type List_Type is array (1 .. 15) of Scores_Type;

• A TEMPLATE TO DESCRIBE (NOT CREATE)
  - A SET OF VALUES
    - THE OPERATIONS APPLICABLE TO THOSE VALUES

• PREDEFINED AND USER-DEFINED TYPES

• STRONG TYPING ALLOWS ERROR DETECTION AT COMPILE TIME
  - THE TYPE OF A VARIABLE OR PARAMETER DOES NOT CHANGE ONCE DECLARED
    - EXAMPLE:
      Amount_Of_Gold : Pounds;
      Amount_In_Glass : Ounces;
      Amount_In_Glass := Amount_Of_Gold + 1; -- ILLEGAL

• PROVIDES INCREASED RELIABILITY BECAUSE LANGUAGE CAN BE USED
  - TO PROHIBIT OBJECTS OF DIFFERING LOGICAL TYPES FROM BEING MIXED
  - TO EXPLICITLY STATE DESIGN CONSTRAINTS
INSTRUCTOR NOTES

Generics are similar to macros, but macros are compile-time concepts, and generics are runtime.

Difference between generics and subprograms:

Subprograms can pass values as parameters

Generics can pass types of data as parameters

Reusable program units/software components can be an effective method of reducing overall software costs ... but requires thought and planning.
GENERICS

- Problems that differ only in types of data need only be solved once.

Example:

Sort a list of names
Sort a list of numbers

- Parameterized templates for subprograms or packages (not executable)

- "Instantiation" creates an executable copy of the program unit and substitutes the parameters

- Provides reusable program units
GENERICs

generic
    Size : Positive;
    type Item is private;
package Stack is
    procedure Push (E : in Item);
    procedure Pop (E : out Item);
    Overflow, Underflow : exception;
end Stack;
package body Stack is
    type Table is array (Positive range <>) of Item;
    Space : Table (1 .. Size);
    Index : Natural := 0;
    procedure Push (E : in Item) is
      begin
        if Index >= Size then
          raise Overflow;
        end if;
        Index := Index + 1;
        Space (Index) := E;
      end Push;
    procedure Pop (E : out Item) is
      begin
        if Index = 0 then
          raise Underflow;
        end if;
        E := Space (Index);
        Index := Index - 1;
      end Pop;
end Stack;

INSTANCES OF THIS GENERIC PACKAGE CAN BE OBTAINED AS FOLLOWS:

package Stack_Int is new Stack (Size => 200, Item => Integer);
package Stack_Bool is new Stack (100, Boolean);
INSTRUCTOR NOTES

OVERLOADING IS REALLY A FAMILIAR CONCEPT FROM OTHER LANGUAGES. WE OVERLOAD THE ADDITION OPERATOR (+). IT'S USED FOR INTEGER ADDITION AS WELL AS FOR REAL NUMBER ADDITION. ADA EXTENDS THIS POWER. FOR EXAMPLE, WE CAN "OVERLOAD" THE ADDITION OPERATOR TO OPERATE ON MATRICES.
OVERLOADING

- CONCEPT OF ONE ENTITY NAME REPRESENTING TWO OR MORE ENTITIES
  
  Put ("Distance Between Points is"); -- OUTPUT String VALUE
  
  Put (Distance); -- OUTPUT NUMERICAL VALUE

- IDENTIFIER NAMES, SUBPROGRAMS, OPERATORS CAN BE OVERLOADED

- ALLOWS PROGRAMMERS TO CHOOSE NAMES APPROPRIATE TO THEIR USE
  THE ABSTRACTION AS LONG AS AMBIGUITY CAN BE RESOLVED BY CONTEXT
  OR QUALIFICATION
INSTRUCTOR NOTES

IN REAL TIME SYSTEMS YOU CAN'T AFFORD TO ALLOW A SYSTEM TO CRASH BECAUSE SOME "IMPOSSIBLE" STATE WAS REACHED AT SOME POINT IN THE PROGRAM. EXCEPTIONS ALLOW FOR POSSIBLE CORRECTION AND RESUMED EXECUTION, OR AT LEAST A GRACEFUL EXIT FROM EXECUTION.

NOTE:

EXCEPTIONS ARE NOT JUST FOR ERROR CONDITIONS. THEY CAN BE USED TO INDICATE WHEN SOME SPECIFIC STATE IS REACHED AND TO BRING THIS TO THE ATTENTION OF THE PROGRAM FOR HANDLING. (BACKGROUND, ONLY).
EXCEPTIONS

- AN EXCEPTION STOPS SEQUENTIAL EXECUTION WHEN A PARTICULAR CONDITION IS REACHED, AND TRANSFERS CONTROL TO SOME KNOWN LOCATION WHERE THE CONDITION MAY BE HANDLED

- A MECHANISM FOR FAULT-TOLERANT PROGRAMMING
  ALTERNATIVE TO EXPLICIT ERROR CODE PARAMETERS
  LANGUAGE ALLOWS DIRECT REPRESENTATION OF REAL WORLD ALGORITHM

- PREDEFINED AND USER-DEFINED EXCEPTIONS

- AID TO RELIABILITY
EXCEPTION

begin

...  
exception    -- EXCEPTION HANDLER

  when Heat_Sensor_Failure =>

    ...

  when others =>

    ...

end;
INSTRUCTOR NOTES

THE MOST IMPORTANT ASPECTS OF THIS FACILITY ARE LISTED IN THE FINAL THREE BULLETS.

BY ENCAPSULATING THE MACHINE DEPENDENT CODE, IT IS EASIER TO MAINTAIN THE SYSTEM OR TO RETARGET BECAUSE WE HAVE LOCALIZED THE AREA OF NECESSARY CHANGE.
MACHINE REPRESENTATION SPECIFICATIONS

for Vehicle_Record\'s Size use 1000;

- USED (SPARINGLY) TO SPECIFY THE PHYSICAL REPRESENTATION OF OBJECTS, TYPES, ETC.

- PRIMARILY USED FOR EMBEDDED COMPUTER SYSTEMS

- PERMITS INTERFACES WITH FEATURES OUTSIDE THE LANGUAGE (E.G. INTERRUPTS, I/O DEVICES)

- ALLOWS USER TO INTERFACE WITH HARDWARE PERIPHERALS WHILE REMAINING IN HIGH ORDER LANGUAGE

- RECOMMENDED PRACTICE: ENCAPSULATED (GROUP) FOR PORTABILITY, MAINTAINABILITY

- ONLY A SPECIALIZED FEW WILL NEED TO LEARN THIS FEATURE
INSTRUCTOR NOTES

THE LANGUAGE DEFINES A RICH SET OF FACILITIES, BUT DOES NOT DEMAND FULL SUPPORT.

IF YOUR PART OF A SYSTEM HAS SPECIFIC OR LIMITED I/O NEEDS, THEN YOU ONLY NEED TO HAVE THAT WHICH IS ABSOLUTELY NECESSARY TO YOUR PARTICULAR FUNCTION. YOU DON'T NEED TO HAVE ALL POSSIBLE FORMS/FORMATS OF I/O FOR ALL POSSIBLE USES. DECREASES COMPILe OVERHEAD.
INPUT/OUTPUT

- ACCESSED THROUGH PACKAGES (PREDEFINED AND USER-DEFINED)
- USER HAS COMPLETE CONTROL OF I/O
- PREDEFINED I/O
  - LOW-LEVEL I/O
  - HIGH-LEVEL I/O
    - TEXT I/O
    - DIRECT I/O
    - SEQUENTIAL I/O
INSTRUCTOR NOTES

A SUMMARY OF WHAT/WHERE/WHY ADA IS USEFUL.

AGAIN, S/W ENGINEERING PRINCIPLES IMPLIES SUCH CONCEPTS AS STRUCTURED PROGRAMMING,
STRONG TYPING OF DATA, MODULARITY, READABILITY.
EMPHASIS OF ADA

- USEFUL FOR WIDE RANGE OF APPLICATIONS
  EMBEDDED COMPUTER SYSTEMS
  SYSTEMS PROGRAMMING
  REAL TIME PROGRAMMING
  DATA PROCESSING

- DEVELOPMENT BY PROJECT TEAMS

- SOFTWARE ENGINEERING PRINCIPLES ENCOURAGED AND ENFORCED

- MAINTAINABILITY AND RELIABILITY
INSTRUCTOR NOTES

EARLY IN THE ADA DEVELOPMENT PROCESS, IT WAS CLEARLY RECOGNIZED THAT A LANGUAGE ALONE WAS NOT SUFFICIENT TO ACHIEVE DoD's SOFTWARE GOALS.

AN ADA COMPILER IS USED WITHIN AN S/W DEVELOPMENT ENVIRONMENT.

THIS SECTION PROVIDES A RUDIMENTARY CONCEPT OF THE APSE.
ENVIRONMENT OVERVIEW
ENVIRONMENTS

- PROVIDE A SET OF AUTOMATED TOOLS TO AID SOFTWARE DEVELOPERS AT VARIOUS PHASES IN THE LIFE CYCLE

EXAMPLES: COMPILERS
           LINKERS
           LOADERS
           CODE AUDITORS
           PROGRAMMING SUPPORT LIBRARIES

- PRE-ADA SITUATION WITH ENVIRONMENTS
  MUST BE DEVELOPED FOR EACH MACHINE
  PERSONNEL MUST LEARN A NEW SET OF TOOLS FOR EACH MACHINE
  LIMITED TOOL SETS AVAILABLE
INSTRUCTOR NOTES

SPECIFICALLY ADA ENVIRONMENTS.

THE APSE WAS INTENDED TO BE HOSTED ON ONE PHYSICAL MACHINE (GENERALLY A SIZABLE MAINFRAME) WITH THE TARGET MACHINE OF THE DEVELOPMENT PROBABLY A MUCH SMALLER COMPUTER (WHICH WOULD NOT HAVE THE ADDRESS SPACE/PERIPHERALS NECESSARY).

THE DATABASE OF THE APSE IS AN IMPORTANT FEATURE. IT HOUSES ALL PROJECT SOURCE CODE, OBJECT CODE, AND DOCUMENTATION.
ADA ENVIRONMENTS

- GOAL IS TO PROVIDE AUTOMATED TOOL SUPPORT FOR ALL PROJECT PERSONNEL INVOLVED IN MANAGING, DEVELOPING, AND MAINTAINING SOFTWARE SYSTEMS

- INCLUDES TOOLS FOR ALL PHASES OF LIFE CYCLE

- ADVANTAGES
  - TOOL DEVELOPMENT COSTS REDUCED
  - PORTABILITY OF TOOLS, SOFTWARE, PROGRAMMERS CAN BE USED THROUGHOUT THE LIFE CYCLE

- PORTABILITY ACHIEVED THROUGH A LOW-LEVEL INTERFACE TO THE HOST OPERATING SYSTEM (THE KAPSE) AND MINIMAL SET OF TOOLS (THE MAPSE)
INSTRUCTOR NOTES

CONCEPTUALLY THE STRUCTURE IS IN NESTED LEVELS. AT THE INNER MOST LEVEL IN THE
OPERATING SYSTEM IS THE PHYSICAL DATABASE. ABOVE IT, IS THE KAPSE WHICH TAKES CARE OF
ALL PHYSICAL TO LOGICAL INTERFACES OF THE ENTIRE APSE. ABOVE THE KAPSE, THE APSE SITS.
IT CONTAINS THE SET OF TOOLS NECESSARY TO AID SOFTWARE DEVELOPMENT THROUGHOUT THE LIFE
CYCLE.
ADA ENVIRONMENT STRUCTURE

PORTABLE

NON PORTABLE

KAPSE: KERNEL ADA PROGRAMMING SUPPORT ENVIRONMENT
APSE: ADA PROGRAMMING SUPPORT ENVIRONMENT
APSE

WHAT IS IN EACH PART OF ENVIRONMENT:

**KAPSE:**  NO EXPLICIT TOOLS BUT SUPPORTS -
 DATABASE ACCESS
 I/O
 TERMINAL TO TOOL ACCESS
 RUNTIME SYSTEM

**APSE:**  EXAMPLES OF TOOLS ARE:

<table>
<thead>
<tr>
<th>COMPILERS</th>
<th>SYMBOLIC DEBUGGER</th>
</tr>
</thead>
<tbody>
<tr>
<td>LOADERS</td>
<td>COMMAND INTERPRETER</td>
</tr>
<tr>
<td>LINKERS</td>
<td>FILE ADMINISTRATOR TOOLS</td>
</tr>
<tr>
<td>TEXT EDITOR</td>
<td>CONFIGURATION CONTROL TOOLS</td>
</tr>
</tbody>
</table>

THE KAPSE SHOULD CONTAIN ALL LOW-LEVEL FEATURES NECESSARY TO REHOST ONTO ANOTHER SYSTEM.
INSTRUCTOR NOTES

THIS IS THE COMMON PICTURE OF THE APSE STRUCTURE THAT THE STUDENT WILL SEE.

IT IS OFTEN CALLED "THE GRAPEFRUIT DIAGRAM."
Section 4
What are Some Transition Issues with Ada?
INSTRUCTOR NOTES

TO SUMMARIZE WHERE WE HAVE BEEN AND WHERE WE GO FROM HERE.

WE'VE NOW PRESENTED THE MOTIVATION FOR THE DoD ADA EFFORT PLUS WHAT IS MEANT BY THE TERM ADA, A BRIEF INTRODUCTION TO ADA LANGUAGE FEATURES AND THEIR USE IN OUR OVERALL SOFTWARE IMPROVEMENT PICTURE. IN ADDITION, A MANAGER NEEDS TO KNOW WHAT WILL BE DIFFERENT USING ADA OVER ANY OTHER LANGUAGE.

ALLOW 75 MINUTES FOR THIS SECTION.
TOPICS OUTLINE

WHY ADA?

WHAT ADA IS NOT

WHAT ADA IS

WHAT ARE SOME TRANSITION ISSUES WITH ADA

WHERE IS ADA NOW AND TOMORROW
INSTRUCTOR NOTES

TOPICS COVERED IN THIS SECTION: DIFFERENCES A MANAGER CAN EXPECT, TRAINING ISSUES TO BE AWARE OF, A GUIDE FOR IMPLEMENTING ADA, AND ISSUES RELATED TO PDL'S (PROGRAM DESIGN LANGUAGES).
WHAT ARE SOME TRANSITION ISSUES WITH ADA

- DIFFERENCES
- TRAINING
- SELECTION ISSUES
- A TRANSITION STRATEGY
- PDL
DIFFERENCES WITH ADA

- NEED TO THINK (MUCH) MORE, BUT WILL NEED TO DEBUG (MUCH) LESS

- SOFTWARE "TALKS" ABOUT THE PROBLEM NOT ABOUT THE MACHINE
  
  COMPUTE_TRAJECTORY;

  not

  LOAD ACCUMULATOR

  ROTATE LEFT

  XOR WITH MASK

- MACHINE PERFORMANCE IS NOT ALWAYS THE ONLY PARAMETER TO OPTIMIZE. AT LEAST AS IMPORTANT ARE:

  SCHEDULE/DEVELOPMENT COSTS

  RESPONSIVENESS TO CHANGING REQUIREMENTS

  RELIABILITY
DIFFERENCES WITH ADA (Continued)

- It will be easy to code/design in former language style but harder to learn an "ADA style"

- An increasing importance of design, coding, and documentation standards that are enforced

- Modern software engineering principles can be used more naturally

- The powerful features of ADA require more responsibility, training and knowledge of programmers, designers, and managers. They must be used with purposeful intent

- The impact of system modifications resulting from requirement changes can be greatly reduced, but careful planning is required
INSTRUCTOR NOTES

DESIGNERS AND PROGRAMMERS ARE PROBABLY GOING TO HAVE PROBLEMS WITH THE LANGUAGE CONCEPTS LISTED AND A MANAGER CAN EXPECT TO HEAR A LOT ABOUT THEM.
PREDICTABLE DIFFICULTIES WITH THE LANGUAGE

• STRONG TYPING

• MULTI-TASKING APPROACH TO REAL TIME SYSTEMS

• MODULARITY

• STRUCTURED CONTROL

• ABSTRACTION AND INFORMATION HIDING
INSTRUCTOR NOTES

RELATED TO THE LIST IN THE PRECEDING SLIDE. A MANAGER WILL PROBABLY HEAR VARIATIONS OF THESE OBJECTIONS.
WHAT A MANAGER MIGHT HEAR

- "IT CAN'T BE DONE IN ADA"

USUALLY MEANS:

"I CAN'T FIGURE OUT HOW TO DO IT IN ADA"

- "IT'S INEFFICIENT"

MAY MEAN:

"I DON'T UNDERSTAND IT, AND I WON'T LET YOU FORCE ME TO USE IT"

"THE IMPLEMENTATION IS POORLY MATCHED TO OUR NEEDS"

"WE TRIED IT WITH A DIFFERENT LANGUAGE/COMPILER/CPU AND IT WAS INEFFICIENT"
INSTRUCTOR NOTES

ADA HAS VERY POWERFUL FEATURES. USED WITH PURPOSEFUL INTENT AND KNOWLEDGE, THE BENEFITS CAN BE ENORMOUS. ADA MAY ALSO REQUIRE NEW WAYS TO SOLVE A GIVEN PROBLEM.
REMEMBER:

THE AREAS OF GREATEST DIFFICULTY ARE THOSE OFFERING THE GREATEST POTENTIAL BENEFITS.

ORDER-OF-MAGNITUDE IMPROVEMENT REQUIRES NEW TECHNIQUES, AND NEW TECHNIQUES REQUIRE NEW USAGE PATTERNS.
LACK OF REAL ENVIRONMENT STANDARDIZATION IS A SOURCE OF CONCERN AND QUESTIONING. IF MANY ENVIRONMENTS ARE BEING DEVELOPED NOW, HOW DOES A MANAGER PICK THE "RIGHT" ONE -- I.E., THE ONE THAT HAS THE MOST TOOLS THAT EVENTUALLY BECOME THE "STANDARD"?

THE PROBLEM IS NOT TOO SERIOUS:

- DoD CONTRACTS ARE LIKELY TO PRESCRIBE AN ENVIRONMENT, AND PROVIDE IT GFE (FREE OF CHARGE).

- ENVIRONMENTS ARE EXPENSIVE TO PRODUCE. YOU WON'T SEE A CHAOTIC MARKET, WITH HUNDREDS OF ENVIRONMENTS.
APSE CONCERNS

- Environment has not been standardized like the Ada language
  Limited tool experience to know what is desirable or possible

- Current situation
  Environments being developed by Army, Air Force, Private Industry, and Universities
  Each implementor has defined its own environment, resulting in several "standards"

- Eventual standard achieved through selection of the best of current implementations

- Commercially available off-the-shelf management, development and maintenance tools should be available in future

- APSE configuration management tools will encourage and enforce configuration management
INSTRUCTOR NOTES

A NEW "MIND SET" REFERS TO THIS: TO EFFECTIVELY USE ADA'S FEATURES REQUIRES CHANGING THE WAY WE VIEW A GIVEN PROBLEM. FOR EXAMPLE, REMEMBER HOW IN THE TRACKING SYSTEM EXAMPLE WE WERE MOSTLY PREOCCUPIED WITH MAKING THE SOFTWARE FLEXIBLE AND RE-USABLE. FOR MOST PROGRAMMERS THAT'S A CHANGE IN MIND SET. SIMILAR RE-ORIENTATION IS REQUIRED FOR MORE MICROSCOPIC LANGUAGE TECHNICALITIES.

ANALOGY: IT'S POSSIBLE TO DESIGN A MECHANICAL CALCULATOR AND THEN SIMULATE IT ELECTRONICALLY. BUT THAT'S NOT THE WAY TO DESIGN AN ELECTRONIC CALCULATOR!

THE TIME SPENT IN RETRAINING DOES EVENTUALLY CARRY COST BENEFITS. SOFTWARE SHOULD BECOME MORE RELIABLE, EASIER TO MAINTAIN. PLUS PROGRAMMERS NEED BE TRAINED ONLY ONCE IF ADA IS USED ON ALL PROJECTS. THUS A PROGRAMMER CAN EASILY SWITCH PROJECTS WITH LESS "GEAR UP" TIME.
ADA TRAINING

- MORE INITIAL TRAINING REQUIRED FOR ADA (THAN FORTRAN, BASIC, PASCAL)
  MANY NEW CONCEPTS TO LEARN
  DISCOVER NEW WAYS TO VIEW A PROBLEM (A NEW "MIND SET")
- LEARNING ADA IS AN ITERATIVE PROCESS (NEED TO LEARN SOME ADA, USE THE
  ADA, LEARN MORE ADA ...)
  REINFORCEMENT OF LEARNING IS NECESSARY
  PARALLEL PROJECTS USING ADA FOR REQUIREMENTS, DESIGN, CODE, TEST
- EXTENT OF RETRAINING (AND TIME REQUIRED) IS DEPENDENT ON AN ORGANIZATIONS
  AND AN INDIVIDUALS CURRENT LEVEL OF SOFTWARE METHODOLOGY AND HIGH ORDER
  LANGUAGE EXPERTISE
INSTRUCTOR NOTES

THE MODEL CURRICULUM WAS DEVELOPED BY SOFTECH, INC. FOR THE U.S. ARMY - CECOM.
PRESENTED AS A GUIDE TO START ASSESSING THE TRAINING NEEDS FOR A PARTICULAR ORGANIZATION.

(IF SOMEBODY ASKS) FOR DETAILS, SEE:

ADA SOFTWARE DESIGN METHODS FORMULATION. FINAL REPORT AVAILABLE FROM

NTIS
SPRINGFIELD, VA

DOCUMENT #AD A124 996
U.S. ARMY ADA TRAINING CURRICULUM

L101 
Ada Orientation For Managers 1 day

L102 
Ada Technical Overview 1 day

L103 
Intro To Ada A Higher Order Language 1 day

L201 
Ada For Software Managers 3 days

L202 
Basic Ada Programming 5 days/10 days

L203 
Software Engineering Methodologies 5 days

M101 
Software Engineering For Managers 1 day

M102 
Introduction To Software Engineering 2 days

M201 
Programming Methodology 15 days

M203 
Advanced Ada Topics 5 days/10 days

L301 
Real-Time Concepts 1 day

L303 
Real-Time Systems in Ada 5 days

L401 
Using The Ada Language Reference Manual 2 days

E100 
Ada Language System (AIS) User Course 10 days

E200 
Ada Language System (AIS) Administrator Course 5 days

LEGEND

(L) Ada Language Course Modules
(M) Methodology Course Modules
(E) Ada Language System (ALS) Courses
● Managerial
▼ Practitioner/Technical

Ada® is a registered trademark of the U.S. Department of Defense (Ada Joint Program Office). The U.S. Army Ada Training Curriculum was developed by Softech, Inc. under the Ada Design Methods Training Support contract (DAAB07-83-C-814) sponsored by the Software Technology Development Division (CENTACS) of the U.S. Army Communications Electronics Command (CECOM), Fort Monmouth, N.J.
Prepared by Andrea Cappellini of CENTACS
ARMY MODEL ADA CURRICULUM (Continued)

BACKGROUND

THE U.S. ARMY ADA TRAINING CURRICULUM DEFINES A COMPREHENSIVE SET OF TRAINING MODULES, OR BUILDING BLOCKS, WHICH CAN BE CONNECTED IN A VARIETY OF WAYS TO FORM THE COURSES AND TRAINING PROGRAMS THAT BEST SATISFY A GIVEN SET OF NEEDS.

THE MODULES DIFFER IN ONE OR MORE OF THE FOLLOWING DIMENSIONS.

1. AREA. KNOWLEDGE OF A PROGRAMMING LANGUAGE CANNOT BE EFFECTIVELY SEPARATED FROM KNOWLEDGE OF A SOFTWARE ENGINEERING METHODOLOGY AND THE TOOLS THAT SUPPORT IT (THE SOFTWARE "ENVIRONMENT"). MODULES WHOSE IDENTIFIER STARTS WITH THE LETTER L ARE CONCERNED WITH THE ADA LANGUAGE PROPER: THE LETTERS M AND E IDENTIFY, RESPECTIVELY, METHODOLOGY AND ENVIRONMENT MODULES.

2. DEPTH. THE CURRICULUM IS DESIGNED TO AVOID THE NEED FOR TRAINING EVERY INDIVIDUAL IN EVERY ASPECT OF THE LANGUAGE, METHODOLOGY OR ENVIRONMENT.

3. VIEWPOINT. ADA AND SOFTWARE ENGINEERING ARE OF INTEREST TO MORE THAN JUST PROGRAMMERS. FOR EXAMPLE, A SYSTEM ADMINISTRATOR HAS LITTLE NEED FOR DETAILED INSTRUCTIONS ON USING MOST OF THE SOFTWARE TOOLS BUT MUST BE FULLY AWARE OF THE DEMANDS THAT SUCH TOOLS MAKE ON SYSTEM RESOURCES, OF ANY BACKUP REQUIREMENTS, AND SO ON. IN TURN, ALL THOSE CONCERNS ARE IRRELEVANT TO A PROGRAMMER, WHO IS ONLY INTERESTED IN USING THE TOOLS.
TO PROVIDE THE NECESSARY FLEXIBILITY, THE CURRICULUM DOES NOT PRESCRIBE ANY OF THE FOLLOWING:

a. THE TEACHING METHODOLOGY, SPECIFIC EXAMPLES, PRESENTATION TECHNIQUES, AND MEDIA USED IN EACH MODULE.

b. THE SPECIFIC CONTENTS OF THOSE COURSES WHICH ARE PARTICULARLY SENSITIVE TO THE CHARACTERISTICS OF DIFFERENT ORGANIZATIONS. MOST NOTICEABLY, METHODOLOGY AND ENVIRONMENT MODULES ARE DEFINED IN GENERAL OUTLINE, AND CAN BE ADAPTED TO ANY METHODOLOGY OR ENVIRONMENT.

c. THE EXACT TRAINING REQUIRED BY EACH INDIVIDUAL OF AN ORGANIZATION, AND THE TOTAL SET OF SKILLS TO BE TAUGHT IN AN ORGANIZATION.

d. THE "PACKAGING" OF MODULES INTO COURSES. IT SHOULD BE REMEMBERED THAT A MODULE DEFINES A CAPSULE OF KNOWLEDGE, NOT NECESSARILY A COMPLETE COURSE. THE MOST EFFECTIVE COURSES WILL BE THOSE INTEGRATING SEVERAL MODULES, POSSIBLY FROM DIFFERENT AREAS.

THE CURRICULUM DOES DEFINE A SET OF PRECEDENCES AMONG THE MODULES. THE INTENDED INTERPRETATION OF THE CURRICULUM CHART IS AS FOLLOWS: INPUTS TO THE BOX CORRESPONDING TO A GIVEN MODULE DEFINE THE PREREQUISITES FOR THAT MODULE. IT IS SPECIFICALLY NOT THE INTENT TO RECOMMEND SPECIFIC PATHS THROUGH THE CHART. IN OTHER WORDS, A LINE FROM A BOX B1 TO A BOX B2 MEANS THAT MODULE B2, IF OF INTEREST, SHOULD BE TAKEN AFTER MODULE B1; IT DOES NOT MEAN THAT, AFTER TAKING MODULE B1, AN INDIVIDUAL MUST PROCEED TO MODULE B2.
EXAMPLE: SOFTWARE MANAGERS

U.S. ARMY Ada TRAINING CURRICULUM

L101 Ada Orientation For Managers 1 day
L102 Ada Technical Overview 1 day
L103 Intro To Ada A Higher Order Language 1 day
M101 Software Engineering For Managers 1 day
M102 Introduction To Software Engineering 2 days
E100 Ada Language System (AL S) User Course 10 days
L201 Ada For Software Managers 3 days
L202 Basic Ada Programming 5 days/10 days
M201 Software Engineering Methodologies 5 days
M203 Programming Methodology 1-5 days
E200 Ada Language System (AL S) Administrator Course 5 days
L303 Real Time Concepts 1 day
L305 Advanced Ada Topics 5 days/10 days
L401 Real Time Systems in Ada 5 days
L402 Using The Ada Language Reference Manual 2 days

LEGEND

(L) Ada Language Course Modules
(M) Methodology Course Modules
(E) Ada Language System (AL S) Courses
● Managerial
▼ Practitioner/Technical

Ada® is a registered trademark of the U.S. Department of Defense (Ada Joint Program Office). The U.S. Army Ada Training Curriculum was developed by Softech, Inc. under the Ada Design Methods Training Support contract (DAAH07-93-C-R014) sponsored by the Software Technology Development Division (CENTACS) of the U.S. Army Communications Electronics Command (CECOM), Fort Monmouth, N.J.
Prepared by Andrea Cappellini of CENTACS
INSTRUCTOR NOTES

IN THIS CONTEXT, A "PROGRAMMER" IS A (TYPICALLY, JUNIOR) PERSON WHO IMPLEMENTS INDIVIDUAL MODULES FOLLOWING SPECIFICATIONS WRITTEN BY A "DESIGNER."
EXAMPLE: JUNIOR PROGRAMMERS

U.S. ARMY Ada TRAINING CURRICULUM

L101
Ada Orientation For Managers
1 day

L102
Ada Technical Overview
1 day

L103
Intro To Ada A Higher Order Language
1 day

L201
Ada For Software Managers
3 days

L202
Basic Ada Programming
5 days/10 days

L301
Real-Time Systems in Ada
5 days

L302
2 days

L305
Advanced Ada Topics
5 days/10 days

M101
Software Engineering For Managers
1 day

M102
Introduction To Software Engineering
2 days

M201
Software Engineering Methodologies
5 days

M203
Programming Methodology
15 days

E100
Ada Language System (ALS) User Course
10 days

E200
Ada Language System (ALS) Administrator Course
5 days

LEGEND

(L) Ada Language Course Modules
(M) Methodology Course Modules
(E) Ada Language System (ALS) Courses
• Managerial
▼ Practitioner/Technical

Ada® is a registered trademark of the U.S. Department of Defense (Ada Joint Program Office). The U.S. Army Ada Training Curriculum was developed by SafTech, Inc. under the Ada Design Methods Training Support contract (DAAH04-93-C-0014) sponsored by the Software Technology Development Division (CENTACS) of the U.S. Army Communications Electronics Command (CECOM), Fort Monmouth, N.J. Prepared by Andeza Cappelli of CENTACS
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INSTRUCTOR NOTES

A LIST OF CONSIDERATIONS WHEN SELECTING ADA PRODUCTS.

(AN INFORMAL VERSION OF THE SLIDE:)

- A COMPILER ALONE AND USE THE EXISTING OPERATING SYSTEM
- YOU ALREADY HAVE AN ENVIRONMENT
- WILL THE OBJECT CODE PRODUCED BY THE COMPILER MEET YOUR APPLICATION DEMANDS
- HOW MUCH ASSEMBLY CODE WILL BE NECESSARY TO MEET YOUR PARTICULAR SPACE/TIME CONSTRAINTS
- WILL YOU NEED SPECIALIZED I/O FACILITIES (OVER AND ABOVE THE LIMITED FUNCTION SUPPLIED WITH ANY ADA COMPILER)
- CONVERSELY, DO YOU WANT A SMALL, BARE-BONES I/O PACKAGE?
- KLUDGING OF I/O AND CONTINUE SUPPORT CAN BE MORE COSTLY IN THE LONG RUN THEN INITIAL CUSTOMIZED SUPPORT
- PERFORMANCE CHARACTERISTICS OF THE RUNTIME SUPPORT SYSTEM. THIS BECOMES VITAL FOR REAL TIME PROCESSING (I.E. TASKS, EXCEPTION, INTERRUPT SCHEDULING)).
WHEN SHOPPING FOR AN IMPLEMENTATION

- COMPILER VS. FULL APSE
- COMPILER VS. OBJECT CODE PERFORMANCE
- I/O PACKAGE*
- RUNTIME SUPPORT SYSTEM*
  - SCHEDULING
  - INTERRUPT HANDLING
  - FAULT TOLERANCE
  - SECURITY
  - DISTRIBUTED TASKING

*HAVE ONE CUSTOMIZED, RATHER THAN RESORTING TO "KLUDGING" THE APPLICATION SOFTWARE
(IMPLEMENTATIONS CAN, AND WILL, VARY WIDELY IN THESE AREAS).
INSTRUCTOR NOTES

NEED FOR QUALITY MULTI-PHASE TRAINING CAN'T BE STRESSED ENOUGH.

THE STUDENT NEEDS TO BE ABLE TO POSE QUESTIONS REGARDING THE MATERIAL HE/SHE IS EXPOSED TO AND AS SUCH AN INANIMATE BOOK OR VIDEO-TAPE IS UNABLE TO RESPOND.

ADA CANNOT EFFECTIVELY BE USED WITHOUT AN UNDERSTANDING OF SOFTWARE ENGINEERING PRINCIPLES AND METHODS. FOR EXAMPLE, IF A DESIGNER DOESN'T UNDERSTAND MODULARITY AND INFORMATION HIDING, HOW CAN HE CONSTRUCT A SYSTEM SUCH THAT IT IS RESILIENT TO CHANGE? AND THEN HOW CAN THE PROGRAMMER USE THE ADA FEATURES THAT DIRECTLY SUPPORT THESE CONCEPTS IN SUCH A WAY THAT CHANGES CAN BE MADE TO THE SYSTEM WITH THE EFFECTS OF THAT CHANGE LOCALIZED?
SHOPPING FOR TRAINING

- TEXTBOOKS AND VIDEOTAPES ARE NOT SUFFICIENT

- ONE COURSE IS NOT SUFFICIENT
  - MUST ADDRESS DIFFERENT VIEWPOINTS
  - MUST INTEGRATE WITH METHODOLOGY

- TRUE LEARNING HAPPENS OUTSIDE CLASSROOM
  - PLAN FOR ON-GOING ASSISTANCE
  - IDENTIFY AND PROPERLY TRAIN PROGRAMMERS
  - MAKE IN-HOUSE CONSULTANTS AVAILABLE
INSTRUCTOR NOTES

THE GUIDE PROVIDES ONE POSSIBLE PLAN FOR IMPROVING SOFTWARE DEVELOPMENT, PRODUCTIVITY, AND THE USE OF ADA WITHIN AN ORGANIZATION.

THE ADA EFFORT PROVIDES AN EXCELLENT OPPORTUNITY TO RENEW AND IMPROVE THE SOFTWARE DEVELOPMENT PROCESS AT A PARTICULAR ORGANIZATION -- TO RETAIN THE COMPETITIVE EDGE.

TOP MANAGEMENT'S COMPLETE COMMITMENT CAN'T BE STRESSED ENOUGH. LIP SERVICE IS EASILY SPOTTED BY OTHER PROJECT PERSONNEL AND QUICKLY STOPS ANY BENEFITS THAT MIGHT HAVE STARTED.

THE ADA FOCAL POINT SHOULD BE ABLE TO SEE POSSIBLE IMPLICATIONS OF DoD ACTIVITIES FOR YOUR ORGANIZATION.

INVOLVEMENT OF YOUR BEST PEOPLE EARLY SHOULD BE STRESSED.
GUIDE FOR EFFECTIVE USE OF ADA

- ONLY A SUGGESTION, A STARTING POINT TO YOUR OWN CUSTOMIZED STRATEGY

- TOP MANAGEMENT'S TOTAL COMMITMENT NEEDS TO BE SHOWN IN SPEECH AND ACTION

- APPOINT AN ADA EFFORT FOCAL POINT
  KNOWLEDGEABLE IN: ADA
  DoD ADA RELATED ACTIVITIES AND STANDARDS
  TECHNICAL ASPECTS OF YOUR ORGANIZATION'S PRODUCT

- GET MANY PEOPLE INVOLVED IN THIS EFFORT
  THIS INCREASES THE LEVEL AND QUANTITY OF ACCEPTANCE
  DEALS WITH PSYCHOLOGICAL FEARS/RESISTANCE
3. FOR MANAGERS
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GUIDE FOR EFFECTIVE USE OF ADA (Continued)

- LET PERSONNEL KNOW THEY ARE MAKING A REAL CONTRIBUTION TO YOUR ORGANIZATION
  - INCREASES INVOLVEMENT
  - INCREASES ACCEPTANCE

- IDENTIFY WHAT NEEDS TO BE DONE TO IMPROVE YOUR ORGANIZATION'S
  - PRODUCTIVITY
  - USE OF ADA, APSE
  - USE OF MODERN SOFTWARE ENGINEERING METHODS

- DIFFERING AMOUNTS OF RETRAINING WILL BE NECESSARY DEPENDING ON PERSONNEL'S CURRENT LANGUAGES AND METHODOLOGIES -- IDENTIFY FOR YOUR ORGANIZATION
INSTRUCTOR NOTES

A METHODOLOGY HELPS US MANAGE THE COMPLEXITY OF LARGE SYSTEMS.

EXAMPLES OF USER SUPPORT ARE USERS GUIDES, OPERATIONS GUIDES, TEST PLANS, TRAINING AIDS OR COURSES.
GUIDE FOR EFFECTIVE USE OF ADA (Continued)

- ADOPT OR DEVELOP AN INTEGRATED LIFE-CYCLE METHODOLOGY

  WHY?: PROBLEM AND SOLUTION ARE DEALT WITH IN AN ORGANIZED MANNER

  WITHOUT: DEVELOPMENT IS MORE SUSCEPTIBLE TO FAILURE

  SHOULD BE MORE THAN A REQUIREMENT OR DESIGN LANGUAGE

  SHOULD EXPLICITLY ADDRESS OR INCLUDE

  - CUSTOMER AND MANAGEMENT REVIEWS DURING EACH LIFE-CYCLE PHASE
  - PERSONNEL, TIME, MONEY CONSTRAINTS
  - DOCUMENTATION PLANS FOR SOFTWARE SYSTEM AND USER SUPPORT
  - DETAILED EXPLANATION OF CONTRIBUTING METHODOLOGIES/CONCEPTS, ADA LANGUAGE, AND DESIGN DECISIONS

  WILL INVOLVE RESEARCH, EXPERIMENTS, DISCUSSION
INSTRUCTOR NOTES

AN ORGANIZATION SHOULD BE CONSTANTLY REVIEWING ITS SOFTWARE DEVELOPMENT PROCESS. IN LIGHT OF YOUR EXPERIENCES AND THOSE OF OTHER ORGANIZATIONS, YOU MAY WANT OR NEED TO REVISE AND REFINE PARTS OF YOUR TRANSITION STRATEGY AND METHODOLOGIES. (THIS IS THE ITERATIVE PROCESS.)
GUIDE FOR EFFECTIVE USE OF ADA (Continued)

- DEVELOP AN INCREMENTAL IMPLEMENTATION STRATEGY
  - INVOLVE YOUR BEST PEOPLE EARLY
  - USE EASY-TO-IMPLEMENT ITEMS IN THE EARLY STAGES
  - NEED TO IMPLEMENT THE ENTIRE PLAN (EVEN THE HARD PARTS) OR LITTLE IMPROVEMENT IN SOFTWARE PRODUCTS WILL BE REALIZED

- UPGRADING SOFTWARE DEVELOPMENT PRACTICES/PRODUCTIVITY IS AN ITERATIVE PROCESS
INSTRUCTOR NOTES

PDL CAN PLAY AN IMPORTANT ROLE IN ADA TRANSITION.
WHAT IS A PROGRAM DESIGN LANGUAGE?

- DOCUMENTS A DESIGN
- "STRUCTURED ENGLISH"
- FLOW OF CONTROL REPRESENTED BY A LIMITED SET OF STRUCTURED FORMS
- REPLACES FLOW-CHARTS
UNFORTUNATELY, "ADA PDL" IS USED BY DIFFERENT PEOPLE WITH DIFFERENT MEANINGS, LET'S TRY TO SORT THINGS OUT.

THE CONCEPT OF PDL GOES BACK TO THE LATE 60'S.
BUT WHAT DOES "DESIGN" MEAN?

• LATE "60's AND 70's"

GENERAL STRUCTURE OF ALGORITHMS

• NOW,

MODULAR DECOMPOSITION OF A SYSTEM

(THE ARCHITECTURE)
INSTRUCTOR NOTES

THE ORIGINAL IDEA WAS TO USE "STRUCTURED ENGLISH" AS A PDL.

LATER, THE USE OF A PROGRAMMING LANGUAGE AS A PDL WAS PROPOSED.
HIGH-LEVEL LANGUAGES AS A PDL

- DESIGN CAN BE CHECKED BEFORE CODING IN A LOWER-LEVEL LANGUAGE
- AUTOMATED DOCUMENTED SUPPORT

PDL

CODING LANGUAGE
INSTRUCTOR NOTES

FIRST AMBIGUITY: WHEN WE TALK ABOUT "ADA PDL" IS ADA

THE PDL
THE CODING LANGUAGE
BOTH
NEITHER
ADAPDL

ASSEMBLER-FORTRAN-JOVIALL-PL/I

- ADA PROCEDURE/FUNCTION CALLS REPLACE ENGLISH ACTION PHRASES IN ORIGINAL PDL'S
- ADA CAN REPRESENT SYSTEM ARCHITECTURE AND INTERFACES (NOT AVAILABLE IN ORIGINAL PDL'S)
- MODERN METHODOLOGICAL APPROACHES SUPPORTED IN ADA CAN BE UTILIZED
- ADA/PDL CAN BE A LOW RISK TRANSITION STRATEGY
INSTRUCTOR NOTES

PURE ADA, OR AUGMENTED ADA? (AS A PDL)
HOW MUCH ADA IN A PDL?

PURE ADA  →  ADA AS PSEUDO-ENGLISH

• DESIGNERS CAN USE MODERN SOFTWARE ENGINEERING CONCEPTS THAT ADA SUPPORTS

• AUTOMATED DESIGN VALIDITY CHECKS

• MUST KNOW ALL OF ADA AND METHODOLOGICAL TECHNIQUES

• DESIGN IS NOT OBSCURED BY LOW-LEVEL DETAILS

• DESIGN IS NOT EXPRESSED IN A FORMAL LANGUAGE

• NEED ONLY KNOW SOME ADA
- Designer may tend to code rather than design

- A PDL should have constructs that are not constrained by the coding language

- ADA has the features necessary to express design

- Documentation of system is more understandable and maintainable
INSTRUCTOR NOTES

WE WON'T GET INTO THE OTHER POSSIBILITY: IF ADA IS TO BE THE IMPLEMENTATION LANGUAGES, WHAT'S A GOOD PDL?

HERE'S A SUMMARY.
ADA AND PDL

? 

- ADA/PDL HAS DIFFERENT MEANINGS

- A PDL FOR ADA MAY/MAY NOT BE NEEDED

- A PDL FOR ADA SHOULD PROBABLY BE A HIGHER-LEVEL LANGUAGE

- USING ADA AS A PDL FOR SOME LOWER-LEVEL LANGUAGE CAN BE AN EFFECTIVE TRAINING TOOL FOR ADA TRANSITION
Section 5

Where is Ada Now and Tomorrow?
TOPICS OUTLINE

WHY ADA?

WHAT ADA IS NOT

WHAT ADA IS

WHAT ARE SOME TRANSITION ISSUES WITH ADA

WHERE IS ADA NOW AND TOMORROW
INSTRUCTOR NOTES

TOPICS COVERED ARE:

WHICH COMPILERS AND WHAT KIND OF TRAINING IS AVAILABLE NOW AND IN THE NEAR FUTURE.

WHAT IS DoD DOING THAT IS RELATED TO ADA AND WHAT IMPACT IT COULD HAVE ON AN ORGANIZATION.

FINALLY, WHERE CAN YOU FIND MORE INFORMATION.
WHERE IS ADA NOW AND TOMORROW

- DoD AND ADA RELATED ACTIVITIES
- FOR MORE INFORMATION
- SUMMARY
THIS SECTION BRINGS THE MANAGER UP TO DATE ON THE VARIOUS ADA RELATED ORGANIZATIONS AND ISSUES. THUS THE MANAGER IS IN A BETTER POSITION TO GAUGE THE IMPACT OF FUTURE EVENTS ON HIS/HER ORGANIZATION.
DoD AND ADA RELATED ACTIVITIES
INSTRUCTOR NOTES

AJPO is the DoD's focal point for the ADA effort and many related activities.

They can be an excellent source for education, product and miscellaneous ADA activities information.

DUSD: Deputy Under Secretary for Defense.
ADA JOINT PROGRAM OFFICE (AJPO)

- ESTABLISHED IN DECEMBER 1980

- TRI-SERVICE OFFICE UNDER DUSD

- RESPONSIBILITIES
  - DISTRIBUTION, MAINTENANCE AND CONFIGURATION MANAGEMENT OF DoD USED ADA TOOLS, LIBRARIES, ENVIRONMENTS
  - COORDINATE DoD - FUNDED ADA EFFORTS
  - COORDINATE ADA EDUCATION AND TRAINING PROGRAMS
  - TECHNICAL POINT OF CONTACT FOR ADA
  - ENFORCE DoD POLICY
  - COORDINATE AND MANAGE ADA COMPILER VALIDATION

- IMPORTANCE: DoD OFFICE RESPONSIBLE FOR THE CONTROL AND ENCOURAGEMENT OF THE DEVELOPMENT OF THE ADA LANGUAGE, ENVIRONMENT, METHODOLOGIES AND ITS IMPLEMENTATION IN DoD SYSTEMS
INSTRUCTOR NOTES

THE IMPLEMENTING FORCE OF THE ADA EFFORT FOR DoD.

VHSIC = VERY HIGH SPEED INTEGRATED CIRCUIT
OUUSD = OFFICE OF THE UNDERSECRETARY OF DEFENSE
R&AT = RESEARCH AND ADVANCED TECHNOLOGY
SOFTWARE TECHNOLOGY FOR
ADAPTABLE RELIABLE SYSTEMS (STARS)

- FORMERLY CALLED SOFTWARE INITIATIVE

- DoD STRATEGY TO AUGMENT THE ADA AND VHSIC PROGRAMS IN AN
  EFFORT TO MAINTAIN U.S. LEAD IN COMPUTER TECHNOLOGY

- GOAL IS TO IMPROVE PRODUCTIVITY, ACHIEVE GREATER RELIABILITY
  AND ADAPTABILITY

- SEVEN YEAR PLAN COMMENCING FY82 COORDINATED BY JOINT SERVICE
  TEAM UNDER OUSD/R&AT TO BE EXECUTED BY DoD ORGANIZATIONS
SOFTWARE TECHNOLOGY FOR ADAPTABLE RELIABLE SYSTEMS (STARS) (Continued)

- NATIONAL SOFTWARE ENGINEERING INSTITUTE HAS BEEN ESTABLISHED AT CARNEGIE MELLON UNIVERSITY IN PITTSBURGH TO TEST NEW TECHNIQUES AND STATE-OF-THE-ART CAPABILITIES FOR APPLICATION TO REAL PROJECTS

- PLAN IS STILL UNDER REVISION

- IMPORTANCE: A TOOL FOR NATIONAL BUSINESS AND TECHNOLOGY SURVIVAL WITH ADA AS A VEHICLE
INSTRUCTOR NOTES

FREEMAN AND WASSERMAN ARE TWO PROFESSORS FROM CALIFORNIA.

(IF SOMEBODY ASKS) METHODMAN IS AVAILABLE FROM

NTIS
SPRINGFIELD, VA

DOCUMENT #AD A123 449
EDUCATIONMAN/METHODMAN

- STUDIES DONE FOR THE AJPO

- METHODMAN
  - PART OF STUDY BY PETER FREEMAN AND TONY WASSERMAN
  - LISTS CHARACTERISTICS THAT METHODOLOGIES FOR USE WITH ADA SHOULD HAVE
  - CURRENT STUDY COMPLETED; WITH MORE WORK COULD BECOME BASIS FOR FUTURE MIL-STD FOR DEVELOPMENT OF MILITARY SYSTEMS

- EDUCATIONMAN
  - SCOPE OF STUDY WILL INCLUDE METHODS FOR TEACHING ADA AND SOFTWARE METHODOLOGIES
INSTRUCTOR NOTES

STANDARDIZATION IS A THORNY SUBJECT. STANDARDIZE TOO EARLY, THE RISK OF A POORER QUALITY EXISTS. STANDARDIZE TOO LATE, PROLIFERATION HAS ALREADY OCCURRED AND IT BECOMES ALMOST IMPOSSIBLE TO STANDARDIZE (E.G. PASCAL).
STANDARDIZATION

- OF ADA LANGUAGE

- RESTRICTS PROLIFERATION OF ADA DIALECTS TO A MINIMUM

- ANSI/MIL-1815A AS OF 17 FEBRUARY 1983
INSTRUCTOR NOTES

THE CONTRACTOR FOR THE ACVC WAS THE AJPO WHEREAS THE CONTRACTOR FOR THE COMPILER IS THE ARMY.

(IF SOMEBODY ASKS):

ACVC AND ARMY CONTRACTS WERE WON INDEPENDENTLY BY TWO DIFFERENT ORGANIZATIONS WITHIN SOFTECH.

(IF SOMEBODY ASKS) "AVO POLICIES AND PROCEDURES" IS AVAILABLE FROM:

NTIS
SPRINGFIELD, VA

DOCUMENT #PB83 110601
STANDARDIZATION (Continued)

- OF ADA COMPILERS
  - HELP REDUCE DEVELOPMENT/MAINTENANCE COSTS OF SOFTWARE, IMPROVE
    QUALITY OF SOFTWARE, IMPROVE SUPPORT TOOLS/ENVIRONMENTS

- COMPILER VALIDATION
  - ADA VALIDATION OFFICE (AVO)
    - DEPARTMENT OF AJPO
    - PERFORMS FORMAL VALIDATION
  - ADA COMPILER VALIDATION CAPABILITY (ACVC)
    - TEST SUITE USED IN VALIDATION
    - APPROXIMATELY 1600 TESTS DEVELOPED BY SOFTECH
      UNDER CONTRACT TO THE AJPO
    - VERSION 1.0 RELEASED 17 FEBRUARY 1983
REQUIREMENTS INTO A SPECIFICATION. SOME PROTOTYPES MAY ALSO BE INCLUDED IN THIS EFFORT.

SCFTEXH WAS AWARDED THE CAINS CONTRACT IN NOVEMBER 1985 TO FURTHER REFINE THESE

PORTABILITY. THIS EFFORT RESULTED IN THE CAINS OR COMMOM APSE INTERFAC E SET.

THE PURPOSE OF THE KIT AND KITIA WAS TO DEVELOP A SET OF REQUIREMENTS FOR TOOL

INSTRUCTOR NOTES
STANDARDIZATION (Continued)

- OF ADA ENVIRONMENTS

- PROMOTES INTEROPERABILITY (DATA) AND TRANSPORTABILITY (TOOLS)

- KIT/KITIA
  - KAPSE INTERFACE TEAM (KIT)
  - ORGANIZED BY AJPO
  - OVERSEEN BY NAVAL OCEAN SYSTEMS CENTER (NOSC)
  - PERSONNEL ARE MILITARY AND DoD CONTRACTORS
  - ESTABLISHED TO IDENTIFY, EXAMINE, AND SET STANDARDIZATION POLICIES FOR KAPSE INTERFACES
  - STANDARD KERNEL INTERFACE SPECIFICATION BY 1985

- KAPSE INTERFACE TEAM INDUSTRY/ACADEMIA (KITIA)
  - INDUSTRY AND ACADEMIC COUNTERPART OF KIT

- CAIS
  - COMMON APSE INTERFACE SET
INSTRUCTOR NOTES

THE AIR FORCE HAS HAD MANY PROBLEMS WITH INTRODUCING JOVIAL J73 AS THE AF STANDARD LANGUAGE. IT HOPES TO AVOID THOSE DIFFICULTIES WITH ADA. AS A RESULT IT IS ATTEMPTING TO CONTROL ADA INTRODUCTION SO THAT USER WILL USE ADA BECAUSE THEY WANT TO NOT BECAUSE THEY HAVE TO. JOVIAL WAS MANDATED FOR ECS USE WITHOUT THE COMPILERS BEING OF SUFFICIENT MATURITY.
ADA INTRODUCTION PLAN

- AIR FORCE PROPOSED METHOD OF INTRODUCING ADA
  - TO BE DONE IN 4 PHASES
  - BEGIN/END OF PHASE DEPENDENT ON "MATURITY" CRITERIA OF COMPILERS, TOOLS, DOCUMENTATION
  - USE IN PARALLEL PROJECT DEVELOPMENT THE KEY
  - GREATER CONTRACTOR ACCEPTANCE

- PLAN IS STILL UNDER REVIEW
INSTRUCTOR NOTES

NOTE THE DATES ARE NOT FIXED; THIS IS ONLY A GUIDE. THE MATURITY CRITERIA ARE TO BE THE REAL CUT OFF POINTS.
AF ADA ECS INTRODUCTION

A 4 PHASE CHECKOUT

MANDATORY USE

SELECTED USE

PARALLEL SYSTEM DEVELOPMENT

LABORATORY DEVELOPMENTS & EXPLORATIONS
INSTRUCTOR NOTES

NOTE FINAL BULLET.

NO RESTRICTIONS ON USE OF ADA MEANS ALL APPLICATION AREAS (EMBEDDED OR DATA PROCESSOR OR...) ARE FREE TO USE IT.

WILL BE REISSUED AS DoD DIRECTIVE 3405.xx.
DoD D 5000.31 REVISION

- DoD PROGRAMMING LANGUAGE POLICY
- WILL APPLY TO ALL DoD COMPUTER APPLICATIONS
- ONLY APPROVED HOLS TO BE: ADA
  CMS-2
  FORTRAN
  COBOL
  ATLAS
  JOVIAL
- WAIVERS CONTROLLED BY INDIVIDUAL SERVICES
- NO RESTRICTIONS ON USE OF ADA
- CURRENTLY UNDER DEBATE BY TRI-SERVICES
- IMPORTANCE: MANDATORY USE OF ADA IN FUTURE
INSTRUCTOR NOTES

THIS IS THE EXCITING POSSIBILITY OF THE ADA LANGUAGE AND OTHER LANGUAGES TO COME.
IMAGINE SOFTWARE "CHIPS" AS WE NOW HAVE HARDWARE CHIPS THAT ARE PLUGGED IN AS NEEDED.

WRITING REUSABLE MODULES REQUIRES GREAT ABSTRACTION POWER. YOU MUST THINK OF A MODULE
THAT NOT ONLY SOLVES YOUR PRESENT PROBLEM, BUT ALSO COULD BE USEFUL AGAIN, POSSIBLY IN
OTHER PROJECTS.
SOFTWARE COMPONENTS INDUSTRY

- REUSABLE, OFF-THE-SHELF SOFTWARE WITH ADA

- WILL HELP ACHIEVE DoD GOALS OF
  - INCREASED PRODUCTIVITY
  - INCREASED RELIABILITY
  - DECREASED COST

- WRITING REUSABLE SOFTWARE MAY REQUIRE A CHANGE IN MIND SET
INSTRUCTOR NOTES

ADA/JUG IS A USER-ORIENTED GROUP WITH TOP DEFENSE CONTRACTORS, IMPLEMENTORS, EDUCATORS, GOVERNMENT OFFICIALS (AF, AJPO) MEETING TO EXCHANGE CURRENT STATUS, CONcerns, NEW IDEAS.

SIGADA HAS MORE OF AN IMPLEMENTORS, RESEARCH BENT.

ADA LETTERS IS A PUBLICATION OF THE SPECIAL ADA INTEREST GROUP OF THE ACM.

ARPANET IS AN AUTOMATED ADA INFORMATION AND MAIL SYSTEM.

ACCOUNTS AVAILABLE TO GOVERNMENT CONTRACTORS FOR SPECIFIC PROJECTS. SEE YOUR CONTRACTING OFFICER.
FOR MORE INFORMATION

- ADA - JOVIAL USERS GROUP (AdaJUG)
- SIGADA
- ADA LETTERS
- ADA JOINT PROGRAM OFFICE (AJPO)
- ARPANET
- SEMINARS
- BOOKS
INSTRUCTOR NOTES

WHEN IN DOUBT, CALL THE AJPO FOR INFO.
AJPO

ADA JOINT PROGRAM OFFICE
1211 SOUTH FERN STREET
ROOM C-107
ARLINGTON, VA 22202

(202) 694-0208 (ADA INFORMATION CLEARINGHOUSE)
WE RAISED SOME QUESTIONS ABOUT ADA ...

WHY ADA?

WHAT IS ADA?

HOW DOES ADA HELP?

TRANSITIONING TO ADA?

WHERE IS ADA NOW AND TOMORROW
WHY ADA?

THE ADA EFFORT IS CENTRAL TO DoD'S PLANS TO COMBAT THE SOFTWARE CRISIS.
WHAT IS ADA?

- ADA IS NOT A PANACEA

- ADA IS A COMBINATION OF A LANGUAGE, AN ENVIRONMENT, SOFTWARE ENGINEERING PRINCIPLES AND METHODS

- THE ADA LANGUAGE IS COMPREHENSIBLE AND DESIGNED FOR SPECIFIC GOALS

- THE ADA PROGRAMMING SUPPORT ENVIRONMENT IS EXPANDABLE TO MEET OUR GROWING NEEDS FOR COMPLEXITY MANAGEMENT
INSTRUCTOR NOTES

THIS RELATES THE ADA EFFORT TO OUR ORIGINAL PROBLEM; HOW OR WHY EACH PART OF THE EFFORT IS USEFUL IN ATTEMPTING TO MANAGE OUR SOFTWARE PROBLEMS.

RELIABILITY AND MAINTAINABILITY ARE INCREASED THROUGH MODERN S/W ENGINEERING PRINCIPLES AND METHODS SUCH AS STRUCTURED DESIGN AND PROGRAMMING (WHICH ALSO HELPS INCREASE PRODUCTIVITY), MODULARITY, STRONG TYPING AND ERROR RECOVERY MECHANISM.
HOW DOES ADA HELP?

THE ADA EFFORT AND THE SOFTWARE CRISIS:

- MODERN SOFTWARE ENGINEERING METHODS
  - INCREASED PRODUCTIVITY
  - INCREASED RELIABILITY, MAINTAINABILITY

- COMMON HIGH ORDER LANGUAGE
  - DESIGNED WITH MODERN SOFTWARE DEVELOPMENT METHODS
  - SUPPORTS THE MANAGEMENT OF COMPLEXITY AND CHANGING REQUIREMENTS

- COMMON SUPPORT ENVIRONMENT
  - REDUCES COST OF WRITING CUSTOMIZED SYSTEMS PROGRAMS
  - PORTABILITY OF SOFTWARE/PROGRAMMERS
  - LIFE CYCLE SUPPORT OF SOFTWARE DEVELOPMENT
TRANSITIONING TO ADA

- ADA WILL BE DIFFERENT

- MORE INITIAL TRAINING

- COMPILERS/ENVIRONMENT MUST BE CAREFULLY SELECTED

- INCREASED DESIGN EMPHASIS

- ADA/PDL CAN HELP
INSTRUCTOR NOTES

SOME OF THESE TOPICS HAVE BEEN ADDRESSED BRIEFLY IN THIS MODULE, BUT THIS IS A LIST OF THE SCOPE OF UNDERSTANDING A MANAGER WILL NEED TO EFFECTIVELY DEAL WITH ADA IN HIS OR HER ORGANIZATION.
HOW MUCH SHOULD A MANAGER LEARN?

- HOW TO INTRODUCE ADA/METHODOLOGY
- GENERAL CHARACTERISTICS OF LOCAL METHODOLOGY
- WHAT TO LOOK FOR IN DESIGN REVIEWS/DOCUMENTS
- USE OF MANAGEMENT TOOLS (IF/AS APPROPRIATE)
- RECOGNIZING INVALID TECHNICAL OBJECTIONS
- HANDLING GENUINE DIFFICULTIES
ADA IS NOW
Material: Ada Orientation for Managers (L101)

We would appreciate your comments on this material and would like you to complete this brief questionnaire. The completed questionnaire should be forwarded to the address on the back of this page. Thank you in advance for your time and effort.

1. Your name, company or affiliation, address and phone number.

2. Was the material accurate and technically correct?
   Yes □ No □
   Comments:

3. Were there any typographical errors?
   Yes □ No □
   If yes, on what pages?

4. Was the material organized and presented appropriately for your applications?
   Yes □ No □
   Comments:

5. General Comments:
COMMANDER
US ARMY MATERIEL COMMAND
ATTN: AMCDE-SB (OGLESBY)
5001 EISENHOWER AVENUE
ALEXANDRIA, VIRGINIA 22233
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