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I. SUMMARY OF RESEARCH EFFORT

HOS consists of a methodology and a language which permits a user to specify a system which is free of a large class of errors. There are also computer tools, i.e. software, that automatically determine whether errors are present and also automatically generate code, e.g., FORTRAN to implement or simulate the system. There are many aspects of HOS which would be beneficial to specifying data-base access. It is a hierarchical, structured methodology which ensures step-wise refinement of a specification. It allows data-flow to be readily visualized, which equally well facilitates the understanding of information flow. It is general purpose, allowing completely expandable data-base applications, starting with and going beyond query capabilities within a uniform language and methodology. The underlying kinds of objects in the methodology, called data types, are characterized by the operations that apply to them, which correspond to the primitive data-base access operations. The methodology requires that specifications be broken down into layers of naturally co-occurring operations which are appropriate to the topic under discussion, and it sharply distinguishes specification of a system from implementations of the system, and thereby can provide data models of data-bases that are completely independent of implementation considerations.

To provide means of utilizing the HOS methodology and language to support data-base query (and eventually other data-base manipulation) was a worthwhile challenge. We defined that challenge in the requirement of providing a data-base query capability which was

1. Based on the HOS methodology

2. Personalized to allow the user to specify his or her conceptual view of the data-base as well as specify arbitrary utilities, to the extent he or she was knowledgeable about the utilities.
3. Graphical to allow a helpful visualization of information flow as well as of the hierarchial structure of the concepts being defined.

4. Interactive, both in providing for quick entry of specifications of queries and utilities, and in providing feedback at the user's request on possible errors in the specification, at any point during the construction of the specification, and necessarily prior to any code generated to support querying.

5. Complete, in that the language could express an arbitrary query.

These requirements are met in part by prior existing HOS tools. However, significant effort went into:

1. Designing languages which might better fit the task of data-base access than the current HOS syntax, but would be compatible with it, showing they are complete, and implementing one of them.

2. Designing an interface to make what have been system software development tools into a tool usable by anyone who has a good understanding of his or her knowledge domain (which is completely independent of any knowledge of the internals of the data-base or computer programming).

3. Developing a concept of data-base data model appropriate to the HOS methodology, as well as support utilities for defining and populating such data models.
In order to evaluate the potential of combining a general systems methodology with data-base query, we designed, implemented and ran an experiment, using the utilities developed. The efforts in direct support of the experiment consisted in

(1) Choice of variable that would be most helpful in evaluating the potential of using a structured methodology in data-base query

(2) Designing the experiment protocol around that variable, in particular the participant's choice of an option to build supporting operations for his or her querying

(3) Construction of a set of queries written in English that would produce results which were differential with respect to the variable

(4) Defining a specific data model to simulate a personnel data-base and populating that data model with enough data to support the set of queries

(5) Running the experiment in a realistic environment, in which the participants, with general record-keeping and other office skills were obtained from a temporary service agency, and used graphic terminals to enter their construction of the queries

(6) Analysis of the results of the experiment.

The general conclusions resulting from the research and development effort described above are
(1) There is indeed a nice fit between the HOS system methodology and data-base design and manipulation; in fact, the HOS methodology encourages data models which are more accessible, since it requires complete independence of implementation considerations.

(2) There are complete query languages derived from the HOS language and formally reducible to it.

(3) A sharp division between the performance of two groups of subjects suggests that the particular system tested is more suitable for someone with good general analytic experience rather than someone who is experienced in only performing routine activities.
A. LANGUAGE DESIGN

1. Motivation

a. Background on HOS

The HOS language, called AXES, was designed as a language in which to express correct systems specifications, which were completely precise. In fact, specifications in the language, AXES, allow the automatic generation of code, if the system being specified is a software system.

AXES is a hierarchically structured language, expressing directly the stepwise refinement or definition of a function. For example, one could specify a simple function called

SEQADDMUL

by defining it in AXES as in Figure 1.

---

![Figure 1](image)

**FIGURE 1**

Figure 1 is understood as saying that the ADDMUL function is composed out of the ADD and MUL functions, performing the ADD function first.
and using its output as input to the MUL function along with z.

The points to note are:

1) data is referred to with variables.
2) data flows from right to left, i.e., inputs are on the right and outputs on the left, derived from the mathematical notation: \( y = f(x) \).
3) functions are represented by boxes.
4) the manner of combining the offspring is redundantly specified using a label, e.g., CJ for co-join, at the bottom of the parent box.
5) some functions are labelled as primitives with P or operations with OP to indicate respectively that no further decomposition is to be performed or that further decomposition has already been performed elsewhere and stored in a library of available operations.

Item 4 needs a bit of clarification. According to the HOS methodology, a function is analyzed (or decomposed) in one of three ways. The first is as in Figure 1 where the right offspring feeds some data to the left, thereby "joining" the two offspring via shared data, i.e., data produced by the right and consumed by the left.

The second type of decomposition is used when the offspring are merely included as two parts of the parent process without one feeding data to the other, as shown in the example of Figure 2. The details of the methodology are available in [1,2].
Such a decomposition is called a co-inclusion and abbreviated CI.

The last type of decomposition is choice between one function or another based on a boolean valued variable. Figure 3 shows an example.

The decomposition in Figure 3 is called co-or, abbreviated CO.

There are strict rules of data flow for each of the three decomposition structures.

While the extra effort required by the methodology is excessive when specifying a simple arithmetic computation, it turns out to be richly repaid when specifying large programming projects [3]. It is also useful for designing smaller programs to support queries, which we will have more to say about later.

b. Relational and Functional Query Languages

The various relational and functional query languages that have been designed, e.g., SEQUEL, QBE, and DAPLEX have important features to profit from in the design of any new query language. SEQUEL and FQL have a very logical structure allowing for unambiguous construction of complex queries. The English question:

"What is the age of Marilyn Brewer?"

might be formulated in SEQUIL as

SELECT AGE
FROM PERSONNEL
WHERE NAME = "MARILYN BREWER"
which is based on an underlying data model with entity type PERSONNEL, say

<table>
<thead>
<tr>
<th>PERSONNEL</th>
</tr>
</thead>
<tbody>
<tr>
<td>NAME</td>
</tr>
<tr>
<td>--------</td>
</tr>
</tbody>
</table>

In DAPLEX, the same query could be expressed as

FOR EACH PERSON
SUCH THAT
    NAME(PERSON) = "MARILYN BREWER"
PRINT AGE(PERSON)

More complex queries are logical extensions of simpler queries. For example,

"I need a list of the persons and their sex for people who have jobs for which the base payrate is less than 12000."

For the relational data model we would need to have, in addition to the personnel entity type above, a job entity type, such as

<table>
<thead>
<tr>
<th>JOB</th>
</tr>
</thead>
<tbody>
<tr>
<td>JOBID</td>
</tr>
<tr>
<td>-------</td>
</tr>
</tbody>
</table>

In SEQUEL we could query as

SELECT NAME, SEX
FROM PERSONNEL, JOB
WHERE PERSONNEL.JOBID = JOB.JOBID AND BASE_PAYRATE<12000

While in DAPLEX it might be

FOR EACH PERSON
SUCH THAT
    BASE_PAYRATE(JOB(PERSON))<12000
PRINT NAME(PERSON)
PRINT SEX(PERSON)

The query language: QUERY_BY_EXAMPLE or QBE for short has a nice feature of allowing forms type entry of a query. The first simple query above could be entered in QBE as

<table>
<thead>
<tr>
<th>NAME</th>
<th>UNIT</th>
<th>JOBID</th>
<th>SEX</th>
<th>CITY</th>
<th>AGE</th>
<th>YEARS OF</th>
<th>PAYRATE</th>
<th>NO. OF</th>
<th>CHILDREN</th>
<th>SUPERVISOR</th>
</tr>
</thead>
<tbody>
<tr>
<td>M.B.</td>
<td></td>
<td></td>
<td>.P</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

While QBE provides a convenient interface for simple queries, more complex queries become very unclear.

We attempted to combine the good features of each of the above languages in a single language and query system, which in addition conformed to the larger methodology of HOS.

2. Designs

We considered a number of language designs all deriving ultimately from two different syntaxes for AXES, the first of which was briefly described in the preceding section, and the second of which has a more graphical presentation of data flow, as in Figure 4, corresponding to Figure 1 in the previous section. In this latter syntax, the arrows serve to identify the data rather than using variables as in the previous section.
While either of the basic syntaxes are capable of specifying any computation or query, they lacked certain important conveniences for use in a querying task, most importantly quantifiers such as ALL or SOME, and perhaps adjectives.

The two designs settled on are logically identical, but graphically different. Both are based on a functional data model, quite similar to that used by DAPLEX, i.e., data is manipulated using functions basic to the particular data-base, rather than thinking in terms of record types or entity tuples.

We can exemplify the two designs by looking at how they express the sample queries above. The query

"What is the age of Marilyn Brewer"

could be expressed in the first as in Figure 5.
The sense of Figure 5 is that if a person (or person's name) is equal to MARILYN BREWER, then the AGE of that person will be obtained and printed as an update to the screen.

Most queries will tend to have the same format, shown in Figure 6.
The CONDITION and GETDATA will vary in complexity but the remaining framework will stay the same.

Since the whole point of a query is to provide a representation of data on a screen for a user the alteration of the screen is indicated by the transformation of state of the screen before the case (SCRNIN) to the state after the case (SCRNOUT).
The expression of that same query in the second language is shown in Figure 7.

The second, more complex example appears in Figure 7.
The introduction of quantifiers into the syntax of the languages is quite straight-forward. Quantifiers can only be used on conditions, i.e., functions which produce a boolean value: true or false. For example, suppose we wish to identify units which have some clerk typists; i.e., we want a function

\[
\text{BOOLEAN HAS SOME CKTYPST UNIT}
\]

which given a unit produces true if the unit has at least one clerk typist and false otherwise. This function can be expressed using the quantifier \text{SOME} as
which is based on the operation

which is in turn defined as in Figure

FIGURE 9

The concept of a unit having all the clerk typists is similarly analyzed

is specified
which is based on

\[
\text{BOOLEAN} \quad \text{CLKTYPST} \quad \text{IMPLIES} \quad \text{WORKS IN} \quad \text{OP} \quad \text{PERSON} \quad \text{UNIT}
\]

which is defined as in Figure

\[
\text{BOOLEAN} \quad \text{CLKTYPST} \quad \text{IMPLIES} \quad \text{WORKS IN} \quad \text{OP} \quad \text{PERSON} \quad \text{UNIT} \quad \text{B2} \quad \text{HAS} \quad \text{JOB} \quad \text{OP} \quad \text{PERSON} \quad \text{"CLK"} \quad \text{"CLKTYPST"} \quad \text{OP} \quad \text{B1} \quad \text{WORKS IN} \quad \text{OP} \quad \text{PERSON} \quad \text{UNIT} \quad \text{B2} \quad \text{B1} \quad \text{ENTAILS} \quad \text{OP}
\]

\text{FIGURE 10}

3. Interfaces for a Variety of Users

We considered various interfaces for the data-base query system. We wanted to provide for as many kinds of users as possible under the same language. There are two broadly defined classes of users of data-base information: those users who perform routine data-entry and retrieval and those who devise new views of and new operations on the information in the data-base.

The strength of the HOS methodology lies in supporting the latter kind of person. However, the persons performing routine tasks can use the tools devised for them by the latter people.

The more analytic user can construct generalized queries, e.g., a query which is a generalization of the one in Figure
7. Rather than having to construct a whole new specification of a query when the question is:

"I need a list of the persons and their sex for people who have jobs for which the base pay rate is less than 22000",

the analytic user can create a general query which varies over the rate. The analytic user can also extend the data-base operations by defining some of his or her own operations which can be used repeatedly to make querying more economical. The next two figures, 11 and 12, show these points.

The analytic user creates a generalized query which can be used by a routine user.

Figure 11
The analytic user also creates a defined operation to support the above query as well as other queries.

![Diagram of query structure](image)

**FIGURE 12**

The generalized query can be provided to the routine user as a top node only.

![Screen layout](image)

The routine user can replace the number slot by an actual number, e.g.,

![Screen layout with number](image)

and immediately have the query run on the data-base.
B. THEORETICAL LANGUAGE EVALUATION

The languages designed were evaluated according to certain theoretical properties (as well as human factors).

1. Completeness

The query languages were easily shown to be complete by virtue of the existence of quantifiers and the various boolean functions.

The accepted test of completeness for expressibility or definability of queries in a query language is whether it can express any arbitrary predicate or relation expressible in first order quantificational calculus.

Consider an arbitrary query formulated as a relation in first order logic:

$$\varphi(X_1, \ldots, X_n)$$

The set of all n-tuples satisfying that relation will be printed by using a scheme similar to the one described earlier, shown in Figure 13.
Now $\phi(X_1, \ldots, X_n)$ may be a complex expression of first-order logic; that is, it could be a boolean combination of other relations or it could be a quantification of another relation. Rather than give a complete and formal proof, we present a couple of sample cases in the proof which should make how to carry out the complete proof rather obvious.

Suppose $\phi(X_1, \ldots, X_n)$ is a boolean AND of two sub-relations, $\phi_1(X_1 \ldots X_k)$ and $\phi_2(X_m \ldots X_p)$, i.e.

$$\phi(X_1, \ldots, X_n) = \phi_1(X_1 \ldots X_k) \text{ AND } \phi_2(X_m \ldots X_p)$$

then the operation

![Boolean PHI Diagram]

is further decomposed as
USE IT GRAPHICS EDITOR
For the quantifier case, suppose \( \varphi(X_1, \ldots, X_n) \) is the existential quantification of \( \varphi_1(X_{j\ldots k}) \), i.e.

\[
\varphi(X_1, \ldots, X_n) \equiv \text{SOMEX}_{i} \varphi_1(X_{j\ldots k}),
\]
2. Reduction to HOS

It is important to show how the extension with quantifiers reduces to the underlying semantics of HOS. This reduction can be shown in part by giving a scheme for translating a node with a quantifier into a more complex structure without that quantifier. Those schemes were constructed.

It remains to be shown that the HOS structure resulting from the reduction truly captures the meaning of the quantifiers. It can be shown that it does for finite domains, though not for infinite domains. Fortunately, we should only be quantifying our finite domains in data-base querying.
3. Naturalness of the Functional Data Model

At some point one must cease decomposing functions into more primitive functions. The question then arises as to how the primitive functions, which are not further decomposed, are specified. According to the HOS methodology, the primitive functions are specified by setting up axioms relating the primitive functions to each other. A related question is how does one know when to stop decomposing? The methodology requires that the primitive functions and data types of a given system belong to a natural domain of knowledge; or put in the negative, that specification types and functions not be mixed with implementation types and functions.

a. Axioms and Data-base Theory

The notion that the primitive functions of a system be specified by writing axioms employing them carries over nicely to the specification of a data model for a data-base. The DATA BASE FUNCTIONS figure in the appendix shows the data model that was used for the simulated data base of the experiment which was run. The figure has three aspects.

1) It shows the different types of objects used in the personnel conceptual domain as unenclosed words:

   PERSON
   UNIT
   JOB
   SEX
   CITY
   GROUP
   NUMBER

2) It shows the set of primitive functions of the data-base enclosed in boxes, together with the types of their inputs and outputs:
(3) It shows the potential inter-connections of data flow among functions to aid in the design of queries.

Alongside such a data model diagram must be a set of axioms which specify the constraints on the primitive functions. For example, it may be invalid to have information in the data-base which shows the BASE_PAYRATE of the job held by a person being greater than the actual PAYRATE of the person. We would in that case set up an axiomatic constraint. That constraint can also be expressed in the graphical syntax being discussed as in Figure 15.

This axiom would automatically generate code which would be used to check the integrity of the data-base.
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b. Layers of concepts

The specification of a system must be sharply separated from the implementation of that system. Someone who deals with a given system conceptually, e.g., a personnel system should be able to express their concepts entirely within the domain of concepts natural to the realm of personnel and never have to consider how a computer might implement those concepts. For example, the personnel manager should not have to know whether the PAYRATE function is stored in the same flat file as the YEARS_OF_EXPERIENCE function, or even that they are part of the same entity-tuple, which is merely a slightly more abstract formulation of the same implementation (or data) independent, something even the relational data model cannot claim.

Of course, there are reasons for modelling implementation considerations as well, but they should not affect the end-user's view of the data-base. For the end user, a functional data model is the most appropriate.

The HOS methodology requires that the specification of implementation of one system's concepts be done on a separate layer. For example, the PAYRATE function could be further decomposed into various select and project operations on a relation but this decomposition would be hidden from the user of the system on the higher layer, the personnel layer.

4. Generality and Automated Support

The pilot effort emphasized the integration of the query capability into the more general HOS software system development methodology. This methodology is supported by software tools:
1) A graphics editor which allows the efficient entry of the tree structured specifications

2) An analyzer which will check and comment on the logical correctness of a user's specification when the user wishes

3) A resource allocation tool which will efficiently allocate and reallocate memory resources in the generation of FORTRAN code

We wished to bring these tools to bear on the data-base query tasks. Minor modifications to the graphics editor, together with the development of host software, allowed the existing graphics editor to become the graphics interface for creating the editing query specifications as well as the medium of reference for communication of the analyzer to the user.

The graphics capability is, thus, being used to support the creation of correct specifications (and derivatively software) of queries and of utilities to support querying, and not for reporting the information obtained by the query. Reporting is simply done in a column format on the screen.

Since the language used for query tasks is a straight-forward extension of the HOS systems language, the entire capability of the system software development tools can be used to support querying or other data-base manipulation.
II. DESCRIPTION OF EXPERIMENT AND EXPERIMENTAL SUPPORT

We attempted to provide as realistic a setting for the testing of the query capability as possible. So, in addition to the language design, we implemented the integration of the first language into the existing tools, including the use of the graphics editor. The participants, thus, needed training in the use of the command keys of the editor.

We wished to test primarily the feasibility of having a query language as part of a general systems language. So we designed the experiment to evaluate the extent to which novices could understand and make use of a structured methodology in the data-base query setting. The participants, thus, also need some instruction in the HOS methodology. We planned to measure the correlation between the extent to which a participant made use of system features, especially the construction of utilities to support their querying and their degree of success at the experimental task.

A. Experiment Support Development

In the pursuit of providing a realistic task environment, we designed and populated a personnel data-base, and designed and implemented a user-interface to lead the participants through the cycle of specifying utilities and queries and posing the correct queries.

1. Data-base Simulation Support

We used the concept of a functional data model as a theoretical basis from which to design a partial personnel data-base. The functional model of this data-base is shown in Figure .

We designed and implemented utilities to support the creation and population of a functional data model. These utilities set up files
based on information about the number of inputs and whether a function is single valued or set-valued. Then existing data-typing facilities were used to assign types to the inputs and outputs of the created functions, so that combination of functions incorrectly according to type would produce a response from the analyzer, which checks proper data type interfacing, proper structuring of specifications, and completeness of a specification.

The data-base was populated with sufficient values to allow reasonable answers to the queries in the experimental task.

2. Query Environment

In order to support the participants in their specification of queries and their automatic implementation, we designed and implemented a query environment which consisted in

1) a master system which set up and obtained tuples from the appropriate domains

2) an automatic bridge between the master system and the particular query

3) a command language user-interface which provided

a) a choice of two modes:
   to form a query,
   or to build a utility operation

b) a prompted cycle through the options
c) automatic handling of code generation and compiling, completely hiding any features of FORTRAN or system file-handling from the user

d) automatic expansion of the functional data-model to include operations built by the user,

e) automatic insertion in an object library, of the object code derived from an operation built by the user

4) a translation system that expanded any specifications with quantifiers to the basic HOS language.

B. EXPERIMENTAL DESCRIPTION

Each participant had general recordkeeping and other office skills and was recruited from a temporary agency for a single session and paid for his or her participation. The session lasted approximately eight (8) hours, with a half-hour rest for lunch and other short breaks as needed. The subject spent the experimental session seated under normal illumination in a room using a DEC VT100 terminal (modified for graphic capability by Retro-Graphics).

During the recruitment, potential participants were told that their task in the experiment was to learn and use a new data-base query language, which the company (HOS, Inc.) is evaluating.

Upon arrival, a participant was given a brief verbal introduction to the experiment and its structure and then given a short user's
guide for the data-base query system (c.f. appendix). After the participant read this, the experimenter demonstrated (at the graphics terminal) the use of the query system. He gave a brief introduction to the HOS methodology. He showed the participant how to translate English questions about the data-base into queries in the data-base query language. After a few examples, the subject attempted some sample queries him or herself under the supervision of the experimenter. The experimenter showed both query and build modes. When the participant had worked through the practice queries, the experimenter left the participant alone for the rest of the experiment answering questions only about which keys produced a desired effect on the screen and the interpretation of analyzer messages.

The experiment was divided into three blocks, each with a fixed set of 12 queries for the participant to formulate. The participant was told that there were three sets of queries to be answered, but that it was not expected that he or she will finish all of them during the session. Participants were encouraged to enter into the computer as many correctly-formulated queries as possible in the allotted time.

At the start of each block, the participant was given a list of 12 queries to be formulated, and told that they could work on them in any order they wished and using any strategy of QUERYING and BUILDING they wished. Within each block of 12 queries there were two groups of 4 queries that were test items and one group of 4 items that were fillers. Each group of 4 test items contained a common concept with the other sentences of that same group. It was this common concept that could trigger the use of the BUILD option. The twelve sentences in each group were randomized.

The training session took approximately five hours in each case and the actual testing three hours.
At the end of the eight hours, the experimenter debriefed the participant and arranged for payment.

C. DATA ANALYSIS

The task turned out to be more difficult than expected, with no participant attempting more than 6 queries. The participants differed greatly in their accomplishments as well, with 3 of the 6 unable to achieve near successful formulating of even a single query.

The following tables show how accurate the queries were that each participant seriously attempted. Participants are identified by an initial. Correct means that the query was formulated correctly in every respect. Minor Syntax Errors were mis-spellings of names and other errors which otherwise showed correct conceptualization of the problem. Minor conceptualization errors were such things as writing "male" instead of "female", or specifying "less than" where "less than or equal to" is required. These 3 classes of queries were basically well-formed. Moderate errors were those where it was clear what the participant intended, but one or more errors showing conceptual difficulty appeared. Severe errors were those which showed major flaws in the participant's reasoning. One participant wrote defined operations but did not seriously tackle their parent queries. This explains the last category. The number of queries in each entry which invoked a defined operation is shown in parentheses following it.

Tables I, II and III break down the data differently. Table I categorizes the accuracy of the main query only. Table II considers also the accuracy of called defined operation. (A query is only as good as its weakest link). Table III evaluates the defined operations separately.

As mentioned before, three participants were essentially unable to do the task. Of the other three participants, every query they
wrote was in one of the top three accuracy classes indicating that they "had the right idea". (Participant H's incomplete queries do not indicate errors, only a lack of time to finish). It is interesting to note that despite encountering other difficulties with the syntax they were presented, all three of these participants were able to use the concept on the defined operation correctly, providing some mild evidence that this feature is useful and would be helpful to users of the query system. In fact, none of these participants made any errors with defined operations; their main queries and defined operation always "fit together" properly.
I. ACCURACY OF QUERY ONLY, NOT INCLUDING ACCURACY OF DEFINED OPERATION MODELS

<table>
<thead>
<tr>
<th>Subject</th>
<th>W</th>
<th>D</th>
<th>J</th>
<th>H</th>
<th>T</th>
<th>C</th>
</tr>
</thead>
<tbody>
<tr>
<td>Correct</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>3(3)</td>
<td>2(2)</td>
</tr>
<tr>
<td>Minor Syntax Errors</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Minor Conceptual Errors</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>1</td>
<td>2(1)</td>
</tr>
<tr>
<td>Moderate Errors</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Severe Errors</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>2</td>
<td>1</td>
</tr>
<tr>
<td>Incomplete, but defined operation formulated</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

II. ACCURACY OF ENTIRE QUERY (INCLUDES ERRORS IN DEFINED OPERATIONS)

<table>
<thead>
<tr>
<th>Subject</th>
<th>W</th>
<th>D</th>
<th>J</th>
<th>H</th>
<th>T</th>
<th>C</th>
</tr>
</thead>
<tbody>
<tr>
<td>Correct</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>2</td>
</tr>
<tr>
<td>Minor Syntax Errors</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>2(2)</td>
</tr>
<tr>
<td>Minor Conceptual Errors</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>2(1)</td>
<td>2(1)</td>
</tr>
<tr>
<td>Moderate Errors</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>2(1)</td>
</tr>
<tr>
<td>Severe Errors</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>2</td>
<td>1</td>
</tr>
<tr>
<td>Incomplete, but defined operation formulated</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>2(2)</td>
</tr>
</tbody>
</table>
III. ACCURACY OF DEFINED OPERATIONS ONLY

<table>
<thead>
<tr>
<th>Subject</th>
<th>W</th>
<th>D</th>
<th>J</th>
<th>H</th>
<th>T</th>
<th>C</th>
</tr>
</thead>
<tbody>
<tr>
<td>Correct</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>1</td>
</tr>
<tr>
<td>Minor Syntax Errors</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>2</td>
<td></td>
</tr>
<tr>
<td>Minor Conceptual Errors</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>2</td>
<td>1</td>
</tr>
<tr>
<td>Moderate Errors</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Severe Errors</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Incomplete, but defined operation formulated</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
III. CONCLUSIONS ON FEASIBILITY OF A DATA-BASE QUERY LANGUAGE BASED ON HOS SYSTEMS METHODOLOGY

The theoretical soundness of the idea of a data-base query language (or more generally, data manipulation language) is clearly demonstrated:

1) The addition of quantifiers to the syntax of HOS systems language makes the proof of query completeness elementary

2) The functional data model which is employed in our extension of the methodology is superior to other data models in being completely independent of implementation considerations

3) The axiomatic approach to data-types transfers readily to specifying integrity constraints of a data-base

4) The use of defined operations in HOS corresponds in a data-base context to the notion of user view or external view of the data-base

We have shown also that the technology is available among the HOS software tools to support the data-base query extensions.

The graphics editor commands turned out to be quite easy to learn, according to the experimenter's observation.

The results of the formal experiment regarding use of defined operations are inconclusive. Nevertheless, we will venture an interpretation of the results based on internal observation, in regard to use of the system.
1) The sharp division of the participants into two groups:

a. those who were completely lost

b. those who formulated correct queries, albeit a small number,

suggests that there is definitely a group of clerical personnel who will not profit from the integration of querying capabilities with general program specification capabilities, under the HOS methodology, and that there may be another group which has more analytic skills and can perform creative specification of queries and defined operations. (It should be stressed that none of the participants had computer backgrounds or even mathematics or science backgrounds. Group (b) included two college graduates, one in German, and one second year, business administration undergraduate. So, the system does allow people with a general educational background to specify queries.)

2) The system tested will be useful to managers and higher level staff and clerical workers in personalizing their access to their data-bases. To allow a broader range of personnel to access a data-base including those say, represented by (a) above, higher level personnel can design and implement standardized queries to be used by lower level personnel.
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APPENDIX

USER REFERENCE HANDOUT
(INCLUDING TASK QUERIES)
EXAMPLES OF TYPES OF OBJECTS

PERSON:
Marilyn Brewer
Fred Smith

JOB:
Clerk Typist
Branch Head

UNIT:
Accounting Section
Budget Policy Section

GROUP:
Finance Branch
Research and Technology Division

CITY:
Concord

SEX:
Male
Female
PRINT FUNCTIONS

PRINT N

ANY
ANY
ANY

SCREEN

SCREEN

NOPRINT
PRACTICE QUERIES

P1. How many children does MARILYN BREWER have?

P2. What is the BASE_PAY_RATE for a CLERK TYPIST?

P3. Please give me a list of the PERSON(s) who are BRANCH HEAD(s).

P4. How old is the HEAD of the ACCOUNTING SECTION?

P5. Give me the NUMBER_OF_CHILDREN and CITY of residence for ETHYL MULLINS.

P6. I'm writing a letter to ROBIN FARROW, and I need to know whether Robin is a man or woman (MALE or FEMALE).

P7. Here's a request from the County. They want to know about only children, so I need a list of the PERSON(s) with exactly one child (NUMBER_OF_CHILDREN is one), and also give the person's JOB.

P8. For my own use, give me a list of the PERSON(s) with exactly one child (NUMBER_OF_CHILDREN is one), and also give the person's JOB.

P9. The County wants to interview parents of only children. I need a list of the PERSON(s) with exactly one child (NUMBER_OF_CHILDREN is one), and also their SUPERVISOR, so I can tell them to authorize time off from work.
ACTUAL QUERIES I

1. What PERSON is the HEAD of the FINANCE BRANCH?

2. I'm considering a readjustment of requirements for some of our lower-grade JOB(s). Give me a list of JOB(s) with a BASE_PAY_RATE of 12000 or less.

3. I need a list of all the PERSON(s) we have who are FEMALE.

4. I'd like the JOB(s) with BASE_PAY_RATE of 12000 or less and also the MINIMUM_EXPERIENCE for each.

5. I need a list of the PERSON(s) who are BRANCH HEAD(s).

6. I need to arrange a conference with our top-ranking women. Give me a list of the PERSON(s) who are FEMALE and whose PAY_RATE is over 25000.

7. Now I need a list of the PERSON(s) and their SEX who have JOB(s) for which the BASE_PAY_RATE is 12000 or less.

8. I need another listing for those lower-grade JOB(s). Can you give me a list of PERSON(s) and their AGE for everyone who holds a job with a BASE_PAY_RATE of 12000 or less.

9. The people who send out city tax information need a list of every CITY where we have personnel residing.

10. Some of the women in the organization have expressed interest in a meeting for working mothers. To help them out, I want to give them a list of the PERSON(s) who are FEMALE, what CITY they live in, and the NUMBER_OF_CHILDREN they have.

11. What is the AGE of FRED SMITH?

12. There is a women's caucus of the Association for Computer Programmers that wants the PERSON(s) who are FEMALE and who work as PROGRAMMERS. Please get me that list.
ACTUAL QUERIES II

13. I've become concerned lately about people whose YEARS_OF_EXPERIENCE don't meet the MINIMUM_EXPERIENCE for their JOB(s). I'd like a list of such PERSON(s) and their JOB(s).

14. For everyone whose YEARS_OF_EXPERIENCE don't meet the MINIMUM_EXPERIENCE for their JOB, I want to know their SUPERVISOR and the SUPERVISOR(s) AGE.

15. I need to know what PERSON is the HEAD of the BUDGET SECTION before I meet him or her.

16. What PERSON(s) have a higher PAY_RATE than BRIAN WEISBERGER?

17. I need a separate list of PERSON(s) whose YEARS_OF_EXPERIENCE don't meet the MINIMUM_EXPERIENCE for their JOB, who also live in CONCORD.

18. I have forgotten what the JOB that GEORGE SELLING has is called, and I don't particularly care, but I need a list of the PERSON(s) with that JOB.

19. I also need to know what PERSON is the HEAD of the RESEARCH AND TECHNOLOGY DIVISION. I also need to know his or her AGE, SEX, and NUMBER_OF_CHILDREN.

20. Which of those PERSON(s) whose YEARS_OF_EXPERIENCE don't meet the MINIMUM_EXPERIENCE for their JOB are MALE?

21. Can you give me a list of all the PERSON(s) who are CLERK TYPIST(s)?

22. Provide a list of PERSON(s) who live in DOVER and give me their AGE, SEX, and NUMBER_OF_CHILDREN. I want to arrange a public relations effort in that community, and need to select some contacts there.

23. I need a list of PERSON(s) whose PAY_RATE is over 25000, along with AGE, SEX, and NUMBER_OF_CHILDREN. I'm looking at adjustments in that upper range.

24. What is the BASE_PAY_RATE for the HEAD of the BUDGET POLICY SECTION?
ACTUAL QUERIES III

25. Our outside consultants are doing an evaluation of our typing practices. I need a list of UNIT(s) that have some CLERK TYPIST(s).

26. The outside consultants also wish to cut back the total number of personnel. To do this, they wish to identify personnel who hold "duplicated jobs". Duplicated jobs are those in a UNIT for which the UNIT has a QUOTA of more than one (i.e., since the Budget Policy Section has a quota of two clerk typists, clerk typist is a duplicated job). I need a list of PERSON(s) holding duplicated JOB(s) and the CITY they live in.

27. I want a list of the PERSON(s) who are HEAD(s) of GROUP(s) and who have no children (NUMBER_OF_CHILDREN is zero).

28. About duplicated jobs—I need a list of the PERSON(s) who hold them, their JOB, and the UNIT they work in.

29. The outside-consultants now want a list of the PERSON(s) who are HEAD(s) of GROUP(s) whose UNIT(s) have some CLERK TYPIST(s). They also want to know the PAY_RATE(s) of those PERSON(s).

30. I have some extra money to disperse. Give me a list of the PERSON(S) whose PAY_RATE is less than 12000 and who also have more than two children (NUMBER_OF_CHILDREN is greater than two).

31. I need an extra CLERK TYPIST to help out in the Data Processing Section. Give me a list of the PERSON(s) who are CLERK TYPIST(s) who work in the BUDGET POLICY SECTION and who have at least two YEARS_OF_EXPERIENCE.

32. For those UNIT(s) with some CLERK TYPIST(s), the consultants need a list of the PARENT(s) of GROUP(s) which are OVER the UNITS with CLERK TYPIST(s).

33. The consultants want to talk to the SUPERVISOR of PERSON(s) who hold duplicated JOB(s). Give me a list of those SUPERVISOR(s).

34. I need a list of PERSON(s) who hold duplicated JOB(s) and whose PAY_RATE is more than the BASE_PAY_RATE for their JOB.

35. I have to satisfy affirmative action requirements. Do we still have any UNIT(s) which have only men (MALE)? I need a list of those UNIT(s).

36. For each UNIT that actually has a CLERK TYPIST, the consultants need to know its QUOTA of CLERK TYPIST(s).
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