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This technical documentary report, prepared under contract AF30(602)-3484, describes the logic and operation of the Spelling Correction program prepared by Itek Corporation for RADC. The program is written in RAD/CAP language to operate on a CDC 8090 computer under control of the RADC Experimental Computer Complex (ECC). The various routines which compose the Spelling Correction program are fully described. General flow charts of the program as well as detailed descriptions, flow charts, and operating instructions for each routine are included. This report provides sufficient information to enable the user to make maximum use of the program's capabilities.
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1. INTRODUCTION

The rapid development of computer technology justifies the use of computers in varied and unique applications. The Spelling Correction program is a prime example of a computer application which now appears both technologically and economically feasible.

The Spelling Correction program is a prototype design that will function as a basic model for developing more sophisticated spelling correcting techniques in the future. The method of correcting input text is by dictionary lookup. The lookup process utilizes a standard disk storage device to retain the working dictionary and a special shift register comparator to perform the matching function. The correction logic and data handling functions are performed by the programmed routines.

The Spelling Correction program was designed to operate in conjunction with the RADC Experimental Computer Complex (ECC). The ECC is a diverse assemblage of computers and peripheral devices controlled by an operating system called the Executive Control Program (ECP). The objective of the ECC and the ECP systems is to provide the user with a maximum of capability for a minimum of effort. To accomplish these objectives, extensive software systems were written to provide the user with automatic program segmentation, seemingly unlimited storage capacity, and a complete file management service. One of the software systems (i.e., assembly programs) operating under the ECP and providing the above capabilities is called RADCAP. This is the assembly language specified by RADC for the Spelling Correction program.

The hardware configuration of the ECC system includes a CDC 8090 computer for processing RADCAP programs. (The 8090 is basically a CDC 160A computer except for its physical appearance.) The peripheral equipment of the ECC complex used by the Spelling Correction program includes an IBM Selectric typewriter for system communication, RCA and Univac servo magnetic tape units for program and intermediate data storage, a paper tape reader and punch, an LFE BD-500 disk unit, a 408-A Datacom display, and a Philco shift register comparator.

Since the ECC is an experimental system, the hardware and software configuration did undergo numerous changes during the contract period. In some instances these changes had a direct effect on the operation and development of the Spelling Correction program. In this sense, the Spelling Correction project assumed more of an experimental nature than was originally planned.
The contract period allotted time for the various routines of the Spelling Correction program to be tested and debugged. However, the full capabilities and limitations of the program can be realized only after extensive production runs are performed.
2. SUMMARY

The Spelling Correction program was conceived by RADC as an automatic method of correcting errors in textual information. The basic design of the correction process and the hardware-software configuration for its operation were specified by RADC. Owing to the experimental nature of the operating systems, some revisions to the original specifications were required during the course of this contract.

The initial input to the Spelling Correction program is the digitized output of documents processed by an optical print reader. This information is then converted to an appropriate code for the specified hardware. Various sorting, merging, and word identification routines prepare the information for the lookup process, which is handled by dictionary lookup techniques. The correction process is geared to a shift register comparator device attached to the operating computer. The converted text is then reconstructed, with the corrected words replacing those found in error.

In the initial phase of the project, Itek conducted a statistical analysis to determine the frequency and type of errors in the documents to be processed. This information, supplied under separate cover, provided a basis for early testing of the program.

The Spelling Correction program itself generates additional statistics on errors that might permit further refinements of the technique. To prove the feasibility and efficiency of this method of error correction, operational tests should be conducted using the program on actual data in a production environment.
3. SYSTEM DESCRIPTION

The objective of the Spelling Correction program is to correct certain errors in the spelling of words contained in text processed by a print reading machine. The program is designed to operate in conjunction with a special comparator device (the Philco shift register comparator) controlled by a CDC 160/160A computer. The primary errors to be corrected by the configuration are those which existed in the text words prior to print reading because of human and mechanical factors other than those associated with the print reader itself.

The method of correcting input text is by comparison with stored dictionary data from a Laboratory for Electronics BD-500 magnetic disk file storage unit, which also operates under control of the CDC 160/160A computer. Fig. 3-1 is a generalized block diagram of the system.

The Spelling Correction program is presently composed of 12 routines and a dictionary of the 5,000 most common English words. Two of the routines gather statistical information which is intended to serve as feedback to suggest improvements or refinements to the correction process. The remaining 10 routines are actually involved in data handling and/or controlling the correction processes.

The Spelling Correction program is written in 160A assembly language called RADCAP-Stage 1. The various routines are segmented into individually operating sections of 512 (12-bit) computer words. All input-output data handling is accomplished using blocks of the same size. All internal processing in the Spelling Correction program is done in Universal code. This provides complete compatibility between the subroutines and the objectives of the Executive Control Program (ECP) under which they operate.

RADCAP-Stage 1 was chosen over RADCAP-Stage 2 as the working language because of its far greater assembly rate. The Stage 1 routines are completely compatible with Stage 2. Thus, the routines can be assembled under Stage 2, without modification, to take advantage of the more efficient object language produced by Stage 2.

The general flow of the Spelling Correction routines (see Fig. 3-2) is essentially one straight pass through the 12 routines except for the interaction which takes place between the MANUAL DATA EDIT routine and the DISPLAY routine. Each routine is designed to accept the output of the previously executed routine as input. All intermediate information is passed using magnetic
Fig. 3-1  Simplified block diagram of Spelling Correction Program
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A more detailed description of the function of each routine is available from the individual writeups and flow charts in Section 4.

The separation of the initial stream of characters from the Print Reader Conversion program into data words for the correction process is accomplished by the PEELER routine. Each data word is then appended with various descriptive words which are necessary for later processing. These descriptive words include information relative to the position of the data word in the original input stream, data word delimiters, etc. A data word and its associated descriptive words is called an "item" of information. (See Appendix A for an example of an item.) The items are then packed into blocks of 512 computer words (12-bit words) for input to the SORT routine.

The SORT routine sorts the items within each block in ascending order of character length. In addition, the blocks of data words are combined, or "batched," according to information supplied by an operator. The MERGE routine merges the blocks of data words which compose a batch. This is performed using the sorting logic of the SORT routine. (See Appendix B for more detailed information regarding batching.)

The correction techniques applied to the data words are performed in the SHIFT REGISTER COMPARATOR (SRC) and SHORTWORD routines. The order in which these two routines are executed is immaterial.

The SRC routine utilizes the shift register comparator to correct the data words. As stated previously, the correction is accomplished using dictionary lookup methods. The dictionary entries are on paper tape in the Universal character code delimited by the appropriate beginning and end words required by the shift register comparator. The order of the dictionary entries on paper tape is identical to the order of the data words in each batch produced by the SORT and MERGE routines.

Before the SRC routine can initiate the lookup techniques, the dictionary must be loaded from paper tape onto the LFE BD-500 disk. If the dictionary tape is too long to fit on the disk in a single load, it must be separated by single end-of-file blocks. The last dictionary entry should be followed by a 1778 code following the usual 1758 end-of-word code.

The primary function of the SRC routine is to control the use of the shift register comparator. The comparator is capable of operating in more than one mode, but with this routine operation is restricted to a single mode. Words to be looked up are loaded into one register of the comparator and the dictionary entries on the disk are cycled through a second comparator register. When the two registers in the comparator are matched, within a program set tolerance level, the data word is considered corrected. The area of the disk used in the lookup search and the tolerance level (i.e., threshold level) are controlled by the SRC routine. This routine is essentially the "heart" of the Spelling Correction program, since the correction logic and techniques are contained here.

Due to physical limitations of the comparator, it is capable of handling only data words from 4 to 18 characters in length. Data words containing more than 18 characters are very rare and are ignored by the Spelling Correction
program. Words containing less than four characters are corrected in the
SHORTWORD routine. This routine simulates the operation of the shift register
comparator using programmed instructions. The logic, threshold limits, pro-
gram flags, etc., are identical to the SRC routine. Thus, following the opera-
tion of the SRC and SHORTWORD routines, the automatic correction of data words
is completed.

The RE-SORT routine resorts the sorted and merged data words to the origi-
nal order of the print reader output stream. This is accomplished using the
document number and item position number in the descriptive words. After the
documents are back in their original order, all descriptive words are removed
by the DISPLAY routine. Then the document is displayed on the 408-A Datacom
with a standard indentation of nine spaces, which is used by the edit portion
of the routine, and an additional indentation of five spaces whenever a data
line exceeds the scope line. When the data has been displayed, it is again
possible to correct misspelled words. However, here the corrections are made
manually by an operator at the display console. If editing is to be performed
on a complete line, or lines, the operator may utilize the various subroutines
contained in the MANUAL DATA EDIT routine. At present there are three sub-
routines for this purpose, but the program structure is designed so that addi-
tional subroutines can easily be included.

Once the data has been manually corrected, the text is converted back to
the original print reader code. This is done by the CODE CONVERSION routine
in order to obtain a hard copy of the corrected text without having to combine
codes to represent special characters.

Although the correction process is completed at this point, there still
remain two other routines; both are statistical in nature and both use the
output of the SRC routine.

The first statistical routine, WORST, is designed to produce a table show-
ing the composition of the input text and the effectiveness of the spelling
correction procedures. This is done by classifying each item by character
length, presence or absence of a confusion character, confusion character and/
or best guess, and whether the words are corrected or remain uncorrected. The
words are also examined in order to obtain an average threshold level. Fre-
quency counts are kept for each of the categories according to character length.
(See Appendix F for a sample output of this routine.)

The second statistical routine, PONCW, is designed to give a printout of
all alphabetic items that were not corrected automatically. The printout of
each uncorrected word is preceded by its tolerance level. Within each item all
confusion characters are denoted by an asterisk.
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4. PROGRAM ROUTINES

4.1 PEELER ROUTINE

4.1.1 Purpose

The purpose of this routine is to define data words for the Spelling Correction routines and to append certain descriptive words to each data word.

4.1.2 Input

The input for this routine is a magnetic tape, outputted from RADC's Printer Code Conversion program, which contains the Universal codes substituted for original Print Reader codes.

4.1.3 Description

The PEELER routine (see Fig. 4-1) processes the data stream from the input tape in sequential order and logically determines how many characters constitute a data word. A data word may be a single blank space, a mark of punctuation, a completely alphabetic stream of characters, numbers, etc.

To each data word six descriptive words are added. They include character count, which states the number of characters in the data word; type code, which indicates the composition of the data word (e.g., pure alphabetic, numeric, alphabetic with confusion characters, alphabetic with best guess); document number; position of data word within a document; and beginning and end words, 1748 and 1758, respectively, necessary for the shift register comparator.

4.1.4 Output

A data word and its six descriptive words are packed into 512-word blocks and outputted. (See Appendix A for examples of an item.) Unused locations at the end of a block (only complete items are stored in a block) are set to zero. When an end-of-document mark is encountered, the buffer is emptied onto the output tape followed by a single end-of-file block. The final block of the last document is followed by two consecutive end-of-file blocks on the output tape.
Fig. 4-1  Flow diagram for Peeler routine
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4.2 SORT (SOALNO) ROUTINE

4.2.1 Purpose

The purpose of this routine is to perform an internal sort on successive blocks of data which contain a variable number of items. The sort (see Fig. 4-2) is performed first according to character length and then alphanumerically within each character length.

4.2.2 Input

The input is a magnetic tape containing blocks of data consisting of 51210 words. Each block contains a variable number of items, where each item is of length L, and 76L/696. The first word in a block must be a document number and the second word should contain the number of the last item in the block plus one. The items are packed in the remaining words of a block and must be complete. Unused words in a block should be equal to zero.

The last block of the input data should be followed by a double end-of-file block (see Appendix C for a description of an end-of-file block).

4.2.3 Function

Blocks of data are read sequentially from the input tape, one at a time, into core memory. Items of information are then taken from the input buffer and stored in an output buffer to obtain alphanumerical order within each character length. Items of shorter character length are stored at the top of the input buffer.

The alphanumerical sort within a fixed character length is determined by the Universal codes. Thus, numeric codes precede alphabetic codes, which in turn precede punctuation and special characters. When a block has been completely sorted, it is then written onto the output tape and the next block on the input tape is "read in" and processed.

4.2.4 Method

The input and output buffers are cleared to zeros preceding each read in from the input tape. A block is considered to contain legitimate information as long as the first word of the block is nonzero and it is not an end-of-file block.

The technique used in sorting is a pushdown list. The first item is placed in the top of the output buffer. The next, and each preceding, item is then positioned in the output buffer with regard only to the items presently stored in the output buffer. Thus the input buffer is emptied from top to bottom, and the output buffer is filled from top to bottom without gaps.

This technique is accomplished by using a smaller buffer which contains "address pointers" to the output buffer to indicate the location of the first word of each character length. Each time a new block of data is read in, all the pointers are cleared to zero. The buffer containing the address pointers
must be updated each time the position of an item is determined in the output buffer. More specifically, each time an item of say N characters has been correctly positioned, the address pointers for all items of length greater than N must be updated.

With this method it is a simple matter to determine if one is examining the first occurrence of an item of a given character length. If the address pointer of this item and the address pointer of an item which contains one more character are the same, it is a first occurrence. When storing the first occurrence of an item of a given character length, one obviously bypasses the alphanumeric search.

When the program performs an alphanumeric search, small letters and capital letters are treated identically. However, when storing an item in its proper position in the output buffer, the original contents of the input buffer are transferred.

4.2.5 Batching

The magnetic tape which serves as input to the SORT routine consists of a series of 512-word data blocks containing data words from any number of separate documents, the final data block being followed by a double end-of-file block. To perform an efficient sort and merge operation, the SORT routine has the capability of batching a fixed number of documents.

When the SORT routine is first executed it types out a request to "key-in" the number of documents to be batched. With this information, the SORT routine separates the input data into the requested batch size for processing by the remaining routines. Each batch is followed by a single end-of-file block and the final batch by a double end-of-file block.

4.2.6 Output

The output consists of a magnetic tape separated into batches of data blocks as described above. Within each data block the data words are sorted by length and universally within each length. The first two words of each input data block have been removed; thus each output data block will contain two additional zero words at the end.

4.3 MERGE ROUTINE

4.3.1 Purpose

The purpose of the MERGE routine (see Fig. 4-3) is to produce a tape or tapes containing blocks (51210) of data that are in ascending order of character length and alphanumerically sorted within each character length. This routine merges the sorted blocks of N documents, where N is limited only by the length of the magnetic tape.

4.3.2 Input

The input is a magnetic tape or tapes containing blocks (51210) of sorted data. The data in each block has been sorted according to character length,
in ascending order, and alphanumerically within each character length. An end-
of-file block (zeof in the first four words of a 512<sub>10</sub> block) denotes the logi-
cal break between batches of documents to be processed. A double end-of-file
block (zeofzeof in the first eight words of a 512<sub>10</sub> block) denotes the end of
the job.

4.3.3 Description

In the following explanation, the notation MT<sub>1</sub> denotes the input magnetic
tape, MT<sub>2</sub> and MT<sub>3</sub> denote the intermediate merged tapes, and MT<sub>4</sub> denotes the
final merged tape.

Three buffers of 512<sub>10</sub> words and two buffers of 5010 words are used as
memory storage and work areas. These areas are labeled SORTED (input block),
MERGED (intermediate storage), MEROUT (output block), BUF<sub>1</sub> (buffer for a sorted
word), and BUF<sub>2</sub> (buffer for a merged word). The last two buffers are used for
the basic merging operation.

For initialization, a block of data is read from MT<sub>1</sub> into SORTED and imme-
diately written out onto MT<sub>2</sub> in order to establish merged data. A block of
data is then read from MT<sub>1</sub> into SORTED and a block of data is read from MT<sub>2</sub>
into MERGED. A word from SORTED is transferred to BUF<sub>1</sub> and a word from MERGED
is transferred to BUF<sub>2</sub>. These two words are then compared for the lowest char-
acter count. If the character counts are equal, a check is made for lowest
alphanumeric value. Depending on the outcome of these tests, one of the two
words is transferred to MEROUT. The emptied buffer is refilled and the com-
parison process repeated until MEROUT is completely filled or the next word to
be stored into MEROUT does not fit completely. MEROUT is then written out
onto MT<sub>3</sub> and the buffer is cleared.

When MERGED empties before SORTED, it is refilled from MT<sub>2</sub>. The empty-
fill process of MERGED will continue until SORTED is emptied or an end-of-
file block is encountered on MT<sub>2</sub>. If an end-of-file block is encountered on
MT<sub>2</sub> before SORTED is empty, then the rest of SORTED is transferred to MEROUT.
MEROUT is then written onto tape MT<sub>3</sub>. A logical process then switches the
input-output functions of MT<sub>2</sub> and MT<sub>3</sub>, SORTED and MEROUT are filled again, and
the process continues. If SORTED empties before MERGED, the rest of the pre-

sent temporary input tape is read in and transferred for output.

When a single end-of-file block is encountered on MT<sub>1</sub>, the batch of docu-
ments just merged is transferred to MT<sub>4</sub>. This is done in order to save tape
manipulation when starting to merge the next batch of documents. On encounter-
ing a double end-of-file block the same process takes place, but control is
then passed to the next routine.

4.3.4 Output

The output is a magnetic tape containing N batches of J documents with
each batch of J documents completely sorted by character length, in ascending
order, and alphanumerically within each character length. On this tape neither
N nor J has a limit. This tape is used as input to the SRC or SHORTWORD
routine.
Fig. 4-3 Flow diagram for Merge routine
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4.4 SHORTWORD (SHRTWD) ROUTINE

4.4.1 Purpose

The purpose of the SHORTWORD routine (see Fig. 4-4) is to correct, in a manner which simulates the shift register comparator logic, all alphabetical words of two or three characters which contain a best guess, a confusion code, or both.

4.4.2 Input

The input tape is the output tape of the SORT routine.

4.4.3 Description

After a block of input has been read, a check is made for an end-of-file block. If either a single (zeof) or a double (zeofzeof) end-of-file block is read, it is written on the output tape. If it is a single end-of-file block, the next block of input is read and processing continues; otherwise, the routing terminates.

If it is not an end-of-file block, it is a data block and the first word of each item, the character count, is examined to see whether it is two or three. If the character count is not two or three, the item is stored, as is, in the output buffer and the routine continues to process data words until an item with a character count of zero is encountered. At this point, the output buffer is written on the output tape and the next block is read.

If the character count is two or three, the second word of the item, the type code, is examined. If it indicates that the word contains no confusion or best guess codes, the item is stored, as is, in the output buffer. However, if the type code does contain an indication of one or both codes, then it is necessary to compare the data word portion of the item with the shortword dictionary, which is stored in memory, in order to see if the word is correct or if it is necessary to correct it. If an exact match is obtained between the lookup word and a dictionary entry, the word is stored, as is, in the output buffer.

If an exact match is not obtained during the first examination, as is the case when the word contains a confusion character, then one of the characters is disregarded and a match of the remaining characters is sought. If obtained, the corrected word is stored with its threshold set to one, indicating that the word has been corrected but it was necessary to disregard one character in order to correct it. This threshold value is placed in the five leftmost bits of the fifth word of the item. The left most bit indicates whether the word has been corrected (0) or not (1). The other four bits contain the threshold level used in correcting the word.

If a data word is not corrected and it is a two-letter word, the threshold value has reached a maximum for this length word and it is considered not correctable. Hence, the fifth word is flagged to indicate an uncorrected word with a threshold value of one. However, if it is a three-letter data word,
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Fig. 4 - 4 (cont'd)
Fig. 4 - 4 (cont'd)
Fig. 4-4 (cont'd)
another character is disregarded and a match is again sought. If a successful match is made, the word is stored, as is, with the fifth word indicating an uncorrected word with a threshold level of two.

After every item is stored, a check is made to see if the output buffer is completely full. If it is full, the output buffer is written and the next input block is read.

4.4.4 Output

The output tape has exactly the same format and order as the input tape. The only differences are that flags have been added to indicate threshold levels and confusion and best guess codes have been replaced in those words that could be corrected.

4.5 LOAD DISK (LODDISK) ROUT JE

4.5.1 Purpose

The purpose of the LOAD DISK routine (see Fig. 4 5) is to load a dictionary onto the BD-500 disk, and, while performing the loading operation, to gather specific information about where the dictionary is stored on the disk. The dictionary storage information is saved in a reserved area which is accessible by other routines. The primary user of the information is the routine which drives the shift register comparator. After determining various characteristics about a "word" to be matched or corrected, the SRC routine selects the appropriate dictionary segment from the information in the reserved area. The LOAD DISK routine also adds various flags necessary for proper functioning of the shift register comparator status responses.

4.5.2 Input

The input is a paper tape containing the appropriate dictionary. The tape should be punched in biocntal codes. The dictionary words should be grouped by character length N, in ascending order, where N44 and should be alphanumerically sorted within each character length. This sequence is required for the shift register comparator to function properly.

4.5.3 Description

The reserved area (DICTAB) is initialized at BANK 1 and TRACK 1, which is the address of the first load. The dictionary is read in a block (51210 characters, at a time. This block is then transferred to an output buffer (81410 characters) word by word. (The size of the output buffer is prescribed in ECP 2 Technical Note 56, Supplement 1.) This enables the routine to load the disk in the two-track mode. As each word is transferred to the output buffer, two checks are made. The first is to allow only complete words to be transferred. The total character count, calculated by summing the individual character counts of the transferred words, should not exceed 81310. This leaves the required one location for inserting the octal code 173, which is a flag required by the shift register comparator. The second check is to note any change in character length. Upon finding a change, no more words are transferred and the output buffer is considered full. Then the octal code 173 is
FIG. 4-5 Flow diagram for Load Disk routine
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inserted. When either of these conditions is encountered the buffer is loaded onto the disk, the BANK and TRACK address is updated, the output buffer is zeroed out, and processing continues. However, if a character length change is encountered, the latest BANK and TRACK address is entered into the reserved area before continuing. Upon completion of this routine a message is typed out on the Selectric typewriter to the effect that the dictionary has been successfully loaded.

4.5.4 Output

The output of this routine is the dictionary loaded on the BD-500 disk and a table which contains the starting address (BANK and TRACK) of each character length segment of the stored dictionary.

4.6 SHIFT REGISTER COMPARATOR (SRC) ROUTINE

4.6.1 Purpose

The purpose of the SRC routine (see Fig. 4 6) is to examine the data previously sorted in alphanumeric order and flagged according to data word type and to set the shift register comparator conditions for a dictionary lookup. An attempt is then made either to match or to correct the word. The final result is flagged accordingly.

4.6.2 Input

The input is a magnetic tape containing N batches of M documents, where a document is composed of one or more blocks of 512 computer words. Each batch of M documents is sorted in ascending order of character length and alphabetically within each character length for the data words in the batch.

Each individual item (see Appendix A) has six computer words added to it for descriptive purposes. This program is concerned with the first two of the descriptive words in an item. Word 1 contains the character count of the item to be processed. Word 2 indicates the classification of the item (see Appendix A for an explanation of type codes). A single end-of-file block (eof in the first four words of 512-word block) denotes the logical break between batches of documents. A double end-of-file block (eofeof in the first eight words of a 512-word block) denotes the end of the job.

4.6.3 Description

For brevity the shift register comparator will be referred to as the SRC and its individual registers will be referred to as SR1, SR2, SR3, and SR4. (See SRC hardware manual for details.)

Data is read in one block at a time. One item is then transferred to a buffer area for editing. The first check is the character count; if it is less than 4 or greater than 18, the item is bypassed. This limitation is brought about by the actual SRC hardware configuration and operation. The type classification is then examined. If the item is anything but alphabetic, it is bypassed as being uncorrectable. If both of these tests are passed, then the
Figure 4-6 Flow diagram for Shift-Register Comparator routine
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SRC conditions are set according to type found: alphabetic, alphabetic with best guess, alphabetic with confusion, alphabetic with confusion plus best guess. (See Appendix D for bit configuration of settings which can be set and then lowered to allow for the best possible match.) If a data word has been determined as containing all alphabetic characters, the threshold is set at zero. The data word plus beginning and end words are then loaded into SR1, and a lookup is initiated. A compare command then causes the words within the selected dictionary segment to cycle through SR4, SR2, and SR3. SR2 accepts the dictionary words and moves them to the compare position (lines up beginning and end-of-word marks). SR3 receives the dictionary words from SR2. If a match does not occur, SR3 is cleared. If a match is found, the dictionary word is advanced to the end of SR3 and awaits call to the computer. If no match is found, the data word is considered not to be in the dictionary and thus not correctable.

For all other data word types, the threshold is initially set at one. In these cases, if no match is found, the threshold is increased by one and the lookup process is repeated. This cycle is repeated until a match is found or the threshold setting exceeds an arbitrary limit set for the various character lengths. The present formula for determining threshold limits is the integer portion of $N/2$, where $N$ is the character length of the item. These figures have been previously determined and stored in a table. This table can be readily changed if future statistics prove the need to do so.

Once the lookup process on an item is completed, the item is flagged as corrected or not corrected along with the highest threshold value reached in the process. The flags are stored in the high order five bits of the begin word mark (1748). If the word is considered to be corrected, bit 11 is a zero and bits 10–7 contain the binary form of the highest threshold setting used in correcting the data word. If the word is considered to be not corrected, then bit 11 contains a one and bits 10–7 contain the binary form of the arbitrary threshold setting. Items which are not alphabetic or those having character counts outside SRC limits are flagged as uncorrected but contain a zero in the threshold setting bits.

Another major part of the lookup process is selecting the proper segment of the dictionary to cycle over in attempting a match. Each track contains up to 81410 characters. Requirements for the selection process are the BANK and TRACK address and the WORD FROM and WORD TO address. The BANK and TRACK addresses are compiled and stored in a table when the dictionary is being loaded onto the disk. The table contains the BANK and TRACK address of the first word of each character length.

With this information, the program selects the proper BANK and TRACK address and gives an initial WORD FROM and WORD TO address ranging from 0 to 81410. If no match is found in this segment, the BANK and TRACK address is increased by one. At this point: check is made to ensure that the proper character length is still being searched.

Owing to the alphanumeric sort order, the following feature allows for faster cycle time over selected positions of the disk. If a match is found in a particular segment, part of the return information is the address on the track where the match occurred. This address minus 2010 is placed in the WORD
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10 address in order to allow for the next items being duplicates of the item just matched (20 characters is the largest possible word i.e., 18 characters plus 2 word marks).

Once a lookup process has been initiated, the return information is checked to determine the result of the lookup. A return of zero means that a match has been found according to the conditions that were previously set. The dictionary word involved in the match is retrieved from SR3 to replace its counterpart in the data stream. In this manner all confusion and best guess characters are deleted and the word is considered to have been corrected. A return of five means the word has been passed and a match, under the set tolerance, was not found. This condition, performed by SRC hardware, is based on the sum of the first three characters of the data word being greater than the sum of the first three characters of the dictionary word. A return of seven means the SRC has cycled over the complete segment two times and has not found a match or passed beyond the data word alphanumerically. This is brought about by the hardware feature of stopping the cycle procedure when the Universal code 173g has been encountered twice. To make use of this feature, when the dictionary is being loaded, the code 173g is inserted as the last character in each track.

The general flow of this routine stems from the procedures set forth in ECP-2 Technical Note 56 and ECP-2 Technical Note 56, Supplement 1. The procedures described in these notes allow a program written in RADCAP to make use of the SRC and the BD-500 disk. Copies of these notes will be found in the appendixes of this report.

4.6.4 Output

The output of this routine is magnetic tape containing the input tape information with corrected data words and flags substituted for incorrect data words. Data words which remained uncorrected are composed of the original input data word with program inserted flags. Data words considered corrected are dictionary words that have replaced the original data word. Corrected data words also contain program inserted flags. Program inserted flags are explained in section 4.6.3. Appendix E contains examples of flag setup. This tape is used in the normal system flow as input to the RE-SORT routine. However, it can also be used as direct input to the STATISTICS I routine, since re-sorting is not necessary to gather the statistics on the correction procedures.

4.7 RE-SORT ROUTINE

4.7.1 Purpose

The RE-SORT routine (see Fig. 4-7) takes data which has been processed by the Spelling Correction routines, and which was previously sorted by character length and alphanumerically, and reorders it into its original order according to its document and item number.

4.7.2 Function

Blocks of data are read from magnetic tape, reordered by document and item.
number, and written on another magnetic tape. Each block as it is sorted is merged with previously processed blocks until the entire input tape is re-sorted.

4.7.3 Input

The input for this routine is a magnetic tape containing blocks (512₁₀) of corrected data output from the SRC or SHORTWORD routines. Each batch of data (see Appendix B for an explanation of batching) has been sorted universally. The end of the input data is denoted by a double end-of-file block.

4.7.4 Method

In the following explanation, the notation MT₁ denotes the input magnetic tape, MT₂ and MT₃ denote the intermediate merged tapes, and MF denotes the final merged tape. MT₂ and MT₃ are logically switched at the end of each block merging operation. The last one used is written onto MT₃ when an end-of-file block is seen.

Three blocks of 512 locations each are used as memory storage and work areas. These areas are labeled NSB (newly sorted block), FSB (formerly sorted block), and NMB (newly merged block) for brevity.

One block of data is read into NSB from MT₁ and is sorted by document number. This is done by repeated scans of NSB, looking for the lowest document number seen on each scan as each item of NSB is examined. Whenever a new low document number is seen, this number replaces the old low document number and the item itself is copied into FSB, replacing any former low item, until at the completion of one scan the lowest document numbered item has been transferred. Each transferred item is "erased" from NSB by zeroing its "key" register (174) so that it is ignored on the next scan. Thus, one item is transferred to FSB at each scan, while the scans become progressively shorter until all items have been transferred and arranged in ascending document number order.

The same process is repeated with the item numbers of each document being arranged numerically as they are transferred back out of FSB into NSB. At the completion of this transfer, the block of data is fully resorted and ready to be merged with previously processed data.

In the case of the very first block, no previously sorted data yet exists, so the block is immediately written onto MT₂. A new block is then read from MT₁ to NSB and sorted by document and item number. The previously sorted block is read from MT₂ into the FSB area. Item 1 of NSB is compared to item 1 of FSB and the lower numbered item is transferred to NMB. In this fashion, the items of both FSB and NSB are merged and moved to NMB until NMB is within 16 registers of being full. NMB is then written onto MT₃, where it may be used in the merging of the next input block. The remaining items of FSB and NSB are merged as NMB is refilled.

When FSB is emptied, another block is read into it from MT₂ and merging continues. When NSB is emptied, the program is adjusted to make an NSB entry appear to have a value so high that all remaining items from MT₂ are selected as lower than the NSB item. When MT₂ is exhausted of items and NSB is also
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The flowchart illustrates the process for handling storage management and data transfer:

1. **Testeq**: Check if the storage block is full. If yes, go to **Takold**; if no, proceed to find the current item number of the FSB.
2. **Find Current Item No. of FSB**: If the FSB item number equals the FSB no. 7, go to **Takold**; otherwise, find the next item number of the FSB.
3. **NSB Item No. & FSB No. 7**: If yes, move the item from FSB to NSB; otherwise, go to **Taknew**.
4. **Taknew**: Move item from NSB to NSB.
5. **Set FSB Index to Start of Next Item**: Set the index to start of next item.
6. **Dumpit**: Check if the NSB is full. If yes, set end-of-dump switch to go to **Seteso**; if no, save storage index of NSB in 'SAVING'.
7. **Write NSB onto MT2**: Write the NSB onto MT2.
8. **Write NSB onto MT3**: Write the NSB onto MT3.
9. **Reset Storage Index of NSB to Top of Block (0)**: Reset the storage index of NSB to 0.
10. **Zero Out Merge Buffer (NSB)**: Zero out the merge buffer (NSB).
11. **End-of-dump Switch**: Set the end-of-dump switch.
12. **Seteso**: Set the storage index.

**Fig. 4 - 7 (cont'd)**
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empty, M73 becomes the merged tape. It is used to merge with another input block (if there is one), and the new results are written onto M72. So long as there is new input to read from M71, this process continues with M72 and M73 alternately becoming the output tape.

A single end-of-file block in the input tape indicates the end of a batch. This causes the current output tape (M72 or M73) to be copied onto the final output tape before the next block is read from M71. A double end-of-file block on the input tape indicates the end of the job. Again, the current output tape is copied onto the final output tape (along with the double end-of-file block) before the routine halts.

4.7.5 Output

The output tape for this routine is a magnetic tape containing the corrected version of the data words in their original print reader order. However, it is not in the same format as the PEELER routine input, since the six descriptive words added by the PEELER routine and the batching scheme added by the SORT routine are still present. This tape is normally used as input to the DISPLAY routine but can also be used as input to both STATISTICS routines.

4.8 STATISTICS I (WORST) ROUTINE

4.8.1 Purpose

The purpose of the STATISTICS I routine (see Fig. 4-3) is to gather statistics concerning alphabetic words of 18 or less characters. The statistics are compiled separately for each character length. Within each length, statistics for frequency count and the occurrence of best guess, confusion, confusion and best guess, corrected, and uncorrected words are kept.

4.8.2 Input

The input tape can be the output tape of either the SRC routine or the RE-SORT routine. Although it is necessary to input all words of an item, only three words are of direct concern to this routine. They are the first, second, and fifth words of an item; the character count, type code, and begin word, respectively.

4.8.3 Description

After the file has been opened, the output headings are set up and all storage areas are cleared. Next a block of data is read. If it begins with either a single or a double end-of-file block, that batch is displayed. The display section of this routine is explained later.

If no display took place, the character count is examined and if it is within the limits for the length of a word (i.e., \( \text{len} \leq 18 \), where \( \text{len} \) is the character count), then a tally is made in the appropriate frequency count. Separate tallies are kept for each length. If the length is above the limit, the character count of the next item is examined. If it is below, the next block is read.
Next the type code is examined. If the word is not alphabetic or is hyphenated, the next item is examined. If the word is purely alphabetic and is unhyphenated, a tally is made in one of the three classes: best guess, confusion, or both. The class in which to make the tally is determined by the arrangement of the four leftmost significant bits of the type code word:

- 0000: alphabetic characters only
- 0100: alphabetic characters with confusion
- 0010: alphabetic characters with best guess
- 0110: alphabetic characters with both

After this, the begin word is examined. If there is a one in bit 11, then it was not possible to correct the word, so a tally is made in the uncorrected total, or in the corrected total if bit 11 was zero. Then the next item is examined until the input block is completely processed, in which case the next block is read from the input tape.

If it had been necessary to output a block, since an end-of-file block was encountered, then the batch number would have been displayed first. Then the headings, which were set up at the start of the routine, are displayed, followed below by the appropriate statistics. Before the statistics are displayed they are converted from octal to decimal form. When all the statistics for this batch have been displayed, the next block of data is read, unless there has been a double end-of-file block. A double end-of-file block terminates this routine.

4.8.4 Output

The output is displayed on the typewriter. All data within a set of end-of-file blocks is considered a batch. Whenever an end-of-file block is read, all the statistics obtained for that batch are displayed. First, the batch number is typed, followed by the headings. The headings indicate the various categories: character length, frequency, best guess, confusion, confusion and best guess, corrected, and uncorrected. Then under each of the seven categories the proper statistics are typed. This typing of batch number, headings, and statistics occurs after each batch has been processed (see Appendix F for a sample output).

4.9 STATISTICS II (PONCW) ROUTINE

4.9.1 Purpose

The purpose of the STATISTICS II routine (see Fig. 4-9) is to obtain a printout of all alphabetic items that were not corrected by the programming logic in the SRC or SHORTWORD routines. The printout of each item is preceded by the maximum tolerance which was used in the correction attempt. Any confusion characters within an item are printed out as asterisks.

4.9.2 Input

The input tape for this routine is the output tape of the SRC or SHORTWORD routine. The input tape is read in blocks of 512 computer words. Within each of these blocks there is a variable number of items. Only complete items are placed in a data block, and unused locations, if any, are filled with zeros.
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The following diagram illustrates the composition of an item and those words which are examined by this routine.

<table>
<thead>
<tr>
<th>Word</th>
<th>Description</th>
<th>Used or Not Used</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Number of characters in item</td>
<td>Used</td>
</tr>
<tr>
<td>2</td>
<td>Type code</td>
<td>Not used</td>
</tr>
<tr>
<td>3</td>
<td>Document number</td>
<td>Not used</td>
</tr>
<tr>
<td>4</td>
<td>Item position in document</td>
<td>Not used</td>
</tr>
<tr>
<td>5</td>
<td>174 and tolerance level</td>
<td>Only tolerance level used</td>
</tr>
<tr>
<td>.</td>
<td>I</td>
<td>Used</td>
</tr>
<tr>
<td>.</td>
<td>T</td>
<td>Used</td>
</tr>
<tr>
<td>.</td>
<td>E</td>
<td>Used</td>
</tr>
<tr>
<td>.</td>
<td>M</td>
<td>Used</td>
</tr>
<tr>
<td>n</td>
<td>175</td>
<td>Not used</td>
</tr>
</tbody>
</table>

4.9.3 Description

After an input block has been read into memory, a check is made to see if it is a single or double end-of-file block. A single end-of-file block is ignored and the next block on the input tape is read in. A double end-of-file block indicates the end of the input data and the contents of the output buffer are printed out.

If no end-of-file block is encountered, the character count of each data word is examined for a zero. A zero character count implies that the 512-word data block has been completely processed and the next block is read into memory. If it is not zero, then the number four is added to the character count to make room for additional information needed in the output buffer. Bit 11 of the fifth word of each item is then examined to determine if the data word is uncorrected or corrected. For corrected words all but bits 7-10 of the fifth word are cleared and the routine moves on to the next data word.

The item tolerance level for all uncorrected data words is converted from binary to Universal code (only code accepted by the printer) and stored with the data in the output buffer. Any confusion characters that may be present in the data word are converted to asterisks for printing purposes. A carriage return is stored in the output buffer following each entry to the output will be in a single column.

A check is performed each time an entry is stored in the output buffer for the end of the buffer. When the end of the buffer is encountered, an end-of-message code is stored and the output buffer is printed.
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4.9.4 Output

Each time the 512-word output buffer is filled, it is printed. The tolerance level for uncorrected data words precedes the word itself as shown by the following example:

```
3  ABACUS
1  B*T
2  CH*I*
6  UNCONFORMABLE
```

Note that the words such as "abacus" and "unconformable" will appear on the printout as uncorrected words even when they are correct if they are not contained in the dictionary.

4.10 DISPLAY ROUTINE

4.10.1 Purpose

The purpose of the DISPLAY routine (see Fig. 4-10) is to enable the presentation of the corrected text on the 408-A Datacom. All lines of the text are indented nine spaces. If a line of text exceeds the length of the scope line, the remainder of the line is placed on the next line after an added indentation of five spaces. Thus, although the number of lines is not the same, the first word of each of the original lines is easily recognized.

4.10.2 Input

The input tape used in this routine is the output tape from the RE-SORT routine. It is entered in blocks of 512 computer words. All words of an item are entered, although not all of them are used. The order of the words in an item and the fact of whether they are used or not is shown in the following table:

<table>
<thead>
<tr>
<th>Word</th>
<th>Description</th>
<th>Used or Not Used</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Number of characters in word</td>
<td>Used</td>
</tr>
<tr>
<td>2</td>
<td>Type code</td>
<td>Not used</td>
</tr>
<tr>
<td>3</td>
<td>Document number</td>
<td>Not used</td>
</tr>
<tr>
<td>4</td>
<td>Item position in document</td>
<td>Not used</td>
</tr>
<tr>
<td>5</td>
<td>174g</td>
<td>Not used</td>
</tr>
<tr>
<td>.</td>
<td>I</td>
<td>Used</td>
</tr>
<tr>
<td>.</td>
<td>T</td>
<td>Used</td>
</tr>
<tr>
<td>.</td>
<td>E</td>
<td>Used</td>
</tr>
<tr>
<td>.</td>
<td>H</td>
<td>Used</td>
</tr>
<tr>
<td>n</td>
<td>175L</td>
<td>Not used</td>
</tr>
</tbody>
</table>
Fig. 4 - 10  Flow diagram for Display routine
Note: The term "plus spaces" means spaces to end of line plus 14 more.
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4.10.3 Description

After each input block is read, a check for an end-of-file block is made. If either a single (zerof) or a double (zerofzerof) end-of-file block is read, then the contents of the output buffer are displayed, written on the output tape, and the corresponding end-of-file block is also written. If a double end-of-file block is read, the routine terminates, but if only a single end-of-file block is read, the next block is brought in from the input tape.

If no end-of-file block is encountered, the input increment is tested. If it is at 512, a new block is read; otherwise, the first word of the item is examined. If it is zero, a new input block is read; otherwise the length of the output item is added to the output increment to see if the item will fit. If it will not fit, the output block is displayed; otherwise the length is checked to see if it will fit on the scope line, which is 63 characters long. If the item fits, it is stored and a check is made for a carriage return. If there is none, the routine proceeds with the next item. If there is one, the remainder of the line is filled with spaces, the next line is indented nine spaces, and the next item is processed.

If the item will not fit on the line, it is necessary to add a carriage return and enough spaces so that the remainder of the scope line is filled. Before the carriage return is inserted, a check is made to determine how many spaces must be added so that the indentation on the next line is 14 spaces. If the next item is a space, 13 spaces are to be inserted, unless the previous item is a question mark, period, colon, or exclamation point; then only 12 spaces are needed. If the next item is not a space, but the previous word was, then 14 spaces are inserted. Otherwise the previous words are searched until a space is found; then 14 spaces are added and the previous word or words are stored after the indentation. Then the program proceeds with the next item.

4.10.4 Output

After a 512-word output block has been filled, it is displayed on the scope. The maximum length of any line is 63 characters. Thus, if the original text was as follows:

A study is made of the temperature field before the combustion front in a pipe with circular cross section. In the study it is assumed that the air moving along the pipe is heated on account of the stationary process of convective head exchange from the pipe.

the scope output would look like this:

A study is made of the temperature field before the combustion front in a pipe with circular cross section. In the study
it is assumed that the air moving along the pipe is
heated on account
of the stationary process of convective heat exchange
from the pipe.

4.11 MANUAL DATA EDIT (MDE) ROUTINE

4.11.1 Purpose

The purpose of the MANUAL DATA EDIT routine (see Fig. 4-11) is to allow an
operator to remove any remaining errors left by the automatic correction pro-
cedures or to perform a general data editing function.

4.11.2 Input

The input to this routine is the displayed output of the DISPLAY routine. Each time the DISPLAY routine displays a block of corrected data it calls this
routine. Other input is provided by the operator who is manning the scope. Th
includes names of subroutines which he selects to assist in the manual
processing of the displayed data.

4.11.3 Function

The DISPLAY routine displays the automatically corrected text on the 408-A
Datacom using a RADCAP KEY IN Instruction. Control is then sent to the MANUAL
DATA EDIT package, incorporated into the DISPLAY routine, to accept and inter-
pret messages, if any, inserted by the operator. For the present, only a few
routines are available to the operator, but the package is designed to permit
additional functions to be included at a later time.

The present package includes a routine, SWB35, to switch the function of
flag bits 3 and 5 of the displayed text. Using this routine, an operator can
substitute the clearly visible overline marker on the Datacom for those charac-
ters which were flagged as best guess. Calling this routine again restores the
display to its original format. A second routine called ERROR is available to
reinitialize the original display should the operator have inadvertently
destroyed some valuable data. A third routine, STOP, is available to act as a
function delimiter for the other routines. Each of the routines operates on a
line, or lines, of the displayed text. Thus a routine name in the left-hand
display margin next to a particular line operates on that line and each succeed-
ing line of the display until either the end of the display is reached or
another routine name is found in the display margin.

To switch the function of flag bits 3 and 5 for only a single line in the
display, one would type the routine name SWB35 in the display margin next to
the line one wished to operate on and type STOP in the display margin next to
the following line. Here the routine STOP serves as a delimiter for the SWB35
routine.
Each routine name must be seven characters or less in length and be followed by a blank. Imbedded blanks in the name are not permitted. Routine names do not have to be either left or right adjusted in the display margin.

If an operator should request a routine which is not available or not called correctly, the package removes the name from the display margin and continues operation.

After a routine has performed its intended function, it removes its own name from the display margin and returns control to the scanning section of the package to look for other routines which may be called. When the end of the display is reached and a routine has been called at some previous point, control is returned to the display routine to repeat this same display with the changes incorporated. In this manner an operator can perform many separate functions on a single display. When no further routines are requested, the last display is written on the final output tape and a new block is displayed.

4.11.4 Method

The display margin is scanned from top to bottom for nonblank characters. A nonblank character transfers control to a matching section which compares the characters found against a subroutine table. Each entry in the subroutine table is followed by a blank (012B) and an exact match is required with the subroutine table including the blank character.

The subroutine search is accomplished using an alphanumeric lookup technique where the names in the subroutine table must be ordered according to their Universal code values. This is the same order output by the SORT and MERGE routines for the document data.

When a legitimate subroutine name has been requested and a match found in the subroutine table, the package constructs a RADCAP JUMP instruction to a JUMP TABLE which sends control to the appropriate routine.

This description is concerned only with existing subroutines which assist the operator in correcting or editing the displayed data. There are of course many editing and correcting aids built into the 408-A Datacom hardware which increase the capability of an operator, but these are explained in the appropriate manuals for the 408-A Datacom.

4.11.5 Output

This routine does not write on an output device. The results of this routine are direct changes to the data held in the DISPLAY routine's output buffer.

Fig. 4-12a is an example of the lower half display of the Datacom console after an operator has partially corrected the text. In the left-hand margin, the operator has typed the name of a subroutine (SWB35) which he selected to use in further correcting the text. Subroutine names can be placed anywhere in the first eight positions of the margin but imbedded blanks are not permitted.
Fig. 4-11 Flow diagram for Manual Data Edit routine
a) Subroutine stop

- Initialize pointer to process first char. on line
- Load first/next char. on line
- If it is a carriage return? Yes → return to display rtn. No → go back to load first/next char.
- If it is an end-of-message? Yes → update line count. No → position pointer for scanning next line
- Are all 8 lines processed? Yes → return to line scanning section of manual data exit routine. No → go back to load first/next char.

b) Subroutine error

- Begin return to display rtn. to reinitalize same display

Fig. 4 - 11 (cont'd)
Subroutine SW35

begin

initialize pointer to process first char. of line

load first/next char. of line

is it a carriage return?

is it an end-of-message code?

mask out all but 3 and 5 flag bits

switch:
  bit 3 → 5
  bit 5 → 3

return to line scan portion of manual data

is complete margin blank?

are all 8 lines processed?

position pointer to process next line

update line count

return to display

Fig. 4-11 (cont'd)
After an operator has selected the editing subroutine(s) which he intends to use in correcting the text, control is returned to the MANUAL DATA EDIT routine. This routine will interpret the operator's inserted marks, and call the appropriate subroutine(s). The processed text will then be redisplayed on the upper half of the Datacom scope, as shown in Fig. 4-17h.

In Fig. 4-12a a different type font is used to represent color shift characters, e.g., ECP and DISPLAY in the first lines.

4.12 CODE CONVERSION (CONVRT) ROUTINE

4.12.1 Purpose

The purpose of the CODE CONVERSION routine (see Fig. 4-13) is to convert the corrected text from Universal to Print Reader code.

4.12.2 Input

The input for this routine is the magnetic output tape of the DISPLAY routine.

4.12.3 Description

The CODE CONVERSION routine reads and processes a single input block (512 words) at one time. Each Universal code is examined to determine if it is part of a color series. Those codes which are not part of a color series are converted using a table lookup technique, and the corresponding Print Reader code is stored in the output buffer. Each time a character is stored in the output buffer a check is made to determine if the buffer is full. When the buffer is full it is punched onto paper tape.

If the Universal code indicates that this character is part of a color series, it must then be determined if it is the first or last character in the series and set the appropriate flags. Only the first and last characters of a color series are accompanied by a color shift code in addition to the corresponding Print Reader code. The first character of a color series is preceded by a color shift code and the last character of a color series is followed by a color shift code.

The end of the input data is signaled by a double end-of-file block. Single end-of-file blocks are ignored by this routine and the next block in the input tape sequence is read.

4.12.4 Output

The output of the CODE CONVERSION routine, the final routine of the Spelling Correction program, consists of a punched paper tape in Print Reader codes. This tape can then be listed to obtain a hard copy of the original Print Reader input text with corrections inserted.

4.13 GENERATION OF SIMULATED DATA (CENDAT) PROGRAM

4.13.1 Purpose
<table>
<thead>
<tr>
<th>SWB35</th>
<th>Issue a command to ECP to DISPLAY data as described</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>under DSPLY above,</td>
</tr>
<tr>
<td></td>
<td>and then to accept data from the console device. ECP</td>
</tr>
<tr>
<td></td>
<td>first outputs the</td>
</tr>
<tr>
<td></td>
<td>segment designated in the operand field until either a</td>
</tr>
<tr>
<td></td>
<td>STOP CODE is encountered</td>
</tr>
<tr>
<td></td>
<td>or 512 WORDS have been displayed.</td>
</tr>
<tr>
<td></td>
<td>ECP then waits until the programmer completes his</td>
</tr>
</tbody>
</table>

(a) Lower half of display

<table>
<thead>
<tr>
<th></th>
<th>Issue a command to ECP to display data as described</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>under DSPLY above,</td>
</tr>
<tr>
<td></td>
<td>and then to accept data from the CONSOLE DEVICE ECP</td>
</tr>
<tr>
<td></td>
<td>first outputs the</td>
</tr>
<tr>
<td></td>
<td>segment designated in the operand field until either a</td>
</tr>
<tr>
<td></td>
<td>stop code is encountered</td>
</tr>
<tr>
<td></td>
<td>or 512 words have been DISPLAYED.</td>
</tr>
<tr>
<td></td>
<td>ECP then waits until the programmer completes his</td>
</tr>
</tbody>
</table>

(b) Upper half of display

Fig. 4-12 Examples of 408-A Datacom Display when using MANUAL DATA EDIT routine
Fig. 4-13  Flow diagram for Code Conversion routine
Fig. 4 - 13 (cont'd)
The purpose of the GENDAT program (see Fig. 4-14) is to create data which can be used as input in debugging the Spelling Correction routines. This proved necessary because at the time the routines were being debugged it was not possible to run the SRC routine. All but four of the routines, PEELER, SORT, MERGE, and SHORTWORD use the output of the SRC in one way or another (i.e., either directly using the output just as it came from this routine, or indirectly using the output of a routine which used the SRC's output).

4.13.2 Input

The input for this program is created by the user. It is done by typing in the data on the user's typewriter, after the message "okay typs in data" has been typed out by the program.

4.13.3 Description

One generates data in blocks of 5120 computer words by using the RADCAP KEY IN instruction. A data word is typed just as it is to appear, except that at the end of each data word (which can be a space, a mark of punctuation, an actual word, etc.) a carriage return is placed. This is done so that the program will know when a data word is complete. At the end of the last data word a left parenthesis is typed; thus, neither a carriage return nor a left parenthesis can be used in a data word. If it is necessary to use either of these characters as a data word, the marks for end-of-word and end-of-data can be changed to any keyboard character that is not used as a data word.

Before the message to type in data has appeared, two leader words are written in the output buffer. They are used only by the SORT routine, so if data is not being created for this routine, they should not be written (see Section 4.13.5). Typing a left parenthesis returns control to the GENDAT program which then displays the block typed in by the user. Unused locations are automatically zeroed out.

Except for the first and last routines of the Spelling Correction program, all routines accept six additional words (descriptive words) for each data word. Thus, the GENDAT program must also generate these additional words. Of the six descriptive words, two of them, the begin and end words (174g and 175g respectively) remain constant. Two other words, document number and type code, are set and remain constant for all data words which are typed in. Only two words change their value during the execution of the GENDAT program: the character count and item position within the document.

As a data word is being stored by the GENDAT program, its character count is computed. When an end-of-word mark is encountered, the item position counter is increased by one and the word and its six descriptive words are stored in the output buffer; then the next data word is dealt with. When an end-of-data mark is encountered, the output buffer is written on the output tape five times and the program terminates.

4.13.4 Output

The output tape generated by this routine is identical in format to actual data. All unused locations at the end of the blocks contain zeros.
begin

open magnetic tape output file

write leader word (2) type in data

store data word temporarily

end of word yes

increase "item" position store "item"

end of data yes

write the block five times

close magnetic tape output file

done

increase character count

Fig. 4 - 14 Flow diagram for CENDAT routine
4.13.5 Changes

The following changes can be made, when desired, in the program.

1. The end-of-word mark can be changed from a carriage return to any character that appears on the typewriter keyboard simply by changing what is stored in location "cret" to the value for the new end-of-word mark. Note, however, that whatever is used as the end-of-word mark can be used only for that purpose and cannot be used as a data word or as part of a data word.

2. The end-of-data mark can be changed from a left parenthesis in the same way that the end-of-word mark was changed, i.e., by changing the value in location "endat" to that of some other keyboard character and using it uniquely for that purpose in the program.

3. For all routines except SORT, the two words written at the beginning of each block are not needed; to make data for these routines it is necessary to remove the cards which store these two words and to set the initial increment of EE, the location where the complete item is stored, to zero.

4. In the RE-SORT routine, it is essential that the item position of the words not be in ascending order. The reason for this is that the purpose of the program is to accomplish this very thing. Thus, initially the location "itemct" is set to some other number, X, and instead of adding one to the cell "itemct" every time a complete data word is found, one is subtracted from it at that point in the program.

5. The type code may also be changed merely by changing the contents of the location "type." A list of what the different codes mean is included in Appendix A.

6. If more than one block of data is desired, it can be obtained by setting a counter at the start of the program and increasing it every time a block is written until some maximum volume has been reached. After the blocks have been written, the program will zero out the output buffer and wait for more data to be typed.
5. OPERATING PROCEDURES*

5.1 PEELER OPERATION

1. Mount the program tape on a tape drive and assign that unit as the system's tape unit, unless it has already been assigned.

2. On the user's typewriter, call up job 001.

3. After the routine is loaded, a message to assign file 001 is typed out on the SCO typewriter. Assign the output tape of RADC's Printer Code Conversion program.

4. Next, a message to assign a scratch file will be typed; assign any tape. This tape is used as the output tape.

5. During the execution of the program, as each block of input is read, it is displayed on the typewriter and when all blocks have been read, the letter "e" is displayed.

6. The routine is finished when the message on the user's console (i.e., the typewriter) states that job 001 has terminated. At the same time, a message to remove the two files is written on the SCO typewriter.

7. File 001, the input, is not used again. File 002, the output, is used by the SORT routine.

5.2 SORT OPERATION

1. This routine is also referred to as SOALNO.

2. Mount the program tape on a tape drive and assign that unit as the system's tape unit, unless it has already been assigned.

3. On the user's typewriter, call up job 014.

4. When the message to assign file 001 is typed out, assign the output tape of the PEELER routine.

* All job numbers and file numbers for the operating instructions are given in octal code.
5. When the message to assign a scratch file appears, assign any tape. This tape is used as the output tape.

6. After both files have been assigned, a message saying "type batch number in octal" is written on the user's typewriter. Type in the number of documents that are to be batched together.

7. When the routine is finished, a message stating job 014 has terminated will appear on the user's console. A message to remove the two files will be typed on the SCO typewriter.

8. File 001, the input, is not used again. File 002, the output, is used by the MERGE routine.

5.3 MERGE OPERATION

1. Mount the program tape on the tape drive and assign that unit as the system's tape unit, unless it has already been assigned.

2. On the user's typewriter, call up job 750.

3. When the job is loaded, a message to assign a scratch tape will appear. This tape is used as the final output tape.

4. After a small portion of the routine has been executed, a message to assign file 043 is typed out. This is the input file and is the same file outputted by the SORT routine.

5. Two other files are used, but they are disk files and their assignments are automatic.

6. When the routine is finished, a message stating job 750 has terminated is typed out on the user's console. A message to remove the two files is written on the SCO typewriter.

7. File 043, the input, is not used again. File 046, the output, is used by the SHORTWORD routine.

5.4 SHORTWORD OPERATION

1. This routine is also referred to as SHRTWD.

2. Mount the program tape on a tape drive and assign that unit as the system's tape unit, unless it has already been assigned.

3. On the user's typewriter, call up job 225.

4. When the message to assign file 025 is typed out, assign the output tape of the MERGE routine.

5. When the message to assign a scratch file appears, assign any tape. This tape is used as the output tape.
6. While the routine is being executed, no messages are written and no assignments are made.

7. The routine is finished when the message on the user's console states that job 225 has terminated and the SCO typewriter requests the two files be removed.

8. File 025, the input, is not used again. File 026, the output, is used by the SRC routine.

5.5 LOAD DISK OPERATION
1. This routine is also referred to as LODDSK.
2. Mount the program tape on a tape drive and assign that unit as the system's tape unit, unless it had already been assigned.
3. Load the paper tape reader with a dictionary tape.
4. Call up job number 507.
5. When the job is loaded, a message will appear to assign file 033. At this point, assign the paper tape reader.
6. When the job is finished, one of two messages appears on the SCO typewriter:
   a. DISK LOADED WITH FULL DICTIONARY.
   b. DISK FULL PREMATURELY, CHAR LENGTH...
      (a number will follow CHAR LENGHT indicating the last character length loaded).
7. This program will be used again to load more dictionaries or the remainder of dictionaries.

5.6 SHIFT REGISTER COMPARATOR OPERATION
1. This routine is also referred to as SRC.
2. Mount the program tape on a tape drive and assign that unit as the system's tape unit, unless it has already been assigned.
3. Mount the output tape from the SHORTWORD routine on a tape drive.
4. Mount a scratch tape on another tape drive.
5. Call up job 510.
6. When the job is loaded, a message will appear to assign file 035. This is the input tape which was the final output tape of the SHORTWORD routine.
7. Another message will appear requesting a scratch tape for file 036. This will be the output tape.
8. When the job is finished, a message to remove the two files is written on the SCO typewriter.

9. File 035, the input file, is not used again. File 036, the output file, is used as input to the RE-SORT routine.

5.7 RE-SORT OPERATION

1. Mount the program tape on a tape drive and assign that unit as the system's tape unit, unless it has already been assigned.

2. On the user's typewriter call up job 004.

3. When the message to assign file 001 is typed out, assign the output tape of the SRC routine.

4. When a message to assign a scratch tape appears, assign any tape. This will be used as the final output tape.

5. Two other files are used, but they are disk files and their assignments are automatic.

6. When the routine is finished, a message stating that job 004 has terminated is typed out on the user's console. A message to remove the file will appear on the SCO typewriter.

7. File 001, the input, is not used again. File 004, the output, is used by the DISPLAY routine and the two statistics routines.

5.8 STATISTICS I OPERATION

1. This routine is also known as WORST.

2. It is not necessary to run this routine next. It can be run at any point once the RE-SORT output has been obtained.

3. Mount the program tape on a tape drive and assign that unit as the system's tape unit, unless it has already been assigned.

4. On the user's typewriter, call up job 751.

5. When the message to assign file 002 is typed out, assign the output tape of the RE-SORT routine.

6. During the execution of the routine, the output will be displayed on the user's typewriter.

7. When the message that job 751 has terminated appears on the user's console, the routine is finished. A message to remove the file will appear on the SCO typewriter.

8. File 002, the input, is used again unless FONCW and DISPLAY have already been executed. The typewriter display is the output for this routine.
5.9 STATISTICS II OPERATION

1. This routine is also known as PONCW.

2. It is not necessary to run this routine next. It can be run at any point once the RE-SORT output has been obtained.

3. Mount the program tape on a tape drive and assign that unit as the system's tape unit, unless it has already been assigned.

4. Make sure that unit 7, the printer, is free.

5. On the user's typewriter call up job 250.

6. When the message to assign file 600 is typed out, assign the output tape of the RE-SORT routine.

7. During the execution of the routine, and when the printer is to be used, a message to assign unit 7 appears on the SCO typewriter.

8. When the routine is finished, a message stating that job 250 has terminated is typed out on the user's console. A message to remove the file appears on the SCO typewriter.

9. File 600, the input, is used again unless both DISPLAY and WORST have been executed. The output is the printing which appeared during the execution of the routine.

5.10 DISPLAY AND MANUAL DATA EDIT OPERATION

1. The MANUAL DATA EDIT routine is also referred to as MDE.

2. It is not necessary to run this routine next. It can be run anytime after the RE-SORT but before the CODE CONVERSION routine.

3. Mount the program tape on a tape drive and assign that unit as the system's tape unit, unless it has already been assigned.

4. On the Datacom, call up job 251.

5. When the message to assign file 602 appears, assign the output tape of the RE-SORT ROUTINE.

6. When a message to assign a scratch tape appears, assign any tape. This is the output tape.

7. During the execution of the routine and before a block is written on tape, it is displayed on the upper half of the Datacom scope. At this point it is possible to manually correct the text. See description of MANUAL DATA EDIT routine for instructions on correcting the text. After the text is corrected, the READOUT button on the Datacom console is pushed to return control to the Spelling Correction routines.
8. The routine is finished when the message on the Data:am states that job 251 has terminated. Just before termination a message will appear on the SCO typewriter to remove the two files.

9. File 602, the input, is used again, unless both PONCW and WORST have been executed. File 603, the output, is used by the CODE CONVERSION routine.

5.11 CODE CONVERSION OPERATION

1. This routine is also called CONVRT.

2. It is not necessary to run this routine next. It can be run any time after the DISPLAY routine.

3. Mount the program tape on a tape unit and assign that unit as the system's tape unit, unless it has already been assigned.

4. Make sure unit 2, the punch, is free.

5. Call up job 275 on the user's typewriter.

6. When the message to assign file 610 is typed, assign it the output of the DISPLAY routine.

7. When the message to assign unit 2 is typed, assign the punch.

8. When the routine is finished, a message stating that job 275 has terminated is typed out on the user's console. Prior to termination a message will appear on the SCO typewriter to remove the two files.

9. File 610, the input, is not used again. File 611, the output, is used to obtain a hard copy of the text.

5.12 GENDAT OPERATION

1. Mount the program tape on a tape drive and assign that unit as the system's tape unit, unless it has already been assigned.

2. On the user's typewriter, call up job 013.

3. When the message to assign a scratch tape is typed out, assign any free tape.

4. When it is time for the input data to be typed in, the message "okay type in data" is typed out on the user's typewriter. The data is entered on this console according to the format stated in the description of GENDAT.

5. When the program is finished, a message on the user's console states that job 013 has terminated. On the SCO typewriter there is a message to remove the file.

6. File 001, the output, is used as input to one of the Spelling Correction routines.
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Appendix A

DESCRIPTION OF AN "ITEM"

An "item" is composed of a data word and six descriptive words and appears as follows:

<table>
<thead>
<tr>
<th>Word</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>character count</td>
</tr>
<tr>
<td>2</td>
<td>type code</td>
</tr>
<tr>
<td>3</td>
<td>document number</td>
</tr>
<tr>
<td>4</td>
<td>item position within document</td>
</tr>
<tr>
<td>5</td>
<td>begin word code</td>
</tr>
<tr>
<td>n</td>
<td>data word</td>
</tr>
<tr>
<td>n</td>
<td>end word code</td>
</tr>
</tbody>
</table>

An item is of variable length n, where 7≤n≤96 computer words. The data word is the original document information. The six descriptive words are appended to the data word in the PEELEER routine to assist in data handling and correction procedures. A data word may be a single space, a mark of punctuation, a completely alphabetic stream of characters, numbers, etc. In any case, the first character of a data word always begins in the sixth word of the item.

Following is an explanation of the six descriptive words which make up an item:

1. **Character Count** Indicates the number of characters in the data word.

2. **Type Code** Indicates the composition of the data word. It may indicate that the word is pure alphabetic, numeric, alphabetic with confusion character, alphabetic with
best guess, etc. The code format is:

\[
\begin{array}{cccccccccccc}
\text{x} & \text{x} & \text{x} & \text{x} & \text{y} & \text{y} & \text{y} & \text{y} & \text{y} & \text{y} & \text{y} & \text{y} \\
\end{array}
\]

Where xxxx being indicates

- 0000 alphabetic characters only
- 0100 alphabetic characters with confusion characters
- 0010 alphabetic characters with best guess
- 0001 alphabetic characters with hyphen
- 0110 alphabetic characters with best guess and confusion characters
- 1000 numeric characters
- 1001 anything else

The y portion of the word contains a count, right adjusted, for the number of confusion or best guess occurrences in the data word.

For a few special characters, all 12 bits of the type code word are used. They are:

- 1 - - punctuation
- 2 - - hyphen
- 3 - - start of document

3. **Document Number** Indicates which document the data word belongs to. The numbering is initialized at one and is incremented by one every time a start document code is encountered.

4. **Item Position** Indicates the relative position of the data word within the original document. The numbering starts at one and increases by one for each data word. The numbering restarts each time another document is encountered.

5. **Start Word** Code word, 1748, required by the shift register comparator. The code is right adjusted in the computer word leaving the five leftmost bits as indicators for the SRC and SHORTWORD routines. A corrected data word will have a zero in the leftmost bit and a number representing the tolerance level required for correcting this word in the remaining four bits. An uncorrected data word will have a one in the leftmost bit and a number representing the highest tolerance level used in attempting to correct the data word in the remaining four bits. The words which were not processed by the SRC or SHORTWORD routines have only the 1748 code in the computer word.

6. **End Word** Code word, 1758, required by the shift register comparator. It is always in the \((6+n)\) word position of the item, where \(n\) is the character count of the data word.
Appendix B

BATCHING SCHEME USED IN SPELLING CORRECTION PROGRAM

The initial input to the Spelling Correction SORT routine is a magnetic tape consisting of blocks of 512 computer words. The first word of each block contains a document number indicating the document to which the data words in the block belong. A block of information contains only words from a single document. Unused words in a block, if any, are set to zero. The last data block on the magnetic tape is followed by a double end-of-file block (see Appendix C for a description of end-of-file blocks).

An example of the data configuration of n documents for input to the SORT routine is as follows:

```
DOC. 1  ...  DOC. 1  DOC. 2  ...  DOC. 2

...  DOC. n-1  DOC. n  ...  DOC. n  zeofzeof
```

To increase the data handling efficiency in both sorting and merging operations and in the dictionary lookup techniques, a batching capability has been added to the SORT routine.

When the SORT routine is initialized, a request will appear on the ECP Selectric typewriter for the operator to enter an integer indicating the number of documents to be batched. The above mentioned operations will then be followed by a single end-of-file block. The last batch will be followed by a double end-of-file block.
Following is an example of the output tape data configuration from the SORT routine where the \( n \) documents have been batched \( m \) documents to a batch:

\[
\begin{array}{cccccc}
\text{DOC. 1} & \ldots & \text{DOC. 2} & \ldots & \text{DOC. } m & \text{zeof} & \text{DOC. } m+1 \\
\text{DOC. } 2m-1 & \ldots & \text{DOC. } 2m & \text{zeof} & \ldots & \text{DOC. } n & \text{zeofzeof}
\end{array}
\]

The batching configuration is retained throughout the remaining Spelling Correction operations until the last routine in the sequence, CODE CONVERT, restores the corrected data to its original codes and format.
Appendix C

END-OF-FILE BLOCKS

The single end-of-file block used in the Spelling Correction routines is either automatically generated by using a RADCAP CLSOP instruction or program generated by placing the proper bit configuration in a reserved storage block and writing this block on a magnetic tape.

Either method will generate the single end-of-file block shown in the following diagram:

Single End-of-File Block

<table>
<thead>
<tr>
<th>Position</th>
<th>Octal</th>
<th>Universal</th>
</tr>
</thead>
<tbody>
<tr>
<td>Word 1</td>
<td>0077</td>
<td>z</td>
</tr>
<tr>
<td>Word 2</td>
<td>0025</td>
<td>e</td>
</tr>
<tr>
<td>Word 3</td>
<td>0051</td>
<td>o</td>
</tr>
<tr>
<td>Word 4</td>
<td>0027</td>
<td>f</td>
</tr>
<tr>
<td>Word 5</td>
<td>0012</td>
<td>Blank</td>
</tr>
<tr>
<td>0</td>
<td>0</td>
<td>o</td>
</tr>
<tr>
<td>0</td>
<td>0</td>
<td>o</td>
</tr>
<tr>
<td>0</td>
<td>0</td>
<td>o</td>
</tr>
<tr>
<td>0</td>
<td>0</td>
<td>o</td>
</tr>
<tr>
<td>Word 512</td>
<td>0012</td>
<td>Blank</td>
</tr>
</tbody>
</table>
The double end-of-file block used in the Spelling Correction routines can only be program generated. The following diagram shows an example of the bit configuration:

### Double End-of-File Block

<table>
<thead>
<tr>
<th>Position</th>
<th>Octal</th>
<th>Universal</th>
</tr>
</thead>
<tbody>
<tr>
<td>Word 1</td>
<td>0077</td>
<td>e</td>
</tr>
<tr>
<td>Word 2</td>
<td>0025</td>
<td>e</td>
</tr>
<tr>
<td>Word 3</td>
<td>0051</td>
<td>o</td>
</tr>
<tr>
<td>Word 4</td>
<td>0027</td>
<td>f</td>
</tr>
<tr>
<td>Word 5</td>
<td>0077</td>
<td>z</td>
</tr>
<tr>
<td>Word 6</td>
<td>0025</td>
<td>e</td>
</tr>
<tr>
<td>Word 7</td>
<td>0051</td>
<td>o</td>
</tr>
<tr>
<td>Word 8</td>
<td>0027</td>
<td>f</td>
</tr>
<tr>
<td>Word 9</td>
<td>0012</td>
<td>Blank</td>
</tr>
<tr>
<td></td>
<td>o</td>
<td>o</td>
</tr>
<tr>
<td></td>
<td>o</td>
<td>o</td>
</tr>
<tr>
<td></td>
<td>o</td>
<td>o</td>
</tr>
<tr>
<td>Word 512</td>
<td>0012</td>
<td>Blank</td>
</tr>
</tbody>
</table>

The end-of-file indicator routine used in the Spelling Correction program does not require the contents of words 5 through 512 in the single end-of-file block or words 9 through 512 in the double end-of-file block to be blanks.
Appendix D

SEQUENCE FOR SETTING SHIFT REGISTER COMPARATOR CONDITIONS

This operation sets the control flip-flops for the compare network between SR1 and SR2:

7100  xx = threshold value (0 indicates the exact match mode)
0004
3700  a = allow "confusion"  ) 0 indicates
0201  b = allow "don't care"  ) reset for:
00xx  c = inhibit transfer of  ) 1 indicates
       confusion bit
abcd  d = prefix mode  ) set for
zzzz  zzzz = 0 indicates operation performed, ≠ 0 indicates SRC busy
       (See SRC hardware manual for further details on condition settings.)
Appendix E

EXAMPLES OF SHIFT REGISTER COMPARATOR ROUTINE FLAG BITS

Based on the conditions of a $12_{10}$ character data word that was not corrected and the threshold level was lowered to $6_{10}$, the bit configuration of word 5 would be as follows:

Before lookup

<table>
<thead>
<tr>
<th>WORD</th>
<th>DESCRIPTION</th>
<th>EXAMPLE</th>
<th>BIT CONFIGURATION</th>
</tr>
</thead>
<tbody>
<tr>
<td>5</td>
<td>begin word</td>
<td>1748</td>
<td>0 0 0 0 0 1 1 1 1 1 0</td>
</tr>
</tbody>
</table>

After lookup (not corrected)

| 5    | flags and begin word | 5574 | 1 0 1 1 0 1 1 1 1 0 0 |

If the same conditions existed and the data word was considered corrected, word 5 would be as follows:

After lookup (corrected)

| 5    | flags and begin word | 1574 | 0 0 1 1 0 1 1 1 1 1 0 0 |

E-1/E-2
### Appendix F

#### EXAMPLE OF OUTPUT OF STATISTICS I

**Batch 1**

<table>
<thead>
<tr>
<th>Character Length</th>
<th>Frequency</th>
<th>Best Guess</th>
<th>Confusion Plus</th>
<th>Best Guess</th>
<th>Corrected</th>
<th>Uncorrected</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>2</td>
<td>250</td>
<td>40</td>
<td>11</td>
<td>15</td>
<td>235</td>
<td>15</td>
</tr>
<tr>
<td>3</td>
<td>472</td>
<td>93</td>
<td>34</td>
<td>27</td>
<td>446</td>
<td>27</td>
</tr>
<tr>
<td>4</td>
<td>379</td>
<td>56</td>
<td>25</td>
<td>18</td>
<td>350</td>
<td>29</td>
</tr>
<tr>
<td>5</td>
<td>400</td>
<td>47</td>
<td>10</td>
<td>31</td>
<td>367</td>
<td>33</td>
</tr>
<tr>
<td>6</td>
<td>228</td>
<td>12</td>
<td>12</td>
<td>0</td>
<td>208</td>
<td>20</td>
</tr>
<tr>
<td>7</td>
<td>212</td>
<td>18</td>
<td>24</td>
<td>6</td>
<td>199</td>
<td>13</td>
</tr>
<tr>
<td>8</td>
<td>103</td>
<td>25</td>
<td>19</td>
<td>8</td>
<td>96</td>
<td>7</td>
</tr>
<tr>
<td>9</td>
<td>27</td>
<td>4</td>
<td>2</td>
<td>0</td>
<td>25</td>
<td>2</td>
</tr>
<tr>
<td>10</td>
<td>10</td>
<td>2</td>
<td>1</td>
<td>1</td>
<td>10</td>
<td>0</td>
</tr>
<tr>
<td>11</td>
<td>12</td>
<td>4</td>
<td>2</td>
<td>0</td>
<td>9</td>
<td>3</td>
</tr>
<tr>
<td>12</td>
<td>9</td>
<td>3</td>
<td>2</td>
<td>1</td>
<td>8</td>
<td>1</td>
</tr>
<tr>
<td>13</td>
<td>6</td>
<td>2</td>
<td>1</td>
<td>0</td>
<td>5</td>
<td>1</td>
</tr>
<tr>
<td>14</td>
<td>3</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>3</td>
<td>0</td>
</tr>
<tr>
<td>15</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>16</td>
<td>2</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>0</td>
</tr>
<tr>
<td>17</td>
<td>1</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>0</td>
</tr>
<tr>
<td>18</td>
<td>1</td>
<td>0</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>1</td>
</tr>
</tbody>
</table>
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