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Abstract

The author presents a generalization he worked out in 1950 of von Neumann's method of generating random samples from the exponential distribution by comparisons of uniform random numbers on (0,1). It is shown how to generate samples from any distribution whose probability density function is piecewise both absolutely continuous and monotonic on (-∞,∞). A special case delivers normal deviates at an average cost of only 1.036 uniform deviates each. This seems more efficient than the Center-Tail method of Dieter and Ahrens, which uses a related, but different, method of generalizing the von Neumann idea to the normal distribution.
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1. Introduction. In the summer of 1949, at the Institute for Numerical Analysis on the campus of the University of California, Los Angeles, John von Neumann [3] lectured on various aspects of generating pseudorandom numbers and variables. At the end he presented an ingenious method for generating a sample from an exponential distribution, based solely on comparisons of uniform deviates. In his last sentence he commented that his "method could be modified to yield a distribution satisfying any first-order differential equation".

In 1949 or 1950 I wrote some notes about what I assumed von Neumann had in mind, but I do not recall ever discussing the matter with him. This belated polishing and publication of those notes is stimulated by papers by Ahrens and Dieter [1, 2] in which several
related algorithms are studied, and by a personal discussion with the authors on how the von Neumann idea can be extended.

In Section 2 the general method is presented, and in Section 3 its efficiency is analyzed. In Sections 4 and 5 it is shown how the exponential and normal distributions show up as special cases. In Section 6 the method for a normal distribution is compared with the Center-Tail method of [1] and [2]. In Section 7 possible generalizations are mentioned.

Although this introduction has emphasized historical matters, the method of Section 6 is a good one, and is competitive with the best known methods for generating normal deviates.

I thank both Professors Ahrens and Dieter for their careful criticism of a first draft of this paper.

2. The general algorithm. Let \( f(x) > 0 \) be defined for all \( x \geq 0 \) and satisfy the first-order linear differential equation

\[
(1) \quad f'(x) + b(x) f(x) = 0 \quad (0 \leq x < \infty),
\]

where \( b(x) > 0 \). Let

\[
(2) \quad B(x) = \int_0^x b(t) \, dt,
\]

and assume that

\[
(3) \quad c = \int_0^\infty e^{-B(x)} \, dx < \infty.
\]

Then

\[
(4) \quad f(x) = c^{-1} e^{-B(x)}
\]

is the unique solution of (1) with \( \int_0^\infty f(x) \, dx = 1 \), and hence \( f \) is
the probability density distribution of a nonnegative random variable.

Suppose we have a supply of independent random variables \( u \) with a uniform distribution on \([0, 1)\), and that we wish to generate a random variable \( y \) with the density distribution \( f(x) \). Here is one way to proceed.

We first prepare three tables of constants \( \{q_k\}, \{r_k\}, \{d_k\} \) for \( k = 0, 1, \ldots, K \), as follows. (\( K \) is defined below.) Let \( q_0 = 0 \).

For each \( k = 1, 2, \ldots, K \), pick \( q_k \) as large as possible, subject to the two constraints

\[
\begin{align*}
q_k - q_{k-1} &\le 1, \\
B(q_k) - B(q_{k-1}) &< 1.
\end{align*}
\]

Next, compute

\[
\mathcal{r}_k = \int_0^{q_k} f(x) \, dx \quad (k = 0, 1, \ldots, K).
\]

Here \( K \) is chosen as the least index such that \( \mathcal{r}_K \) exceeds the largest representable number less than 1. (\( K \) may be chosen smaller, if one sets \( \mathcal{r}_K = 1 \), and if one is willing to truncate the generated variable \( y \) by reducing any value above \( q_K \) to the interval \([q_{K-1}, q_K)\).)

Finally, compute

\[
\mathcal{d}_k = q_k - q_{k-1} \quad (k = 1, 2, \ldots, K).
\]

For simplicity we define the functions

\[
G_k(x) = B(q_{k-1} + x) - B(q_{k-1}) \quad (k = 1, 2, \ldots, K).
\]
Now we present the algorithm. Steps 1 to 3 determine which interval \([q_{k-1}, q_k]\) the variable \(y\) will belong to. Steps 4 to 11 determine the value of \(y\) within that interval.

1. [Begin choice of interval.] Set \(k \leftarrow 1\). Generate a uniform deviate \(u\).
2. [Test.] If \(u \leq r_k\), go to step 4.
3. [Increase interval.] If \(u > r_k\), set \(k \leftarrow k + 1\) and go back to step 2.
4. [Begin computation of \(j\) in the selected interval.] Generate another uniform deviate \(u\) and set \(w \leftarrow u d_k\).
5. Set \(t \leftarrow G_k(w)\).
6. Generate another uniform deviate \(u^*\).
7. [Test.] If \(u^* \geq t\), go to step 11.
8. [Trial continues.] If \(u^* < t\), generate another uniform deviate \(u\).
9. [Test.] If \(u < u^*\), set \(t \leftarrow u\) and go back to step 6.
10. [Reject the trial.] If \(u \geq u^*\), go back to step 4.
11. [Finish.] Return \(y \leftarrow q_{k-1} + w\) as the sample variable.

We now show that the above algorithm works as claimed. Since we assume that each \(\alpha < 1\), the test in step 2 must be passed when \(k = K\), if not sooner. Hence an interval \([q_{k-1}, q_k]\) is selected, and the values of \(r_k\) were chosen to make the probabilities of choosing the various intervals correct.

Fix \(k\). The remainder of the algorithm can be described as follows:
First, a random number \(w\) is selected uniformly from the interval \(0 \leq w \leq d_k\).
Then the algorithm continues to generate independent uniform deviates $u_i$ from $[0, 1)$ until the least $n$ is found with

$$u_2 \geq G_k(w) \quad (n = 1),$$

or

$$u_{n+1} \geq u_n < u_{n-1} < \ldots < u_3 < u_2 < G_k(w) \quad (n \geq 2).$$

With probability 1 such an $n$ will be found, as will be shown. If $n$ is odd, we return $y \leftarrow q_{k-1} + w$. If $n$ is even, we reject $w$ and all the $u_i$ choose a new $w$, and repeat.

We now determine the probability $P(k, w)$ that one $w$ determined in step 4 will be accepted without returning to step 4. Let $E_1(k, w)$ be the universe of all events. For $n = 2, 3, \ldots$, let $E_n(k, w)$ be the event

$$u_n < u_{n-1} < \ldots < u_3 < u_2 < G_k(w).$$

Then the probability of $E_n(k, w)$ is given by

$$\text{Prob} \{E_n(k, w)\} = \begin{cases} 1 & \quad (n = 1) \\ G_k(w) & \quad (n = 2) \\ \int_0^{x_2} \int_0^{x_3} \cdots \int_0^{x_{n-1}} G_k(w) \, dx_n & \quad (n \geq 3) \\ \frac{G_k(w)^n}{(n-1)!} & \quad (\text{all } n) \end{cases}$$
The occurrence of (10) is the conjunction of \( E_n(k, w) \) and not- \( E_{n+1}(k, w) \). Since \( E_{n+1}(k, w) \) implies \( E_n(k, w) \), the probability that (10) occurs for a given \( n \) and \( w \) is

\[
(11) \quad \text{Prob} \{ E_n(k, w) \text{ and not-} E_{n+1}(k, w) \} = \frac{G_{k}(w)^{n-1}}{(n-1)!} - \frac{G_{k}(w)^n}{n!}.
\]

Summing over all odd \( n \), we see that

\[
(12) \quad P(k, v) = \sum_{\text{odd } n} \left[ \frac{G_{k}(w)^{n-1}}{(n-1)!} - \frac{G_{k}(w)^n}{n!} \right] = e^{-G_{k}(w)}.
\]

Since \( w \leq d_k \), we have

\[
G_{k}(w) \leq G_{k}(d_k) = B(q_k) - B(q_{k-1}) \leq 1,
\]

whence

\[
(14) \quad P(k, w) \geq e^{-1}, \quad \text{for all } k \text{ and } w.
\]

Now \( d_k^{-1}dg \) is the probability that \( w \) is selected in the interval \( g \leq w \leq g + dg \). Combining this with (12), we see that the probability that \( g \leq w \leq g + dg \) and that \( w \) is accepted is given by

\[
(14) \quad \text{Prob} \{ g \leq w \leq g + dg \text{ and } w \text{ is accepted} \} = e^{-G_{k}(w)} \frac{dg}{d_k}.
\]

Corresponding to an accepted \( w \), we return \( y = q_{k-1} + w \) as the sample variable. Hence, from (14), the probability that \( y \) is in the range \( x \leq y \leq x + dx \), for given \( k \), is
\[
\frac{1}{d_k} \int e^{-G_k(x - q_{k-1})} \, dx
\]

\[
\frac{1}{d_k} \int e^{-B(x) + R(q_{k-1})} \, dx, \quad \text{by (9)}
\]

\[
\frac{1}{d_k} \int C e^{B(q_{k-1})} c^{-1} e^{-B(x)} \, dx
\]

\[
\frac{1}{d_k f(q_{k-1})} f(x) \, dx, \quad \text{by (4)}.
\]

That is,

(15) \quad \text{Prob \{ } x \leq y \leq x + dx \text{ and } y \text{ is accepted} \} = \frac{f(x) \, dx}{d_k f(q_{k-1})}.

Since this is proportional to \( f(x) \, dx \), we see that any accepted \( y \) has the desired probability density distribution within the interval \([q_{k-1}, q_k]\). Since, from (15), the probability of an infinite loop back to step 4 is zero, the second half of the algorithm terminates with probability 1. This concludes the demonstration that the algorithm works as claimed.

5. Efficiency of the algorithm. For a general function \( b \), I shall derive a representation for the expected number of uniformly distributed random variables \( u \) that must be used to generate one variable \( y \) with the probability density proportional to \( f(x) \). A similar derivation is given in \cite{2}.

The preliminary game to select \( k \) -- steps 1 to 3 of the algorithm -- requires one \( u \).
The rest of the algorithm is different for each $k$, and we shall first determine the expected number $N(k)$ of steps to determine $y$. To do this, we shall first assume that $k$ is fixed and that $w$ has been picked in the interval $0 < w < d_k$. Define $E_n(k, w)$ as in Section 2, and introduce the abbreviations

\begin{equation}
E_n(k, w) = \operatorname{Prob}\{E_n(k, w)\} \quad (n = 1, 2, \ldots)
\end{equation}

and

\begin{equation}
g = G_k(w).
\end{equation}

Then, as in Section 2, we have the following expression for the probability $P(k, w)$ of accepting $w$ without returning to step 4:

\[ P(k, w) = (e_1 - e_2) + (e_3 - e_4) + (e_5 - e_6) + \ldots. \]

Moreover, given $k$ and $w$ and that $w$ is accepted, the expected number of uniform deviates $u$ needed will be

\begin{equation}
m_a(k, w) = P(k, w)^{-1} \left[ 2(e_1 - e_2) + 4(e_3 - e_4) + 6(e_5 - e_6) + \ldots \right]
\end{equation}

\[ = \frac{1}{P(k, w)} \sum_{n = 1, \text{odd}}^{\infty} \frac{\kappa^{n-1}}{(n-1)!} - \frac{\kappa^n}{n!} \quad (n+1). \]

Similarly, the probability $1 - P(k, w)$ that $w$ is rejected is given by

\[ 1 - P(k, w) = (e_2 - e_3) + (e_4 - e_5) + (e_6 - e_7) + \ldots. \]

Moreover, given $k$ and $w$ and that $w$ is rejected, the expected number of uniform deviates $u$ needed is
\[ m_r(k, w) = [1 - P(k, w)]^{-1} \left[ 3(e_2 - e_3) + 5(e_4 - e_5) + 7(e_6 - e_7) + \ldots \right] \]

\begin{equation}
(19) \quad \frac{1}{1 - P(k, w)} \sum_{n \geq 2} \left[ \frac{e^{n-1}}{(n-1)!} - \frac{e^n}{n!} \right] (n+1).
\end{equation}

Now, if a \( w \) is rejected, the algorithm returns to step 4, a new \( w \) is picked, and the process repeats. Let \( M(k, w) \) be the expected number of uniform deviates selected until a \( y \) is finally selected, given a fixed \( k \) and an initially chosen \( w \). Then \( N(k) \) is the average of \( M(k, w) \) over all \( w \) uniformly distributed on \( 0 \leq w \leq d_k \).

We have

\begin{equation}
(20) \quad M(k, w) = P(k, w) m_a(k, w) + [1 - P(k, w)] [m_r(k, w) + N(k)],
\end{equation}

since, in case \( w \) is rejected, the whole process is repeated. Using the expressions (18) and (19) for \( m_a(k, w) \) and \( m_r(k, w) \), we get from (20) that

\[ M(k, w) = \sum_{n=1}^{\infty} \left[ \frac{e^{n-1}}{(n-1)!} - \frac{e^n}{n!} \right] \left( n+1 \right) + [1 - P(k, w)] N(k) \]

\[ = 1 + e^6 + [1 - P(k, w)] N(k), \]

or

\begin{equation}
(21) \quad M(k, w) = 1 + e^{G_k(w)} + [1 - P(k, w)] N(k).
\end{equation}

Averaging (21) for \( 0 \leq w \leq d_k \) and using (12), we find that

\[ N(k) = 1 + \frac{1}{d_k} \int_0^{d_k} e^{G_k(w)} dw + N(k) \left[ 1 - \frac{1}{d_k} \int_0^{d_k} e^{-G_k(w)} dw \right]. \]
Solving for \( N(k) \), we get

\[
N(k) = \frac{d_k + \int_0^{d_k} e^{G_k(w)} \, dw}{\int_0^{d_k} e^{-G_k(w)} \, dw}.
\]

(22)

Finally, the expected number \( \bar{N} \) of uniform deviates drawn in the main game until a \( y \) is returned is the average of \( N(k) \) over the intervals, weighted by the probabilities of selecting the various intervals. That is,

\[
\bar{N} = \sum_{k=1}^{\infty} N(k) \left[ r_k - r_{k-1} \right].
\]

(23)

If we make use of (4), (7), and (9) to express \( \bar{N} \) in terms of \( B(x) \), we obtain the ugly representation

\[
\bar{N} = \sum_{k=1}^{\infty} \frac{d_k + e^{-B(q_k-1)}}{e^{B(q_k-1)} \int_{q_k-1}^{q_k} e^{-B(x)} \, dx} \times \frac{\int_{q_k-1}^{q_k} e^{-B(x)} \, dx}{\int_{0}^{\infty} e^{-H(x)} \, dx}.
\]

(24)

\[
= \frac{1}{\int_{0}^{\infty} e^{-B(x)} \, dx} \sum_{k=1}^{\infty} \left[ d_k e^{-B(q_k-1)} + e^{-2B(q_k-1)} \int_{q_k-1}^{q_k} e^{B(x)} \, dx \right].
\]
4. Special case: exponential distribution. If \( b(x) = 1 \) in (1), then \( B(x) = x \) and \( y(x) = e^{-x} \), corresponding to the exponential distribution treated in [3]. For the algorithm of Section 2 we have $q_k = k$, $d_k = 1$, $r_k = 1 - e^{-k}$, and $G_k(x) = x$, for all $k$. Since $d_k$ and $G_k(x)$ are independent of $k$, steps 4 to 10 of the algorithm are the same for all $k$. They can therefore be carried out independently of steps 1 to 5. By (12), the probability that a chosen $w$ is not accepted is $1 - F(k, w) = 1 - e^{-w}$ (for all $k$), and the average value of $1 - e^{-w}$ over $0 \leq w \leq 1$ is $e^{-1}$.

If the preliminary game of steps 1 to 3 were played, the interval $(k-1, k)$ would be selected with probability $r_k - r_{k-1} = e^{-k} - e^{-(k+1)} = e^{-k}(1 - e^{-1})$, for $k = 1, 2, \ldots$. Thus the interval $(0, 1)$ would be accepted with probability $1 - e^{-1}$, and rejected with probability $e^{-1}$. For $k = 1, 2, \ldots$, if $(k-1, k)$ is rejected, then $(k, k+1)$ would be accepted with probability $1 - e^{-1}$, and rejected with probability $e^{-1}$. Since the rejection ratio for each interval has the same value $e^{-1}$, which is the a priori probability of rejecting in the main game any $w$ selected in step 4, von Neumann could use the rejection of $w$ as the signal to change the interval from $(k-1, k)$ to $(k, k+1)$. Thus the preliminary game of steps 1-3 is unnecessary for the exponential distribution. This made von Neumann's game very elegant. I know of no comparable trick for general $b(x)$.

From (22) and (23), since $N(k) = \tilde{N}$, we see that for the exponential distribution

\[
N = \frac{1 + (e-1)}{1 - e^{-1}} = \frac{e}{1 - e^{-1}} = 4.50026,
\]
as stated in [1]. There was an error in [3].

5. Special case: normal distribution. If \( b(x) = x \) in (1), then \( B(x) = \frac{x^2}{2} \) and \( f(x) = \sqrt{\frac{2}{\pi}} e^{-x^2/2} \), corresponding to the positive half of the normal distribution. For the algorithm of Section 2 we have

\[
q_0 = 0, q_1 = 1, \ldots, q_k = \sqrt{2k - 1} \quad (k \geq 2).
\]

Hence

\[
d_1 = 1, d_2 = \sqrt{3} - 1, \ldots, d_k = \sqrt{2k - 1} - \sqrt{2k - 3} \quad (k \geq 2).
\]

Also,

\[
G_k(x) = \frac{x^2}{2} + q_{k-1}x \quad (k \geq 1).
\]

The values of \( r_k \) must be computed from the probability integral. The table below gives 15-decimal values of \( q_k, d_k, r_k, \) and \( N(k) \) for \( k = 1, 2, \ldots, 36 \), as computed in Fortran on Stanford's IBM 360/67 computer in double precision.

To generate normal deviates, one selects \( K \) and prestores the values of \( r_k, q_k, \) and \( d_k \) for \( k = 1, 2, \ldots, K \). Then set \( q_0 \leftarrow 0 \) and \( d_k \leftarrow -1 \). (The limit \( K = 12 \) permits normal deviates up to \( \pm 5.0 \) to be generated, and the deviates will be truncated less than once in a million trials. A higher limit will decrease the probability of truncation.)

As suggested in [2], one should start the algorithm with a preliminary determination of the sign of the normal deviate. We do this
in steps N1-N3 of the following algorithm. At entry to Step N4, u is a uniform deviate on the interval [0, 1). The rest is the algorithm of Section 2, with the sign appended in the last step.

N1. [Begin choice of sign and interval.] Set \( k \leftarrow 1 \). Generate a uniform deviate \( u \) on [0, 1). Set \( u \leftarrow 2u \).

N2. [Test for sign.] If \( u < 1 \), set \( s \leftarrow 1 \) and go to step N4.

N3. If \( u \geq 1 \), set \( s \leftarrow -1 \), and set \( u \leftarrow u - 1 \).

N4. [Test for interval.] If \( u \leq r_k \), go to step N6.

N5. [Increase interval.] If \( u > r_k \), set \( k \leftarrow k + 1 \) and go back to step N4.

N6. [Begin generation of \(|y|\) in the selected interval.] Generate another uniform deviate \( u \) on [0, 1) and set \( w \leftarrow ud_k \).

N7. Set \( t \leftarrow G_k(w) \).

N8. Generate another uniform deviate \( u^* \) on [0, 1).

N9. [Test.] If \( u^* \geq t \), go to step N13.

N10. [Trial continues.] If \( u^* < t \), generate another uniform deviate \( u \) on [0, 1).

N11. [Test.] If \( u < u^* \), set \( t \leftarrow u \) and go back to step N8.

N12. [Reject the trial.] If \( u \geq u^* \), go back to step N6.

N13. [Finish.] Return \( y \leftarrow s(r_{k-1} + w) \) as the sample normal variable.

As in Section 3, we let \( N(k) \) be the expected number of selections of uniform deviates in steps N4-N13, as a function of \( k \). We have from (22):
\[ N(1) = \frac{1 + \int_{0}^{1} e^{\frac{w^2}{2}} \, dw}{\int_{0}^{1} e^{-\frac{w^2}{2}} \, dw} \]

\[ N(k) = \frac{d_k + e^{\frac{3}{2} - k} \int_{q_{k-1}}^{q_k} e^{\frac{w^2}{2}} \, dw}{e^{k-\frac{3}{2}} \int_{q_{k-1}}^{q_k} e^{-\frac{w^2}{2}} \, dw} \] \quad (k \geq 2).

Numerical values of \( N(k) \) are given in the table. Using the asymptotic formula

\[ \int_{x}^{x+h} e^{\pm \frac{1}{2} t^2} \, dt \sim \left[ \frac{e^{\pm \frac{x^2}{2}}}{x} \left( 1 \pm \frac{1}{x^2} \right) \right]^{x+h}, \quad \text{as} \quad x \to \infty, \]

one can show that

\[ \lim_{k \to \infty} N(k) = \frac{e}{1 - e^{-1}} = 4.30026. \]

Cf. (25). The equality (26) was written to me by U. Dieter.

I have used the same computer to establish that

\[ \bar{N} = \sum_{k=1}^{\infty} N(k) \left( r_k - r_{k-1} \right) = 3.03585, \]

so that the expected number of uniform deviates chosen in order to generate one normal deviate is \( 1 + \bar{N} = 4.03585 \).
The correctness of this algorithm for generating normal deviates, as well as the value of $N$, have been confirmed in unpublished experiments by A. I. Forsythe and independently by J. H. Ahrens.

6. **Comparison with the Center-Tail method of Dieter and Ahrens.**

In [1], Dieter and Ahrens give a related but different modification of the von Neumann idea for the generation of normal deviates. There are only two intervals, the center and the tail, and the algorithms are quite different for the two. The expected number of uniform deviates needed is near 6.321, and computation of a square root is required in approximately 16 per cent of the cases.

The algorithm of Section 5 above requires no function call, but its main advantage over the Center-Tail method lies in requiring about two-thirds the number of uniform deviates. This should be reflected in a shorter average time of execution.

The Dieter-Ahrens algorithm for the center interval closely resembles my algorithm for each interval, and the proofs are very close to those given above. The big difference is that in [1] all variables $u_i$ have the cumulative distribution function $x^2$ ($0 \leq x \leq 1$), and the comparisons are of the form

$$u_{n+1} > u_n < u_{n-1} < u_{n-2} < \ldots < u_{5} < u_{2} < u_{1}$$

In contrast, in this paper all variables $u_i$ have uniform distributions and the comparisons take the form (for the principal case $k = 1$):

$$u_{n+1} > u_n < u_{n-1} < u_{n-2} < \ldots < u_{5} < u_{2} < \frac{u_{1}^{2}}{2}$$
Changing the distribution function in [1] costs an extra uniform deviate and a comparison for each \( u_1 \), whereas forming \( u_1^{2/2} = G_1(w) \) in Section 5 is done only once for each chain of \( u_1 \)'s. Moreover, the fact that \( u_1^{2/2} \) is usually small means that most of the time \( u_2 \geq u_1^{2/2} \) and hence \( u_1 \) is accepted immediately. This contributes to keeping \( N \) low in my algorithm. Finally, the use of \( G_k(w) \) makes it possible to use the von Neumann technique in any interval in which \( G_k(w) \) can be evaluated.

In a more recent manuscript [2] Dieter and Ahrens have improved their Center-Tail method so that the comparisons are simpler and the expected number of uniform deviates needed is reduced to near 5.236. According to the authors, the improved Center-Tail method is still somewhat slower than my algorithm.

7. Further generalizations. Let \( f(x) (\infty < x < \infty) \) be the probability density function of a random variable \( F \). Under what conditions on \( f \) could the von Neumann idea be applied to pick a sample from \( F \)? It is sufficient that the interval \( (\infty, \infty) \) be the union of a set of abutting intervals \( I_k = [q_{k-1}, q_k] \) \((k = ..., -2, -1, 0, 1, 2, ...)\) such that in each closed interval \( I_k \) either \( f(x) = 0 \) or the following three conditions all hold: \( f(x) > 0 \), \( f \) is absolutely continuous, and \( f \) is monotonic.

Then a preliminary game can be played to select an interval \( I_k \). If \( b(x) = -f'(x)/f(x) \geq 0 \) in \( I_k \), the algorithm of Section 2 can be adapted to select a value in \( I_k \) with a density distribution proportional to \( f(x) \). (It may be necessary to subdivide \( I_k \) so that (5) and (6) hold.)
If \( b(x) < 0 \) in \( I_k \), change \( x \) to \(-x\) and follow an analogous algorithm.

The main practical difficulties of the algorithm are these:

(a) One must evaluate various integrals like \( \int_a^x f(t) \, dt \), in order to determine the parameters needed to pick the intervals \( I_k \) during execution, and to evaluate the needed \( r_k, q_k, \) and \( d_k \). These computations have to be done only once in designing the algorithm.

(b) One must evaluate \( G_k(w) \) for arbitrary \( w \) in \([0, d_k]\) during each execution of the algorithm. Note that

\[
G_k(w) = B(q_{k-1} + w) - B(q_{k-1}) = \int_{q_{k-1}}^{q_{k-1} + w} b(t) \, dt = -\int_{q_{k-1}}^{q_{k-1} + w} \frac{f'(t)}{f(t)} \, dt = \ln \left[ \frac{f(q_{k-1})}{f(q_{k-1} + w)} \right].
\]

Since only (b) is done on-line, the success of an algorithm would seem to depend only on the ability to evaluate \( \ln f(x) \) rapidly. We thus see that having \( f(x) = C \exp(\varphi(x)) \) (and hence a solution of an equation of type (1)) is of great practical advantage, but it is not essential in principle to the use of von Neumann’s idea.
References.
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<table>
<thead>
<tr>
<th>k</th>
<th>L(k)</th>
<th>L(k-1)</th>
<th>P(k)</th>
<th>N(k)</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>1.00000000000000</td>
<td>1.00000000000000</td>
<td>0.6826894921370459</td>
<td>2.565328528159762</td>
</tr>
<tr>
<td>2</td>
<td>1.7327500000758377</td>
<td>0.71235000755877</td>
<td>0.9167354833664474</td>
<td>4.003310474519820</td>
</tr>
<tr>
<td>3</td>
<td>2.2836007577699789</td>
<td>0.5061716953990124</td>
<td>0.9746528813225317</td>
<td>4.156694307617552</td>
</tr>
<tr>
<td>4</td>
<td>2.6455750131064590</td>
<td>0.4093833356480049</td>
<td>0.9918490284064973</td>
<td>4.204828245234114</td>
</tr>
<tr>
<td>5</td>
<td>3.00000000000000</td>
<td>0.3542466893540946</td>
<td>0.9973020393673970</td>
<td>4.228693206516426</td>
</tr>
<tr>
<td>6</td>
<td>3.3166279035001949</td>
<td>0.3100247903539994</td>
<td>0.9990888812284662</td>
<td>4.249855927181855</td>
</tr>
<tr>
<td>7</td>
<td>3.6035512754384895</td>
<td>0.2262164681084984</td>
<td>0.9996849069032352</td>
<td>4.259112505644374</td>
</tr>
<tr>
<td>8</td>
<td>3.8723334001761010</td>
<td>0.2674200707442767</td>
<td>0.9999248883237044</td>
<td>4.264422659019165</td>
</tr>
<tr>
<td>9</td>
<td>4.12310625017600</td>
<td>0.2500122794102473</td>
<td>0.9999626201854982</td>
<td>4.268395116426194</td>
</tr>
<tr>
<td>10</td>
<td>4.3584949946406732</td>
<td>0.2357533174230130</td>
<td>0.9999869281546331</td>
<td>4.271574385549102</td>
</tr>
<tr>
<td>11</td>
<td>4.5825756949558339</td>
<td>0.2236167814515665</td>
<td>0.9999954071662882</td>
<td>4.27416764751598111</td>
</tr>
<tr>
<td>12</td>
<td>4.79931523312719</td>
<td>0.2132558283548795</td>
<td>0.99999942666969562</td>
<td>4.276345543316535</td>
</tr>
<tr>
<td>13</td>
<td>5.00000000000000</td>
<td>0.2041664766672905</td>
<td>0.9999997965445384</td>
<td>4.27818141447134</td>
</tr>
<tr>
<td>14</td>
<td>5.16152427706031</td>
<td>0.1949123844278721</td>
<td>0.9999993276217011</td>
<td>4.279755410332964</td>
</tr>
<tr>
<td>15</td>
<td>5.3931607134947</td>
<td>0.1854142686691520</td>
<td>0.9999999741971570</td>
<td>4.281119867417264</td>
</tr>
<tr>
<td>16</td>
<td>5.67764436230001</td>
<td>0.1767508370400067</td>
<td>0.9999999704811126</td>
<td>4.282313973621910</td>
</tr>
<tr>
<td>17</td>
<td>5.94552469380268</td>
<td>0.1681571365651874</td>
<td>0.9999999670294667</td>
<td>4.2833678089863551</td>
</tr>
<tr>
<td>18</td>
<td>6.16078873099616</td>
<td>0.1606682747196036</td>
<td>0.9999999881817075</td>
<td>4.284304711538500</td>
</tr>
<tr>
<td>19</td>
<td>6.34729530299219</td>
<td>0.1522394668100178</td>
<td>0.9999999756191444</td>
<td>4.285143121024550</td>
</tr>
<tr>
<td>20</td>
<td>6.50112427362048</td>
<td>0.1451263903465455</td>
<td>0.99999998477707</td>
<td>4.285899797630336</td>
</tr>
<tr>
<td>21</td>
<td>6.69718524302000</td>
<td>0.1384142686691520</td>
<td>0.99999999452600</td>
<td>4.286580688748715</td>
</tr>
<tr>
<td>22</td>
<td>6.8702039324993669</td>
<td>0.131076508173664</td>
<td>0.99999999802965</td>
<td>4.287201575315657</td>
</tr>
<tr>
<td>23</td>
<td>7.02556640040114</td>
<td>0.124756670916705</td>
<td>0.9999999932901013</td>
<td>4.28776853136251</td>
</tr>
<tr>
<td>24</td>
<td>7.17428428542650</td>
<td>0.1184152845285000</td>
<td>0.99999999974403</td>
<td>4.288282892439975</td>
</tr>
<tr>
<td>25</td>
<td>7.30107946830516</td>
<td>0.112161607376683</td>
<td>0.9999999999990763</td>
<td>4.288766525985538</td>
</tr>
<tr>
<td>26</td>
<td>7.43319867095662</td>
<td>0.106080978151447</td>
<td>0.9999999999996664</td>
<td>4.289208080195656</td>
</tr>
<tr>
<td>27</td>
<td>7.549234535270748</td>
<td>0.1000359461750867</td>
<td>0.9999999999998794</td>
<td>4.28961682214958</td>
</tr>
<tr>
<td>28</td>
<td>7.65814574786608</td>
<td>0.973431325978585</td>
<td>0.9999999999999442</td>
<td>4.29034995152623</td>
</tr>
<tr>
<td>29</td>
<td>7.74024965906652</td>
<td>0.94375327372449</td>
<td>0.9999999999999942</td>
<td>4.290679994302059</td>
</tr>
<tr>
<td>30</td>
<td>7.8372533933193771</td>
<td>0.9145396540573296</td>
<td>0.9999999999999942</td>
<td>4.290988570906672</td>
</tr>
<tr>
<td>31</td>
<td>8.0022577489285494</td>
<td>0.885038151067779</td>
<td>0.9999999999999942</td>
<td>4.291277912502334</td>
</tr>
<tr>
<td>32</td>
<td>8.1453277172449</td>
<td>0.85500523739003</td>
<td>0.9999999999999942</td>
<td>4.291569851085148</td>
</tr>
<tr>
<td>33</td>
<td>8.296623662918073</td>
<td>0.825459102582838</td>
<td>0.9999999999999942</td>
<td>4.291805750408574</td>
</tr>
<tr>
<td>34</td>
<td>8.426149773176358</td>
<td>0.795259102582838</td>
<td>0.9999999999999942</td>
<td>4.292047039396059</td>
</tr>
</tbody>
</table>

Average Number = 3.05853343141122
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